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Fig. 17. The test cases we use for our experiments. We name them P1 through P6 for reference. The planning is for the right arm of the
robot, which is at the starting configuration in each case. The translucent rendered arm represents the desired goal configuration.

sequence S which was generated using the first 7 prime numbers. In addition to the batching strategies, we also evaluated
the performance of BIT⇤, which was forced to use the same set of samples S . BIT⇤ has been shown to achieve anytime
performance superior to contemporary anytime algorithms. The hardness of the problems in terms of clearance is difficult
to visualize because of the high-dimensional C-space.

In our results ( Figure 16), for both problems, hybrid batching had better anytime performance than BIT⇤. Furthermore,
no batching method did significantly worse than BIT⇤. Of course, these are individual examples that do not admit of any
statistical significance. The purpose of these 2 experiments was to demonstrate that the batching strategies we propose
perform comparably to the BIT⇤ strategy on sample robot planning problems.

6.2. POMP

We evaluated POMP through a number of simulated experiments on HERB. We considered two hypotheses about POMP
- the benefit of using and updating a C-space belief model for computing the first solution, and the anytime performance.
Our experiments were run on 6 different planning problems for the 7-DOF right arm, shown in Figure 17. The first three
problems - P1, P2, P3 - were used for evaluating the first hypothesis. They have goal configurations with significant visibility
constraints. The next three problems - P4, P5, P6 - were used for the second hypothesis. Their goal configurations are less
constrained than the first three. Thus they have more feasible solutions and better demonstrate anytime behaviour.

For each problem, we tested POMP over 50 different roadmaps. For each roadmap, the samples were generated from
a Halton sequence and the node positions were offset by random amounts. The roadmaps each had approximately 14000
nodes, and the r-disk radius for connectivity was 0.3 radians. This radius induced an average degree of about 16, which is
a little more than log

2

14000.
Using explicit fixed roadmaps allowed us to eliminate all nodes and edges which have configurations in self collision

in a pre-processing step, thereby requiring us to only evaluate environmental collisions at runtime. We utilized the same
set of default model parameters for each run of POMP - the k for k-NN lookup is 15, the prior belief is 0.5, and the weight
of this prior 0.25 and ↵ increases in steps of 0.1.
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Figure 1. Sequential decision making in informative path planning and search based planning. The implicit structure of the
environment affects the performance of policies in both tasks. (a) The effectiveness of a policy to gather information depends on
the distribution of worlds. (left) When the distribution corresponds to a scene containing ladders, the learnt policy executes a helical
motion around parts of the ladder already observed as it is unlikely that there is information elsewhere. (right) When the distribution
corresponds to a scene from a construction site, the learnt policy executes a large sweeping motion as information is likely to be
dispersed. (b) A learnt heuristic policy adapts to different obstacle configurations to minimize search effort. All schematics show the
evolution of a search algorithm as the expansion of a search wavefront (expanded(white), invalid(black), unexpanded(grey)) from
start (green) to goal (blue). A commonly used inflated Euclidean heuristic cannot adapt to different environments, e.g it gets stuck
in bugtraps. On the other hand, the learnt policy is able to infer the presence of a bug trap when trained on such a distribution and
switch to greedy behaviour when trained on other distributions.

accordingly. Moreover, this must occur in a pure data-
driven fashion without the need for human intervention.
Fortunately, recent advances in affordable sensors and
actuators have enabled mass deployment of robots that
navigate, interact and collect real data. This motivates us to
examine the following question:

How can we design planning algorithms
that, subject to on-board computation and
sensing constraints, maximize their expected
performance on the actual distribution of
problems that a robot encounters?

1.1 Motivation
We look at two domains - informative path planning and
search based planning. We briefly delve into these problems
and make the case for data-driven approaches in both.

1.1.1 Informative Path Planning We consider the follow-
ing information gathering problem - given a hidden world
map, sampled from a prior distribution, the goal is to succes-
sively visit sensing locations such that the amount of relevant
information uncovered is maximized while not exceeding
a specified fuel budget. This problem fundamentally recurs
in mobile robot applications such as autonomous mapping
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Decades of research on 
planning algorithms with 

provable worst-case guarantees
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Figure 14: A Comparison of the RRT (shown in (a)) and RRT⇤ (shown in (b)) algorithms on a
simulation example with obstacles. Both algorithms were run with the same sample sequence for
20,000 samples. The cost of best path in the RRT and the RRG were 21.02 and 14.51, respectively.

sic elements for the on-line solution of di↵erential games, as those arising when planning in the
presence of dynamic obstacles.

Finally, it is noted that the proposed algorithms may have applications outside of the robotic
motion planning domain. In fact, the class of sampling-based algorithm described in this paper
can be readily extended to deal with problems described by partial di↵erential equations, such as
the eikonal equation and the Hamilton-Jacobi-Bellman equation.
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What happens to the finite time performance  
of such algorithms on real-world problems?
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Navigation in varying scenarios

[AHS’14, ICRA’15, ’16,’17]
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Can’t we use a single versatile planner?
Optimal planners, by ignoring context, are unable to succeed in real-time

Wires and  
no-fly-zones

Planner wastes time checking unlikely edges
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Real-time performance of a planner varies across scenarios

Challenge: Good real-time performance

Given a finite time budget, planner cannot explore all configurations

Planning module needs to adapt to  
the distribution of problems the robot encounters

(obstacle configs, connectivity of space, presence of poor local minima)
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White-box adaptation

(adaptation inside planner)

Black-box adaptation

(adaptation outside planner)
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Black-box adaptation White-box adaptation

(adaptation outside planner) (adaptation inside planner)

E.g. Learn to select an ensemble 
of planners from a library

[ICRA’15, ’16]

Prior Work
Zucker et al. ’09, Dey et al.’13,  
Jetchev et al’13, Pan et al.’14,  

Poffald et al.’14, Dragan et al.’11, 
Palmieri et al.’15, Morales et al.’05



Long term autonomy with black-box adaptation
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Total 
Time 151.9 min

Total 
Distance 15.83 km

Top 
Speed 10 m/s

Number 
of trials

45

No hand-tuning of parameters, No access to test UAV

Trace of robot path Mission 
Statistics

Adaptive planning enables continuous back-to-back trials (>2.5 hrs)
Single baseline planner fails 36% of the missions



Two paradigms of adaptation

11

White-box adaptation

(adaptation inside planner)

E.g. Learning a heuristic policy

E.g. Bayesian active edge  
evaluation of roadmaps

[NIPS’17, IJCAI’18]

[CoRL’17]
Prior Work

Yoon et al.’06, Xu et al.’07,  Arafee et al.’11, Thayer et al’11,  
Garrett et al’16., Aine et al.’16, Phillips et al’15, Paden et al.’16

Prior Work
Burns et al.’05, Pan et al.’12, Choudhury et al.’16, Huh et 
al.’16, Javdani et al.’14, Dellin et al.’16, Narayan et al.’17 

Black-box adaptation

(adaptation outside planner)

E.g. Learn to select an ensemble 
of planners from a library

[ICRA’15, ’16]

Prior Work
Zucker et al. ’09, Dey et al.’13,  
Jetchev et al’13, Pan et al.’14,  

Poffald et al.’14, Dragan et al.’11, 
Palmieri et al.’15, Morales et al.’05



Two paradigms of adaptation
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Black-box adaptation White-box adaptation

(adaptation outside planner) (adaptation inside planner)

E.g. An adaptive meta-planner 
that selects a planner from a library 

to execute given present context
[ICRA’15, ’16]

Prior Work
Zucker et al. ’09, Dey et al.’13,  
Jetchev et al’13, Pan et al.’14,  

Poffald et al.’14, Dragan et al.’11, 
Palmieri et al.’15, Morales et al.’05

E.g. Learning a heuristic policy

E.g. Bayesian active edge  
evaluation in graph search

[NIPS’17, IJCAI’18]

[CoRL’17]
Prior Work

Yoon et al.’06, Xu et al.’07,  Arafee et al.’11, Thayer et al’11,  
Garrett et al’16., Aine et al.’16, Phillips et al’15, Paden et al.’16

Prior Work
Burns et al.’05, Pan et al.’12, Choudhury et al.’16, Huh et 
al.’16, Javdani et al.’14, Dellin et al.’16, Narayan et al.’17 
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Are there other planning domains where  
performance varies with obstacle configurations?



Informative path planning

14

Information gathering  
for surface reconstruction 

(Isler et al.’16)

Information gathering  
for mapping  

(Charrow et al.’15)

Plan an optimal sequence of sensing actions to accomplish task



Challenges: Adapt to different tasks
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Configuration of objects determine the utility of a policy

Inspection of power lines Inspection of tunnels
(objects of interest 

concentrated in a line)
(objects of interest 

distributed around robot)

Planning module should adapt strategy accordingly
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Figure 1. Sequential decision making in informative path planning and search based planning. The implicit structure of the
environment affects the performance of policies in both tasks. (a) The effectiveness of a policy to gather information depends on
the distribution of worlds. (left) When the distribution corresponds to a scene containing ladders, the learnt policy executes a helical
motion around parts of the ladder already observed as it is unlikely that there is information elsewhere. (right) When the distribution
corresponds to a scene from a construction site, the learnt policy executes a large sweeping motion as information is likely to be
dispersed. (b) A learnt heuristic policy adapts to different obstacle configurations to minimize search effort. All schematics show the
evolution of a search algorithm as the expansion of a search wavefront (expanded(white), invalid(black), unexpanded(grey)) from
start (green) to goal (blue). A commonly used inflated Euclidean heuristic cannot adapt to different environments, e.g it gets stuck
in bugtraps. On the other hand, the learnt policy is able to infer the presence of a bug trap when trained on such a distribution and
switch to greedy behaviour when trained on other distributions.

accordingly. Moreover, this must occur in a pure data-
driven fashion without the need for human intervention.
Fortunately, recent advances in affordable sensors and
actuators have enabled mass deployment of robots that
navigate, interact and collect real data. This motivates us to
examine the following question:

How can we design planning algorithms
that, subject to on-board computation and
sensing constraints, maximize their expected
performance on the actual distribution of
problems that a robot encounters?

1.1 Motivation
We look at two domains - informative path planning and
search based planning. We briefly delve into these problems
and make the case for data-driven approaches in both.

1.1.1 Informative Path Planning We consider the follow-
ing information gathering problem - given a hidden world
map, sampled from a prior distribution, the goal is to succes-
sively visit sensing locations such that the amount of relevant
information uncovered is maximized while not exceeding
a specified fuel budget. This problem fundamentally recurs
in mobile robot applications such as autonomous mapping

Prepared using sagej.cls
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path planning

1. Search  
based planning

3. Open Questions



Heuristic policies in search based planning
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Start

Goal

Objective: Guide a search tree from start to goal to find a feasible path



Why does a heuristic need to be adaptive?
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corresponds to a scene from a construction site, the learnt policy executes a large sweeping motion as information is likely to be
dispersed. (b) A learnt heuristic policy adapts to different obstacle configurations to minimize search effort. All schematics show the
evolution of a search algorithm as the expansion of a search wavefront (expanded(white), invalid(black), unexpanded(grey)) from
start (green) to goal (blue). A commonly used inflated Euclidean heuristic cannot adapt to different environments, e.g it gets stuck
in bugtraps. On the other hand, the learnt policy is able to infer the presence of a bug trap when trained on such a distribution and
switch to greedy behaviour when trained on other distributions.

accordingly. Moreover, this must occur in a pure data-
driven fashion without the need for human intervention.
Fortunately, recent advances in affordable sensors and
actuators have enabled mass deployment of robots that
navigate, interact and collect real data. This motivates us to
examine the following question:

How can we design planning algorithms
that, subject to on-board computation and
sensing constraints, maximize their expected
performance on the actual distribution of
problems that a robot encounters?

1.1 Motivation
We look at two domains - informative path planning
and search based planning. We briefly delve into these
motivations and make the case for data-driven approaches
in both.

1.1.1 Informative Path Planning We consider the follow-
ing information gathering problem - given a hidden world
map, sampled from a prior distribution, the goal is to succes-
sively visit sensing locations such that the amount of relevant
information uncovered is maximized while not exceeding
a specified fuel budget. This problem fundamentally recurs

Prepared using sagej.cls

Prior work has mainly focussed on bounding solution quality  
by defining heuristics as distance estimate of cost-to-go (Pohl’70, Pearl’84) 

Problem: Small estimation error leads to excessive expansions 
(i.e. large planning times)

Compute estimates using relaxation-based (Likhachev et al.’09, Dolgov et al.’08)  
or learning-based (Xu et al.’07, Garrett et al.’16, Aine et al.’15, Paden et al.’16) approaches
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accordingly. Moreover, this must occur in a pure data-
driven fashion without the need for human intervention.
Fortunately, recent advances in affordable sensors and
actuators have enabled mass deployment of robots that
navigate, interact and collect real data. This motivates us to
examine the following question:

How can we design planning algorithms
that, subject to on-board computation and
sensing constraints, maximize their expected
performance on the actual distribution of
problems that a robot encounters?

1.1 Motivation
We look at two domains - informative path planning
and search based planning. We briefly delve into these
motivations and make the case for data-driven approaches
in both.

1.1.1 Informative Path Planning We consider the follow-
ing information gathering problem - given a hidden world
map, sampled from a prior distribution, the goal is to succes-
sively visit sensing locations such that the amount of relevant
information uncovered is maximized while not exceeding
a specified fuel budget. This problem fundamentally recurs

Prepared using sagej.cls
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2010; Javdani et al. 2013, 2014; Chen et al. 2015, 2016b)
). However, these strategies require explicitly sampling from
the posterior distribution over � which make it intractable to
apply for our setting.

Problem 4. HIDDEN-CON: Hidden World Map; Constrained
Travel Cost. Given a distribution of world maps, P (�), a
time horizon T , and a travel cost budget B, find a policy
that at time t, maps the history of nodes visited {vi}t

i=1 and
measurements received {yi}t

i=1 to compute the next node
vt+1 to visit at time t + 1, such that the expected utility is
maximized.

Such problems crop up in a wide number of areas
such as sensor planning for 3D surface reconstruction Isler
et al. (2016) and indoor mapping with UAVs Charrow
et al. (2015); Nelson and Michael (2015). Problem 4 does
not enjoy the adaptive submodularity property due to the
introduction of travel constraints. Hollinger et al. (2017,
2012) propose a heuristic based approach to select a subset
of informative nodes and perform minimum cost tours.
Singh et al. (2009) replan every step using a non-adaptive
information path planning algorithm. Inspired by adaptive
TSP approaches by Gupta et al. (2010), Lim et al. (2016,
2015) propose recursive coverage algorithms to learn policy
trees. However such methods cannot scale well to large state
and observation spaces. Heng et al. (2015) make a modular
approximation of the objective function. Isler et al. (2016)
survey a broad number of myopic information gain based
heuristics that work well in practice but have no formal
guarantees.

2.2 Search Based Planning
We now present a framework for search based planning
where the objective is to find a feasible path from start to
goal while minimizing search effort. We use this framework
to pose the problem of learning the optimal heuristic for a
given distribution over worlds and briefly discuss prior work
on this topic.

2.2.1 Framework We consider the problem of search on
a graph, G = (V, E), where vertices V represent robot
configurations and edges E represent potentially valid
movements of the robot between these configurations. Given
a pair of start and goal vertices, (vs, vg) 2 V , the objective
is to compute a path ⇠ ✓ E - a connected sequence of valid
edges. The implicit graph G can be compactly represented
by (vs, vg) and a successor function Succ(v) which returns
a list of outgoing edges and child vertices for a vertex
v 2 V . Hence a graph G is constructed during search by
repeatedly expanding vertices using Succ(v). Let � 2 M be
a representation of the world that is used to ascertain the
validity of an edge. An edge e 2 E is checked for validity
by invoking an evaluation function Eval(e, �) which is an
expensive operation and may require complex geometric
intersection operations (Dellin and Srinivasa 2016).

Alg. 1 defines a general search based planning
algorithm Search which takes as input the tuple
hvs, vg, Succ, Eval, �, Selecti and returns a valid path ⇠.
To ensure systematic search, the algorithm maintains the
following lists - an open list O ⇢ V of candidate vertices to
be expanded and a closed list C ⇢ V of vertices which have

World Map
(�)

Goal (vg)(vs)Start

Open List
(O)

(C)

(I)

Closed List

Invalid List

Figure 3. The search based planning problem. Given a world
map �, the agent has to guide a search tree from start vs to goal
vg by expanding vertices. At any given iteration, the open list O
represents the set of candidate vertices that can be expanded.
The closed list C represents the set of vertices already expanded.
The invalid list represents the set of edges that were found to be
in collision with the world. The status of every other vertex is
unknown. The search continues till the goal belongs to the open
list, i.e. a feasible path to goal has been found.

already been expanded. It also retains an additional invalid
list I ⇢ E of edges found to be in collision. These 3 lists
together represent the complete information available to the
algorithm at any given point of time. At a given iteration,
the algorithm uses this information to select a vertex v 2 O
to expand by invoking Select(O). It then expands v by
invoking Succ(v) and checking validity of edges using
Eval(e, �) to get a set of valid successor vertices Vsucc as
well as invalid edges Einv. The lists are then updated and the
process repeated till the goal vertex vg is uncovered. Fig. 3
illustrates this framework.

2.2.2 The Optimal Heuristic Problem In this work, we
focus on the feasible path problem and ignore the optimality
of the path. Although this is a restrictive setting, quickly
finding the feasible path is a very important problem in
robotics. Efficient feasible path planners such as RRT-
Connect (Kuffner and LaValle 2000) has proven highly
effective in high dimensional motion planning applications
such as robotic arm planning (LaValle 2006) and mobile
robot planning (Laumond et al. 1998). Hence we ignore the
traversal cost of an edge and deal with unweighted graphs.
We defer discussions on how to relax this restriction to
Section 8.2.

We view a heuristic policy as a selection function (Alg. 1,
Line 3) that selects a vertex v from the open list O.
The objective of the policy is to minimize the number
of expansions until the search terminates. Note that the
evolution of the open list O depends on the underlying world
map � which is hidden. Given a prior distribution over world
maps P (�), it can be inferred only via the outcome of the
expansion operation (Vsucc, Einv). The history of outcomes
is captured by the state of the search, i.e. the combination of
the 3 lists {O, C, I}.

Problem 5. OPT-HEUR. Given a distribution of world
maps, P (�), find a heuristic policy that at time t, maps the
state of the search {Ot, Ct, It} to select a vertex vt 2 Ot

to expand, such that the expected number of expansions till
termination is minimized.

The problem of heuristic design has a lot of historical
significance. A common theme is “Optimism Under
Uncertainty”. A spectrum of techniques exist to manually
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measurements received {yi}t
i=1 to compute the next node vt+1

to visit at time t+1, such that the expected utility is maximized.

Such problems crop up in a wide number of areas such as
sensor planning for 3D surface reconstruction [50] and indoor
mapping with UAVs [13, 87]. Problem 4 does not enjoy the
adaptive submodularity property due to the introduction of
travel constraints. Hollinger et al. [47, 46] propose a heuristic
based approach to select a subset of informative nodes and
perform minimum cost tours. Singh et al. [106] replan every
step using a non-adaptive information path planning algorithm.
Inspired by adaptive TSP approaches by Gupta et al. [39], Lim
et al. [79, 78] propose recursive coverage algorithms to learn
policy trees. However such methods cannot scale well to large
state and observation spaces. Heng et al. [43] make a modular
approximation of the objective function. Isler et al. [50] survey
a broad number of myopic information gain based heuristics
that work well in practice but have no formal guarantees.

B. Search Based Planning
We now present a framework for search based planning

where the objective is to find a feasible path from start to
goal while minimizing search effort. We use this framework
to pose the problem of learning the optimal heuristic for a
given distribution over worlds and briefly discuss prior work
on this topic.

1) Framework: We consider the problem of search on a
graph, G = (V, E), where vertices V represent robot configu-
rations and edges E represent potentially valid movements of
the robot between these configurations. Given a pair of start
and goal vertices, (vs, vg) 2 V , the objective is to compute
a path ⇠ ✓ E - a connected sequence of valid edges. The
implicit graph G can be compactly represented by (vs, vg) and
a successor function Succ(v) which returns a list of outgoing
edges and child vertices for a vertex v 2 V . Hence a graph G
is constructed during search by repeatedly expanding vertices
using Succ(v). Let � 2 M be a representation of the world
that is used to ascertain the validity of an edge. An edge e 2 E
is checked for validity by invoking an evaluation function
Eval(e, �) which is an expensive operation and may require
complex geometric intersection operations [26].

Alg. 1 defines a general search based planning
algorithm Search which takes as input the tuple
hvs, vg, Succ, Eval, �, Selecti and returns a valid path
⇠. To ensure systematic search, the algorithm maintains the
following lists - an open list O ⇢ V of candidate vertices to
be expanded and a closed list C ⇢ V of vertices which have
already been expanded. It also retains an additional invalid list
I ⇢ E of edges found to be in collision. These 3 lists together
represent the complete information available to the algorithm
at any given point of time. At a given iteration, the algorithm
uses this information to select a vertex v 2 O to expand by
invoking Select(O). It then expands v by invoking Succ(v)

and checking validity of edges using Eval(e, �) to get a set
of valid successor vertices Vsucc as well as invalid edges Einv.
The lists are then updated and the process repeated till the
goal vertex vg is uncovered. Fig. 3 illustrates this framework.

World Map
(�)

Goal (vg)(vs)Start

Open List
(O)

(C)

(I)

Closed List

Invalid List

Fig. 3. The search based planning problem. Given a world map �, the agent
has to guide a search tree from start vs to goal vg by expanding vertices. At
any given iteration, the open list O represents the set of candidate vertices
that can be expanded. The closed list C represents the set of vertices already
expanded. The invalid list represents the set of edges that were found to be
in collision with the world. The status of every other vertex is unknown. The
search continues till the goal belongs to the open list, i.e. a feasible path to
goal has been found.

Algorithm 1 BestFirstSearch(vs, vg, �)

1: O  vs, C  ;, I  ;
2: while vg /2 O do
3: v  Select(O)

4: (Vsucc, Einv) Expand(v, �)

5: O  O [ Vsucc, C  C [ v, I  I [ Einv

6: Return Path (vs, vg)

2) The Optimal Heuristic Problem: In this work, we focus
on the feasible path problem and ignore the optimality of the
path. Although this is a restrictive setting, quickly finding
the feasible path is a very important problem in robotics.
Efficient feasible path planners such as RRT-Connect [67] has
proven highly effective in high dimensional motion planning
applications such as robotic arm planning [71] and mobile
robot planning [70]. Hence we ignore the traversal cost of an
edge and deal with unweighted graphs. We defer discussions
on how to relax this restriction to Section VIII-B.

We view a heuristic policy as a selection function (Alg. 1,
Line 3) that selects a vertex v from the open list O. The
objective of the policy is to minimize the number of expan-
sions until the search terminates. Note that the evolution of the
open list O depends on the underlying world map � which is
hidden. Given a prior distribution over world maps P (�), it can
be inferred only via the outcome of the expansion operation
(Vsucc, Einv). The history of outcomes is captured by the state
of the search, i.e. the combination of the 3 lists {O, C, I}.

Problem 5 (OPT-HEUR). Given a distribution of world maps,
P (�), find a heuristic policy that at time t, maps the state of
the search {Ot, Ct, It} to select a vertex vt 2 Ot to expand,
such that the expected number of expansions till termination
is minimized.

The problem of heuristic design has a lot of historical signif-
icance. A common theme is “Optimism Under Uncertainty”.
A spectrum of techniques exist to manually design good
heuristics by relaxing the problem to obtain guarantees with
respect to optimality and search effort [91]. To get practical

[Goal not found]
[Select node to expand]

[Expand node]
[Update list]
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2010; Javdani et al. 2013, 2014; Chen et al. 2015, 2016b)
). However, these strategies require explicitly sampling from
the posterior distribution over � which make it intractable to
apply for our setting.

Problem 4. HIDDEN-CON: Hidden World Map; Constrained
Travel Cost. Given a distribution of world maps, P (�), a
time horizon T , and a travel cost budget B, find a policy
that at time t, maps the history of nodes visited {vi}t

i=1 and
measurements received {yi}t

i=1 to compute the next node
vt+1 to visit at time t + 1, such that the expected utility is
maximized.

Such problems crop up in a wide number of areas
such as sensor planning for 3D surface reconstruction Isler
et al. (2016) and indoor mapping with UAVs Charrow
et al. (2015); Nelson and Michael (2015). Problem 4 does
not enjoy the adaptive submodularity property due to the
introduction of travel constraints. Hollinger et al. (2017,
2012) propose a heuristic based approach to select a subset
of informative nodes and perform minimum cost tours.
Singh et al. (2009) replan every step using a non-adaptive
information path planning algorithm. Inspired by adaptive
TSP approaches by Gupta et al. (2010), Lim et al. (2016,
2015) propose recursive coverage algorithms to learn policy
trees. However such methods cannot scale well to large state
and observation spaces. Heng et al. (2015) make a modular
approximation of the objective function. Isler et al. (2016)
survey a broad number of myopic information gain based
heuristics that work well in practice but have no formal
guarantees.

2.2 Search Based Planning
We now present a framework for search based planning
where the objective is to find a feasible path from start to
goal while minimizing search effort. We use this framework
to pose the problem of learning the optimal heuristic for a
given distribution over worlds and briefly discuss prior work
on this topic.

2.2.1 Framework We consider the problem of search on
a graph, G = (V, E), where vertices V represent robot
configurations and edges E represent potentially valid
movements of the robot between these configurations. Given
a pair of start and goal vertices, (vs, vg) 2 V , the objective
is to compute a path ⇠ ✓ E - a connected sequence of valid
edges. The implicit graph G can be compactly represented
by (vs, vg) and a successor function Succ(v) which returns
a list of outgoing edges and child vertices for a vertex
v 2 V . Hence a graph G is constructed during search by
repeatedly expanding vertices using Succ(v). Let � 2 M be
a representation of the world that is used to ascertain the
validity of an edge. An edge e 2 E is checked for validity
by invoking an evaluation function Eval(e, �) which is an
expensive operation and may require complex geometric
intersection operations (Dellin and Srinivasa 2016).

Alg. 1 defines a general search based planning
algorithm Search which takes as input the tuple
hvs, vg, Succ, Eval, �, Selecti and returns a valid path ⇠.
To ensure systematic search, the algorithm maintains the
following lists - an open list O ⇢ V of candidate vertices to
be expanded and a closed list C ⇢ V of vertices which have

World Map
(�)

Goal (vg)(vs)Start

Open List
(O)

(C)

(I)

Closed List

Invalid List

Figure 3. The search based planning problem. Given a world
map �, the agent has to guide a search tree from start vs to goal
vg by expanding vertices. At any given iteration, the open list O
represents the set of candidate vertices that can be expanded.
The closed list C represents the set of vertices already expanded.
The invalid list represents the set of edges that were found to be
in collision with the world. The status of every other vertex is
unknown. The search continues till the goal belongs to the open
list, i.e. a feasible path to goal has been found.

already been expanded. It also retains an additional invalid
list I ⇢ E of edges found to be in collision. These 3 lists
together represent the complete information available to the
algorithm at any given point of time. At a given iteration,
the algorithm uses this information to select a vertex v 2 O
to expand by invoking Select(O). It then expands v by
invoking Succ(v) and checking validity of edges using
Eval(e, �) to get a set of valid successor vertices Vsucc as
well as invalid edges Einv. The lists are then updated and the
process repeated till the goal vertex vg is uncovered. Fig. 3
illustrates this framework.

2.2.2 The Optimal Heuristic Problem In this work, we
focus on the feasible path problem and ignore the optimality
of the path. Although this is a restrictive setting, quickly
finding the feasible path is a very important problem in
robotics. Efficient feasible path planners such as RRT-
Connect (Kuffner and LaValle 2000) has proven highly
effective in high dimensional motion planning applications
such as robotic arm planning (LaValle 2006) and mobile
robot planning (Laumond et al. 1998). Hence we ignore the
traversal cost of an edge and deal with unweighted graphs.
We defer discussions on how to relax this restriction to
Section 8.2.

We view a heuristic policy as a selection function (Alg. 1,
Line 3) that selects a vertex v from the open list O.
The objective of the policy is to minimize the number
of expansions until the search terminates. Note that the
evolution of the open list O depends on the underlying world
map � which is hidden. Given a prior distribution over world
maps P (�), it can be inferred only via the outcome of the
expansion operation (Vsucc, Einv). The history of outcomes
is captured by the state of the search, i.e. the combination of
the 3 lists {O, C, I}.

Problem 5. OPT-HEUR. Given a distribution of world
maps, P (�), find a heuristic policy that at time t, maps the
state of the search {Ot, Ct, It} to select a vertex vt 2 Ot

to expand, such that the expected number of expansions till
termination is minimized.

The problem of heuristic design has a lot of historical
significance. A common theme is “Optimism Under
Uncertainty”. A spectrum of techniques exist to manually
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Compute a heuristic policy that  
maps search state to node to expand ⇡(O, C, I) ! v 2 O

min
⇡

E�⇠P (�) c(⇡,�)Objective:

Distribution over 
world maps

Number of BFS  
expansions

Problem: Minimize expansions in BFS
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Model-free approaches such as Q-learning (Watkins et al.’92) or  
REINFORCE (Williams et al.’92) are sample inefficient

POMDP solvers such as POMCP (Silver et al.’10) or DESPOT (Somani et al.’13) 
 require a lot of online effort - we want cheap policies!

Sequential decision making under uncertainty

Cast as a Partially Observable Markov Decision Process (POMDP)

State Observation

Action Historyat : v 2 Ot

st : {Ot,�}
Cost

(
0 if vg 2 Ot

1 otherwise

ot : {Vsucc, Einv}

 t : {Ot, Ct, It}

⇡ ⇡ ⇡
t = 0 t = 1 t = 12 t = 23
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Key Idea: Imitate a clairvoyant oracle

add {ft, Q
⇡OR} to data

Sample a world �

from database P (�)

Roll-in with policy ⇡mix

to get history  t

Execute a random action at

and featurize ( t, at) as ft

Roll out with oracle ⇡OR

at

Fig. 6. An overview of SAIL in search based planning where a learner ⇡̂ is trained to imitate a clairvoyant oracle ⇡OR. There are 4 key steps. Step 1: A
world map � is sampled from database representing P (�) along with start goal pair (vs, vg). Step 2: A mixture policy ⇡mix, of the learner and oracle is
used to roll-in on � to a timestep t to get history  t which is the combination of open list, closed list and invalid edges. Step 3: A random vertex at from
the open list is chosen and ( t, at) is featurized as ft. Step 4: A clairvoyant oracle ⇡OR is given full access to world map � to compute the cumulative
cost to go Q⇡OR . The pair (ft, Q⇡OR ) is added to data to update the learner. This process is repeated to train a sequence of learners.

allows us a better roll-in procedure where the oracle and
learner are interleaved. We adapt the AGGREVATE framework
to present an algorithm, Search as Imitation Learning (SAIL).

Algorithm 5 SAIL (P (�), P (vs, vg), k)

1: Initialize D  ;, ⇡̂1 to any policy in ⇧

2: for i = 1 to N do
3: Initialize sub dataset Di  ;
4: Collect mk data points as follows:
5: for j = 1 to m do
6: Sample world map � ⇠ P (�)

7: Sample (vs, vg) ⇠ P (vs, vg)

8: Invoke clairvoyant oracle planner
to compute Q⇡OR

(�, v) 8 v 2 V
9: Sample uniformly k timesteps {t1, t2, . . . , tk}

where each ti 2 {1, . . . , T}
10: Rollout search with

⇡mix,i = �i⇡OR + (1� �i)⇡̂i

11: At each t 2 {t1, t2, . . . , tk} pick a random
action at to get corresponding ( t, v)

12: Query oracle for QOR
(�, at)

13: Di  Di [ { t, at, t, Q
OR

(�, at)}
14: Aggregate datasets: D  D

S
Di

15: Train cost-sensitive classifier ⇡̂i+1 on D
16: Return best ⇡̂i on validation

Alg. 5, describes the SAIL framework which iteratively
trains a sequence of policies (⇡̂1, ⇡̂2, . . . , ⇡̂N ). For training
the learner, we collect a dataset D as follows - At every
iteration i, the agent executed m different searches (Alg. 1).
For every search, a different world � and the pair (vs, vg) is
sampled from a database. The agent then rolls-out a search
with a mixture policy ⇡mix,i which blends the learner’s cur-
rent policy, ⇡̂i and the oracle’s policy, ⇡OR using blending
parameter �i. During the search execution, at every timestep
in a set of k uniformly sampled timesteps, we select a random

action from the set of feasible actions and collect a datapoint
{ t, at, t, Q

OR
(�, at)}. The policy ⇡mix,i is rolled out till the

end of the episode and all the collected data is aggregated with
dataset D. At the end of N iterations, the algorithm returns
the best performing policy on a set of held-out validation
environment or alternatively, a mixture of (⇡̂1, ⇡̂2, . . . , ⇡̂N ).
Fig. 6 illustrates the SAIL framework.

Note that while the oracle is invoked once per �, we obtain
k datapoints - this is critical for speeding up training. We
also note that even though the time complexity of Select

is O (|Ot|) at timestep t, SAIL can have better overall com-
plexity if it can achieve a squared reduction in number of
expansions compared to uninformed search as discussed more
in Appendix G.

VI. EXPERIMENTS ON INFORMATIVE PATH PLANNING

In this section, we extensively evaluate our approach on
a set of 2D and 3D informative path planning problems
across a spectrum of synthetic and real world environments.
We examine a class of informative path planning problem
where a robot, equipped with a range limited sensor, pos-
sibly constrained by time and fuel resources, is tasked with
3D reconstruction of structures in the world. We choose a
variety of environments to highlight the importance of adaptive
behaviours for information gathering. Our implementation is
open sourced for both MATLAB and C++ (https://bitbucket.
org/sanjiban/matlab learning info gain).

A. Problem Details
We consider both 2D and 3D informative path planning

problems. The world map � is represented as a 2D or 3D
binary grid, i.e. a grid cell is either occupied or free. The
candidate set of sensing locations V is generated by uniformly
randomly sampling nodes in the configuration space of the
robot. For 2D problems, the configuration space of the robot
is SE(2), for 3D it is SE(3). We assume for simplicity that
the robot can teleport between any two nodes vi and vj and

add {ft, Q
⇡OR} to data

Sample a world �

from database P (�)

Roll-in with policy ⇡mix

to get history  t

Execute a random action at

and featurize ( t, at) as ft

Roll out with oracle ⇡OR

at

Fig. 6. An overview of SAIL in search based planning where a learner ⇡̂ is trained to imitate a clairvoyant oracle ⇡OR. There are 4 key steps. Step 1: A
world map � is sampled from database representing P (�) along with start goal pair (vs, vg). Step 2: A mixture policy ⇡mix, of the learner and oracle is
used to roll-in on � to a timestep t to get history  t which is the combination of open list, closed list and invalid edges. Step 3: A random vertex at from
the open list is chosen and ( t, at) is featurized as ft. Step 4: A clairvoyant oracle ⇡OR is given full access to world map � to compute the cumulative
cost to go Q⇡OR . The pair (ft, Q⇡OR ) is added to data to update the learner. This process is repeated to train a sequence of learners.

allows us a better roll-in procedure where the oracle and
learner are interleaved. We adapt the AGGREVATE framework
to present an algorithm, Search as Imitation Learning (SAIL).

Algorithm 5 SAIL (P (�), P (vs, vg), k)

1: Initialize D  ;, ⇡̂1 to any policy in ⇧

2: for i = 1 to N do
3: Initialize sub dataset Di  ;
4: Collect mk data points as follows:
5: for j = 1 to m do
6: Sample world map � ⇠ P (�)

7: Sample (vs, vg) ⇠ P (vs, vg)

8: Invoke clairvoyant oracle planner
to compute Q⇡OR

(�, v) 8 v 2 V
9: Sample uniformly k timesteps {t1, t2, . . . , tk}

where each ti 2 {1, . . . , T}
10: Rollout search with

⇡mix,i = �i⇡OR + (1� �i)⇡̂i

11: At each t 2 {t1, t2, . . . , tk} pick a random
action at to get corresponding ( t, v)

12: Query oracle for QOR
(�, at)

13: Di  Di [ { t, at, t, Q
OR

(�, at)}
14: Aggregate datasets: D  D

S
Di

15: Train cost-sensitive classifier ⇡̂i+1 on D
16: Return best ⇡̂i on validation

Alg. 5, describes the SAIL framework which iteratively
trains a sequence of policies (⇡̂1, ⇡̂2, . . . , ⇡̂N ). For training
the learner, we collect a dataset D as follows - At every
iteration i, the agent executed m different searches (Alg. 1).
For every search, a different world � and the pair (vs, vg) is
sampled from a database. The agent then rolls-out a search
with a mixture policy ⇡mix,i which blends the learner’s cur-
rent policy, ⇡̂i and the oracle’s policy, ⇡OR using blending
parameter �i. During the search execution, at every timestep
in a set of k uniformly sampled timesteps, we select a random

action from the set of feasible actions and collect a datapoint
{ t, at, t, Q

OR
(�, at)}. The policy ⇡mix,i is rolled out till the

end of the episode and all the collected data is aggregated with
dataset D. At the end of N iterations, the algorithm returns
the best performing policy on a set of held-out validation
environment or alternatively, a mixture of (⇡̂1, ⇡̂2, . . . , ⇡̂N ).
Fig. 6 illustrates the SAIL framework.

Note that while the oracle is invoked once per �, we obtain
k datapoints - this is critical for speeding up training. We
also note that even though the time complexity of Select

is O (|Ot|) at timestep t, SAIL can have better overall com-
plexity if it can achieve a squared reduction in number of
expansions compared to uninformed search as discussed more
in Appendix G.

VI. EXPERIMENTS ON INFORMATIVE PATH PLANNING

In this section, we extensively evaluate our approach on
a set of 2D and 3D informative path planning problems
across a spectrum of synthetic and real world environments.
We examine a class of informative path planning problem
where a robot, equipped with a range limited sensor, pos-
sibly constrained by time and fuel resources, is tasked with
3D reconstruction of structures in the world. We choose a
variety of environments to highlight the importance of adaptive
behaviours for information gathering. Our implementation is
open sourced for both MATLAB and C++ (https://bitbucket.
org/sanjiban/matlab learning info gain).

A. Problem Details
We consider both 2D and 3D informative path planning

problems. The world map � is represented as a 2D or 3D
binary grid, i.e. a grid cell is either occupied or free. The
candidate set of sensing locations V is generated by uniformly
randomly sampling nodes in the configuration space of the
robot. For 2D problems, the configuration space of the robot
is SE(2), for 3D it is SE(3). We assume for simplicity that
the robot can teleport between any two nodes vi and vj and

Learner (Q-estimator) Oracle (Backwards Dijkstra) 

Imitate!

Start

Goal Goal

Start

Estimates action 
value from history

Solves full problem to 
get true expansions-to-go

Oracle is “clairvoyant” as it can process the whole world map

⇡( t) ⇡OR(st)
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A quick detour through 
imitation learning

(in the context of MDPs)



3 paradigms of imitation learning
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Open loop 
demonstrations

Corrective 
feedback

Cost-to-go 
feedback
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State and actions collected from expert

⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡OR)[`(⇡(s),⇡OR(s))]

(expert dist.) (imitation loss)

Problem: Compounding errors due to train test mismatch! 

Learner goes off trajectory

Open loop 
demonstrations

Corrective 
feedback

Cost-to-go 
feedback

Behavior cloning: Do plain supervised learning! 
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Open loop 
demonstrations

Corrective 
feedback

Cost-to-go 
feedback

⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡OR)[`(⇡(s),⇡OR(s))]
(imitation loss)(expert dist.)

(Behaviour cloning)

Roll-in (get states)  
with learners1

⇡OR(st)
⇡̂

Get labels  
from expert

⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡)[`(⇡(s),⇡OR(s))]

(learner distribution) (imitation loss)

st

How do we solve this  
non i.i.d learning? 

Solution: DAGGER (Ross, Gordon and Bagnell, 11). Train policy with initial data, 
collect more data with learner, aggregate data, re-train and repeat!
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Open loop 
demonstrations

Corrective 
feedback

Cost-to-go 
feedback

⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡OR)[`(⇡(s),⇡OR(s))]⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡)[`(⇡(s),⇡OR(s))]
(imitation loss) (imitation loss)(expert dist.) (learner dist.)

(Behaviour cloning) (DAGGER)

DAGGER minimizes immediate imitation loss (0-1, MSE, etc) - 
it does not reason about the cost-to-go of actions

E.g. What if there are many good actions?  
What if some actions are much worse than others?
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Open loop 
demonstrations

Corrective 
feedback

Cost-to-go 
feedback

⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡OR)[`(⇡(s),⇡OR(s))]⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡)[`(⇡(s),⇡OR(s))]
(imitation loss) (imitation loss)(expert dist.) (learner dist.)

(Behaviour cloning) (DAGGER)

s1

Roll-in (get states)  
with learner ⇡̂

st

Roll-out with 
expert to 
get labels

Q⇡OR(st, at)

at

⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡)[Q
OR(s,⇡(s))]

(learner distribution) (expert action value)

Solution: AGGREVATE (Ross and Bagnell, 14). Same as DAGGER, but label 
is obtained from cost-to-go of expert roll-out
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Open loop 
demonstrations

Corrective 
feedback

Cost-to-go 
feedback

⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡OR)[`(⇡(s),⇡OR(s))]⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡)[`(⇡(s),⇡OR(s))]⇡̂ = argmin
⇡2⇧

Es⇠P (s|⇡)[Q
OR(s,⇡(s))]

(imitation loss) (imitation loss) (expert cost-to-go)(expert dist.) (learner dist.) (learner dist.)

(Behaviour cloning) (AGGREVATE)(DAGGER)
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How do we use AGGREVATE  
for imitating a clairvoyant oracle?
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SAIL: Search as Imitation Learning [CoRL’17]

add {ft, Q
⇡OR} to data

Sample a world �

from database P (�)

Roll-in with policy ⇡mix

to get history  t

Execute a random action at

and featurize ( t, at) as ft

Roll out with oracle ⇡OR

at

Fig. 6. An overview of SAIL in search based planning where a learner ⇡̂ is trained to imitate a clairvoyant oracle ⇡OR. There are 4 key steps. Step 1: A
world map � is sampled from database representing P (�) along with start goal pair (vs, vg). Step 2: A mixture policy ⇡mix, of the learner and oracle is
used to roll-in on � to a timestep t to get history  t which is the combination of open list, closed list and invalid edges. Step 3: A random vertex at from
the open list is chosen and ( t, at) is featurized as ft. Step 4: A clairvoyant oracle ⇡OR is given full access to world map � to compute the cumulative
cost to go Q⇡OR . The pair (ft, Q⇡OR ) is added to data to update the learner. This process is repeated to train a sequence of learners.

allows us a better roll-in procedure where the oracle and
learner are interleaved. We adapt the AGGREVATE framework
to present an algorithm, Search as Imitation Learning (SAIL).

Algorithm 5 SAIL (P (�), P (vs, vg), k)

1: Initialize D  ;, ⇡̂1 to any policy in ⇧

2: for i = 1 to N do
3: Initialize sub dataset Di  ;
4: Collect mk data points as follows:
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6: Sample world map � ⇠ P (�)
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8: Invoke clairvoyant oracle planner
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Alg. 5, describes the SAIL framework which iteratively
trains a sequence of policies (⇡̂1, ⇡̂2, . . . , ⇡̂N ). For training
the learner, we collect a dataset D as follows - At every
iteration i, the agent executed m different searches (Alg. 1).
For every search, a different world � and the pair (vs, vg) is
sampled from a database. The agent then rolls-out a search
with a mixture policy ⇡mix,i which blends the learner’s cur-
rent policy, ⇡̂i and the oracle’s policy, ⇡OR using blending
parameter �i. During the search execution, at every timestep
in a set of k uniformly sampled timesteps, we select a random

action from the set of feasible actions and collect a datapoint
{ t, at, t, Q

OR
(�, at)}. The policy ⇡mix,i is rolled out till the

end of the episode and all the collected data is aggregated with
dataset D. At the end of N iterations, the algorithm returns
the best performing policy on a set of held-out validation
environment or alternatively, a mixture of (⇡̂1, ⇡̂2, . . . , ⇡̂N ).
Fig. 6 illustrates the SAIL framework.

Note that while the oracle is invoked once per �, we obtain
k datapoints - this is critical for speeding up training. We
also note that even though the time complexity of Select

is O (|Ot|) at timestep t, SAIL can have better overall com-
plexity if it can achieve a squared reduction in number of
expansions compared to uninformed search as discussed more
in Appendix G.

VI. EXPERIMENTS ON INFORMATIVE PATH PLANNING

In this section, we extensively evaluate our approach on
a set of 2D and 3D informative path planning problems
across a spectrum of synthetic and real world environments.
We examine a class of informative path planning problem
where a robot, equipped with a range limited sensor, pos-
sibly constrained by time and fuel resources, is tasked with
3D reconstruction of structures in the world. We choose a
variety of environments to highlight the importance of adaptive
behaviours for information gathering. Our implementation is
open sourced for both MATLAB and C++ (https://bitbucket.
org/sanjiban/matlab learning info gain).

A. Problem Details
We consider both 2D and 3D informative path planning

problems. The world map � is represented as a 2D or 3D
binary grid, i.e. a grid cell is either occupied or free. The
candidate set of sensing locations V is generated by uniformly
randomly sampling nodes in the configuration space of the
robot. For 2D problems, the configuration space of the robot
is SE(2), for 3D it is SE(3). We assume for simplicity that
the robot can teleport between any two nodes vi and vj and
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While we will define training procedures to concretely
realize (11) later in Section 5, we offer some intuition behind
this approach. Since the oracle ⇡OR knows the state s, it
has appropriate information to assign a value to an action a.
The policy ⇡̂ attempts to imitate this action from the partial
information content present in its history  . Due to this
realization error, the policy ⇡̂ visits a different state, updates
the history, and queries the oracle for the best action. Hence
while the learnt policy can make mistakes in the beginning
of an episode, with time it gets better at imitating the oracle.

4.3 Analysis using a Hallucinating Oracle
The learnt policy imitates a clairvoyant oracle that has
access to more information (state s compared to history
 ). This results in a large realizability error which is due
to two terms - firstly the information mismatch between s
and  , and secondly the expressiveness of feature space.
This realizability error can be hard to bound making it
difficult to apply the performance guarantee analysis of Ross
and Bagnell (2014). It is also not desirable to obtain a
performance bound with respect to the clairvoyant oracle
J (⇡OR).

To alleviate the information mismatch, we take an
alternate approach to analyzing the learner by introducing a
purely hypothetical construct - a hallucinating oracle.

Definition 2. Hallucinating Oracle. A hallucinating oracle
⇡̃OR computes the instantaneous posterior distribution over
state P (s| ) and returns the expected clairvoyant oracle
action value.

˜Q⇡̃OR

T�t+1( , a) = Es⇠P (s| )

⇥
Q⇡OR

T�t+1(s, a)

⇤
(12)

We show that by imitating a clairvoyant oracle, the learner
effectively imitates the corresponding hallucinating oracle

Lemma 1. The offline imitation of clairvoyant oracle (11)
is equivalent to online imitation of a hallucinating oracle as
shown

⇡̂ = arg max

⇡2⇧
E t⇠U(1:T ),
 t⇠P ( |⇡,t)

h
˜Q⇡̃OR

T�t+1( t,⇡( t))

i

Here offline imitation refers to a training procedure (11)
where the oracle can access the world map while online
imitation refers to a training procedure where the map is
inacessible and the hallucinating oracle only requires the
history  .

Proof. Refer to Appendix A.

Note that a hallucinating oracle uses the same information
content as the learnt policy. Hence the realization error is
purely due to the expressiveness of the feature space. The
empirical risk of imitating the hallucinating oracle will be
significantly lower than the risk of imitating the clairvoyant
oracle.

Lemma 1 now allows us to express the performance of
the learner with respect to a hallucinating oracle. This brings
us to the key question - how good is a hallucinating oracle?
Upon examining (12) we see that this oracle is equivalent to
the well known QMDP policy first proposed by Littman et al.

(1995). The QMDP policy ignores observations and finds the
QMDP(s, a) values of the underlying MDP. It then estimates
the action value by taking an expectation on the current belief
over states P (s| ). This estimate amounts to assuming that
any uncertainty in the agent’s current belief state will be
gone after the next action. Thus, the action where long-term
reward from all states (weighed by the probability) is largest
will be the one chosen.

Littman et al. (1995) points out that policies based on this
approach are remarkably effective. This has been verified by
other works such as Koval et al. (2014) and Javdani et al.
(2015). This naturally leads to the question of why we cannot
directly apply QMDP to our problem. The QMDP approach
requires explicitly sampling from the posterior over states
online - a step that we cannot tractably compute as discussed
in Section 3.4. However, by imitating clairvoyant oracles, we
implicitly obtain such a behaviour.

Imitation of clairvoyant oracles has been shown to be
effective in other domains such as receding horizon control
via imitating MPC methods that have full information (Kahn
et al. 2017). Sun et al. (2017) show how the partially
observable acrobot can be solved by imitation of oracles
having full state. Karkus et al. (2017) introduce imitation
of QMDP in a deep learning architecture to train POMDP
policies end to end.

The connection with a hallucinating oracle also provides
valuable insight into potential failure situations. Littman
et al. (1995) point out that policies based on this approach
will not take actions to gain information. We discuss such
situations in Section 8.1.

5 Approach

In this section, we discuss the various training algorithms to
compute policies that can be used in both informative path
planning and search based planning domains. We begin in
Section 5.1 with a discussion of the two classes of algorithms
solving imitation learning - FORWARDTRAINING when we
can learn non-stationary policies and AGGREVATE when we
have to learn stationary policies. We discuss performance
guarantees and shortcomings for each of the algorithms. We
then apply these algorithms on informative path planning
problems in Section 5.2. The key step is the choice of the
clairvoyant oracle to imitate. We show that for HIDDEN-
UNC, one can exploit the adaptive submodular structure of
the problem to learn near optimal policies by imitating the
clairvoyant one-step-reward. For HIDDEN-CON, one has to
imitate the clairvoyant reward-to-go. In Section 5.3, we apply
AGGREVATE for heuristic learning in search based planning.
In this case we imitate the backwards Dijkstra planner that
computes the optimal expansions to go for every state.

5.1 Algorithms
We introduced imitation learning and its applicability to
POMDPs in Section 4. We now present a set of algorithms
to concretely realize the process. The overall idea is as
follows - we are training a policy ⇡̂( ) that maps features
extracted from the history  to an action a. The training
objective is to imitate a clairvoyant oracle that has access
to the corresponding full state s. In order to define concrete
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Dataset of canyons

An autonomous helicopter navigating in a canyon
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No-fly-zones

Applying SAIL on real world problems
High speed no-fly-zone avoidance requires  

real-time nonholonomic path planning
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A* with Dubins heuristic times out

Expands 1910 states in time budget (1000 ms)

Dubins distance is a poor estimate of expansions-to-go
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Flight test with onboard execution
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(Choudhury, Bhardwaj, Maeta, Scherer)



Outline of this talk

40

2 Journal Title XX(X)
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in ‘bug trap’ due to greediness
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Figure 1. Sequential decision making in informative path planning and search based planning. The implicit structure of the
environment affects the performance of policies in both tasks. (a) The effectiveness of a policy to gather information depends on
the distribution of worlds. (left) When the distribution corresponds to a scene containing ladders, the learnt policy executes a helical
motion around parts of the ladder already observed as it is unlikely that there is information elsewhere. (right) When the distribution
corresponds to a scene from a construction site, the learnt policy executes a large sweeping motion as information is likely to be
dispersed. (b) A learnt heuristic policy adapts to different obstacle configurations to minimize search effort. All schematics show the
evolution of a search algorithm as the expansion of a search wavefront (expanded(white), invalid(black), unexpanded(grey)) from
start (green) to goal (blue). A commonly used inflated Euclidean heuristic cannot adapt to different environments, e.g it gets stuck
in bugtraps. On the other hand, the learnt policy is able to infer the presence of a bug trap when trained on such a distribution and
switch to greedy behaviour when trained on other distributions.

accordingly. Moreover, this must occur in a pure data-
driven fashion without the need for human intervention.
Fortunately, recent advances in affordable sensors and
actuators have enabled mass deployment of robots that
navigate, interact and collect real data. This motivates us to
examine the following question:

How can we design planning algorithms
that, subject to on-board computation and
sensing constraints, maximize their expected
performance on the actual distribution of
problems that a robot encounters?

1.1 Motivation
We look at two domains - informative path planning and
search based planning. We briefly delve into these problems
and make the case for data-driven approaches in both.

1.1.1 Informative Path Planning We consider the follow-
ing information gathering problem - given a hidden world
map, sampled from a prior distribution, the goal is to succes-
sively visit sensing locations such that the amount of relevant
information uncovered is maximized while not exceeding
a specified fuel budget. This problem fundamentally recurs
in mobile robot applications such as autonomous mapping
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What is budgeted information gathering?
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Fig. 1: The adaptive information gathering problem. Given a
world map �, the robot plans a path ⇠ which visits a node
vi 2 V and receives measurement yi, such that information
gathered (utility) F (⇠, �) is maximized.

B. Problems with Known World Maps
We define four variants of the information gathering prob-

lem. For the first two variants, the world map � is known and
can be evaluated while computing a path ⇠.
Problem 1 (KNOWN-UNC: Known World Map; Uncon-
strained Travel Cost). Given a world map � and a time horizon
T , find a path ⇠ that maximizes utility

arg max

⇠2⌅
F (⇠, �)

s.t. |⇠|  T + 1

(1)

Problem 2 (KNOWN-CON: Known World Map; Constrained
Travel Cost). Problem 1 with a travel cost budget B

arg max

⇠2⌅
F (⇠, �)

s.t. T (⇠, �)  B

|⇠|  T + 1

(2)

Problem 1 is a set function maximization problem which in
general can be NP-Hard (Krause and Golovin [20]). However,
the utility function F is a monotone submodular function.
For such functions, it has been shown that greedy strate-
gies achieve near-optimality (Krause et al. [22], Krause and
Guestrin [21]).

Problem 2 introduces a routing constraint (due to T )
for which greedy approaches can perform arbitrarily poorly.
Chekuri and Pal [2], Singh et al. [30] propose a quasi-
polynomial time recursive greedy approach to solving this
problem. Iyer and Bilmes [15] solve a related problem
(submodular knapsack constraints) using an iterative greedy
approach which is generalized by Zhang and Vorobeychik
[35]. Yu et al. [34] propose a mixed integer approach to
solve a related correlated orienteering problem. Hollinger and
Sukhatme [11] propose a sampling based approach.

C. Problems with Hidden World Maps
We now consider the setting where the world map � is

hidden. Given a prior distribution P (�), it can be inferred only
via the measurements yi received as the robot visits nodes vi.

Hence, instead of solving for a fixed path, we compute a policy
that maps history of measurements received and nodes visited
to decide which node to visit.
Problem 3 (HIDDEN-UNC: Hidden World Map; Uncon-
strained Travel Cost). Given a distribution of world maps,
P (�), a time horizon T , find a policy that at time t, maps the
history of nodes visited {vi}t�1

i=1 and measurements received
{yi}t�1

i=1 to compute node vt to visit at time t, such that the
expected utility is maximized.
Problem 4 (HIDDEN-CON: Hidden World Map; Constrained
Travel Cost). Problem 3 with a travel cost budget B

Due to the hidden world map �, it is not straight forward
to apply the approaches discussed in Section II-B - methods
have to reason about how P (� | {vi}t�1

i=1, {yi}t�1
i=1) will evolve.

However, the utility function F has an additional property of
adaptive submodularity [7]. Hence, applying greedy strategies
to Problem 3 has near-optimality guarantees (Golovin et al.
[8], Javdani et al. [16, 17], Chen et al. [4, 5] ).

Problem 4 does not enjoy the adaptive submodularity
property. Hollinger et al. [13, 12] propose a heuristic based
approach to select a subset of informative nodes and perform
minimum cost tours. Singh et al. [31] replan every step using
a non-adaptive information path planning algorithm. Inspired
by adaptive TSP approaches by Gupta et al. [9], Lim et al.
[24, 23] propose recursive coverage algorithms to learn policy
trees. However such methods cannot scale well to large state
and observation spaces. Heng et al. [10] make a modular
approximation of the objective function. Isler et al. [14] survey
a broad number of myopic information gain based heuristics
that work well in practice but have no formal guarantees.

III. POMDPS AND IMITATION LEARNING

A. Mapping Problems to a POMDP
We now map Problems HIDDEN-UNC and HIDDEN-CON

to a Partially Observable Markov Decision Process (POMDP).
The POMDP is a tuple (S, M, A, ⌦, R, O, Z, T ) defined upto
a fixed finite horizon T . It is defined over an augmented state
space comprising of the ego-motion state space S (which we
will refer to as simply the state space) and the space of world
maps M. The first component, S , is fully observable while
the second component, M, is partially observable through
observations received.

Let the state, st 2 S , be the set of nodes visited, st =

(v1, v2, . . . , vt). Let the action, at 2 A be the node visited
at = vt+1. Given a world map �, at state s, the utility of a is
F (s [ a, �). For Problem HIDDEN-CON, let Afeas (s, �) ⇢ A
be the set of feasible actions defined as

Afeas (s, �) = {a | a 2 A, T (s [ a, �)  B} (3)

The state transition function, ⌦ (s, a, s0) = P (s0|s, a), is
the deterministic function s0 = s [ a. The one-step-reward
function, R (s, �, a) 2 [0, 1], is defined as the normalized
marginal gain of the utility function, R (s, �, a) =

�F (a|s,�)
F(A,�) .

Let the observation, ot 2 O be the measurement ot = yt.
The observation model, Z (s, a, �, o) = P (o|s, a, �) is the
deterministic function o = H (s [ a, �).

World map is hidden and revealed through measurements

Maximize utility

Budget travel cost
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Exact solutions difficult to compute

+

Hidden world map 
Belief over worlds conditioned  
on measurements (Lim et al.’16, 

Hollinger et al.’12, ’17, Singh et al ‘09)

Known world map

NP-Hard (Singh et al.’09,  

Arora et al.’17,  Zhang et al.’16)
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Myopic heuristics are surprisingly good!

Given  
history (of nodes visited  

and measurements received) 
Select  

action (node to visit)

 t

History

Action
at

Heuristics select node that maximize 
 weighted information gain (Isler et al.’16)

Different heuristics use different weights
(e.g Average entropy, Rear-side Voxel, Occlusion Aware) 
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Heuristic performance depends on environment

Average Entropy heuristic is 
poor when objects 
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Figure 3.32: Comparison of EXPLORE with baseline heuristics on a 2D exploration problem on 2 different datasets -
dataset 1 (concentrated information) and dataset 2 (distributed information). The problem details are: T = 30, B =
2500, |A| = 300. Sample world maps from (a) dataset 1 and (b) dataset 2. Training dataset is created with 10 world
maps, each with 10 random node sets to create a dataset size of 100. Test results on 1 representative world map with
100 random node sets are shown for (c) dataset 1 and (d) dataset 2. A sample test instance is shown along with a plot of
cumulative reward with time steps for EXPLORE and other baseline heuristics. The error bars show 95% confidence
intervals. Snapshots of execution of EXPLORE, Rear Side Voxel and Average Entropy are shown for (e) dataset 1 and
(f) dataset 2. The snapshots show the evidence grid at time steps 7, 15 and 30.
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Figure 3.32: Comparison of EXPLORE with baseline heuristics on a 2D exploration problem on 2 different datasets -
dataset 1 (concentrated information) and dataset 2 (distributed information). The problem details are: T = 30, B =
2500, |A| = 300. Sample world maps from (a) dataset 1 and (b) dataset 2. Training dataset is created with 10 world
maps, each with 10 random node sets to create a dataset size of 100. Test results on 1 representative world map with
100 random node sets are shown for (c) dataset 1 and (d) dataset 2. A sample test instance is shown along with a plot of
cumulative reward with time steps for EXPLORE and other baseline heuristics. The error bars show 95% confidence
intervals. Snapshots of execution of EXPLORE, Rear Side Voxel and Average Entropy are shown for (e) dataset 1 and
(f) dataset 2. The snapshots show the evidence grid at time steps 7, 15 and 30.
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State st = (v1, . . . , vt,�)

Action 

vertices visited, world (hidden)

at = vt+1 next vertex to visit

Reward 

Choudhury et al. 9

the initial timestep. The history  t captures all information
required to express the belief over state. The belief
P (st+1| t+1) can be computed recursively applying Bayes’
rule

⌘ Z (st+1, at, ot+1)

X

st2S
⌦ (st, at, st+1) P (st| t)

where ⌘ is a normalization constant.
The history can then also be used to compute an update

P ( t+1| t, at):
X

st2S

X

st+12S
P (st| t)⌦ (st, at, st+1) Z (st+1, at, ot+1)

The agent’s action selection behaviour can be explained
by a policy ⇡( t) 2 ⇧ that maps history  t to action at.

Let the state and history distribution induced by a policy
⇡ after t timesteps be P (s, |⇡, t). The value of a policy
⇡ is the expected cumulative reward for executing ⇡ for T
timesteps on the induced state and history distribution

J (⇡) =

TX

t=1

Est, t⇠P (s, |⇡,t) [R (st,⇡( t))] (3)

The optimal policy maximizes the expected cumulative
reward, i.e ⇡⇤ 2 arg max

⇡2⇧
J (⇡).

Given a starting history  , let P (s0, 0| ,⇡, i) be the
induced state history distribution after i timesteps. The value
of executing a policy ⇡ for t time steps from a history  is
the expected cumulative reward:

˜V ⇡
t ( ) =

tX

i=1

Esi, i⇠P (s0, 0| ,⇡,i) [R (si,⇡( i))] (4)

The state-action value function ˜Q⇡
t ( t, at) is defined as

the expected sum of one-step-reward and value-to-go:

˜Q⇡
t ( , a) =Es⇠P (s| ) [R (s, a)] +

E 0⇠P ( 0| ,a)

h
˜V ⇡
t�1( 

0
)

i (5)

3.2 Mapping Informative Path Planning to
POMDPs

We now map IPP problems HIDDEN-UNC and HIDDEN-
CON to a POMDP. The state is defined to contain all
information that is required to define the reward, observation
and transition functions. Let the state be the set of nodes
visited and the underlying world, st = {v1, . . . , vt,�}. At
the start of an episode, a world is sampled from a prior
distribution � ⇠ P (�) along with a graph G ⇠ P (G). The
initial state is assigned by setting s1 = {v1,�}. Note that the
state st is partially observable due to the hidden world map
�.

We define the action at = vt+1 to be the next node to
visit. We are now ready to map the utility and travel cost
to the reward function definition. Given the agent is in
state st and has executed at, we can extract the path ⇠ =

(v1, v2, . . . , vt+1) and the underlying world �. Hence we can
compute the utility function F (⇠,�). We can also compute
the travel cost function T (⇠,�).

Before we define the reward function, we note that for
Problem HIDDEN-CON not all actions are feasible at all
times due to connectivity of the graph and constraints due
to travel cost. Hence we can define a feasible set of actions
Afeas (s) ⇢ A for a state as follows

Afeas (s) = {a | a 2 A, (vt, vt+1) 2 E , T (⇠,�)  B}
(6)

For Problem HIDDEN-UNC, let Afeas (s) = A.
Since the objective is to maximize the cumulative reward

function, we define the reward to be proportional to the
marginal utility of visiting a node. Given a node v 2 V , a path
⇠ and world �, the marginal gain of the utility function F
is �F (v | ⇠,�) = F (⇠ [ {v},�) � F (⇠,�). The one-step-
reward function, R (s, a), is defined as the marginal gain of
the utility function. Additionally, the reward is set to �1
whenever an infeasible action is selected. Hence:

R (s, a) = .

(
�F (a | ⇠,�) if a 2 Afeas (s)

�1 otherwise
(7)

The state transition function, ⌦ (s, a, s0
), is defined as

the deterministic function which sets vt+1 = at. We define
the observation to be the measurement ot = yt and the
observation model Z to be a deterministic function ot =

H (vt,�).
Note that the history  t, the sequence of actions

and observations, is captured in the sequence of nodes
visited {vi}t

i=1 and measurements received {yi}t
i=1. In our

implementation, we encode this information in an occupancy
map as described later in Section 6.1. The information
gathering policy ⇡( t) maps this history to an action at, the
sensing location to visit.

3.3 Mapping Search Based Planning to
POMDPs

We now map the problem of computing a heuristic policy
to a POMDP setting. Let the state be the open list and the
underlying world, st = {Ot,�}. At the start of an episode, a
world is sampled from a prior distribution � ⇠ P (�) along
with a start state vs. The initial state is assigned by setting
s1 = {vs,�}. Note that the state st is partially observable
due to the hidden world map �.

We define the action at as the vertex v 2 Ot that is to
be expanded by the search. The state transition function,
⌦ (s, a, s0

), is defined as the deterministic function which
sets Ot+1 by querying Expand(v, Succ, Eval,�). The one-
step-reward function, R (s, a), is defined as �1 for every
(st, at) until the goal is added to the open list. Additionally,
the reward is set to �1 whenever an infeasible action is
selected. Hence:

R (s, a) = .

8
><

>:

�1 if a /2 O
0 if vg 2 O
�1 otherwise

(8)

We define the observation to be the successor nodes and
invalid edges, i.e. ot = {Vsucc, Einv} and the observation
model Z to be a deterministic function (Vsucc, Einv) =

Expand(v, Succ, Eval,�).
Note that the history, the sequence of actions and

observations, is contained in the information present in the

Prepared using sagej.cls

utility gained

Observation
ot = yt measurement received

History  t = {vi, yi}ti=1 history of actions, measurements
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Key Idea: Imitate a clairvoyant oracle

 t

at

History

Action

Imitate oracle that fully observes (clairvoyant) state  
and plans good actions

st
State

at
Action

Rollout  
oracle
⇡OR

Oracle: Generalized Cost Benefit 
 (Zhang and Vorobeychik, 2016 )
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The ExpLOre algorithm [ICRA’ 17]

start

robot

from database P (�)
Rollin with policy ⇡

mix

to get state st, belief  t

Query oracle ⇡OR with at
to get Q⇡OR

(st,�, at)
Update learner ⇡̂ to

map (st, t, at) to Q⇡OR

Sample world �

at at

Sample a world 
from the  
database

start

robot

from database P (�)
Rollin with policy ⇡

mix

to get state st, belief  t

Query oracle ⇡OR with at
to get Q⇡OR

(st,�, at)
Update learner ⇡̂ to

map (st, t, at) to Q⇡OR

Sample world �

at at

Roll-in a  
mixture of 

learner + oracle 
to get history

at

ft

Pick an action Roll-out oracle  
to get value 

Aggregate data 
Update learner

� ⇠ P (�)
 t = {vi, yi}ti=1

Extract feature 
{ t, at} ! ft Q⇡OR(st, at)
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18 Journal Title XX(X)

Dataset Sample World Maps Problem RewardAgg 
/ QvalAgg

Average  
Entropy

Occlusion 
Aware

Unobserved 
Voxels

Rear Side 
Voxels

Rear Side 
Entropy

Concentrated 
Parallel Lines 

(2D)

HIDDEN-UNC 

HIDDEN-CON

(0.42,0.45) 
(0.18, 0.27)

(0.20, 0.22) 
(0.16, 0.20)

(0.06, 0.09) 
(0.07, 0.09)

(0.20, 0.25) 
(0.14, 0.18)

(0.36, 0.41) 
(0.19, 0.24)

(0.30, 0.34) 
(0.21, 0.26)

Distributed 
Blocks (2D)

HIDDEN-UNC 

HIDDEN-CON

(0.37,0.41) 
(0.20, 0.26)

(0.26, 0.30) 
(0.21, 0.26)

(0.11, 0.16) 
(0.11, 0.16)

(0.22, 0.29) 
(0.15, 0.20)

(0.22, 0.29) 
(0.15, 0.18)

(0.24, 0.28) 
(0.16, 0.19)

Poisson Forest of 
Circular Discs 

(2D)

HIDDEN-UNC 

HIDDEN-CON

(0.58, 0.61) 
(0.54, 0.59)

(0.59, 0.62) 
(0.54, 0.59)

(0.49, 0.53) 
(0.42, 0.46)

(0.39, 0.45) 
(0.34, 0.41)

(0.53, 0.55) 
(0.37, 0.43)

(0.42, 0.47) 
(0.39, 0.44)

Tabular World of 
Rectilinear 
Blocks (2D)

HIDDEN-UNC 

HIDDEN-CON

(0.43, 0.53) 
(0.27, 0.33)

(0.31, 0.35) 
(0.26, 0.29)

(0.20, 0.26) 
(0.18, 0.23)

(0.28, 0.35) 
(0.21, 0.28)

(0.35, 0.44) 
(0.18, 0.24)

(0.25, 0.31) 
(0.21, 0.27)

Bookshelves and 
Tables (3D)

HIDDEN-UNC 

HIDDEN-CON

(0.14, 0.31) 
(0.05, 0.24)

(0.01, 0.04) 
(0.01, 0.04)

(0.01, 0.04) 
(0.01, 0.04)

(0.01, 0.04) 
(0.01, 0.04)

(0.01, 0.22) 
(0.01, 0.22)

(0.01, 0.19) 
(0.01, 0.19)

Cluttered 
Construction Site 

(3D)

HIDDEN-UNC 

HIDDEN-CON

(0.14, 0.20) 
(0.08, 0.12)

(0.01, 0.12) 
(0.01, 0.12)

(0.01, 0.09) 
(0.01, 0.09)

(0.01, 0.09) 
(0.01, 0.09)

(0.01, 0.11) 
(0.01, 0.11)

(0.01, 0.10) 
(0.01, 0.10)

Office Desk and 
Chairs (3D)

HIDDEN-UNC 

HIDDEN-CON

(0.69, 0.80) 
(0.55, 0.72)

(0.46, 0.59) 
(0.46, 0.59)

(0.51, 0.63) 
(0.48, 0.63)

(0.51, 0.63) 
(0.48, 0.63)

(0.59, 0.67) 
(0.43, 0.52)

(0.61, 0.72) 
(0.41, 0.53)

Figure 7. Results for Problems HIDDEN-UNC and HIDDEN-CON on a spectrum of 2D and 3D exploration problems. The train size is
100 and test size is 10. Numbers are the confidence bounds (for 95% CI) of cumulative reward at the final time step. Algorithm with
the highest median performance is emphasized in bold.

6.3.3 Clairvoyant Oracle For algorithms REWARDAGG
and REWARDFT, the clairvoyant oracle is simply the one-
step-reward function, i.e. the marginal utility of visiting
a node given the history of nodes visited. An important
implementation detail is that when using the one-step-reward
oracle, the call to the oracle is inexpensive. Hence, instead of
sampling a random action and obtaining its value, all actions
can be queried. This dramatically improves the convergence
due to the increase in data size.

For QVALAGG and QVALFT, the clairvoyant oracle needs
to solve the submodular routing problem (Problem KNOWN-
CON). We use the Generalized Cost Benefit (GCB) (Zhang
and Vorobeychik 2016) algorithm - an efficient greedy
algorithm with bi-criterion approximation guarantees. The
core idea of the algorithms is very simple: at iteration i select
a node vi that maximizes the ratio of the marginal gain in
utility and the marginal gain in travel cost

vi = arg max

v2V

F
�
vi [ {vj}i�1

j=1, �
�

� F
�
{vj}i�1

j=1, �
�

T
�
vi [ {vj}i�1

j=1, �
�

� T
�
{vj}i�1

j=1, �
�

(21)
Once a vertex vi is selected, a TSP solver is invoked to

find the minimum cost route through nodes v1, . . . , vi and the
vertices are re-ordered accordingly. The process is repeated
till the travel budget constraints are met. Note that computing
the denominator exactly in (21) might be expensive since it
involves a call to a TSP solver. We can instead approximate it
by the distance to the node vi from the last node in the route
vi�1.

6.4 Analysis of Results
Fig. 7 shows the utility of all algorithms on various synthetic
datasets. The two numbers are lower and upper 95%

confidence intervals of the episodic utility of each algorithm.
The best performance on each dataset is highlighted.
For Problem HIDDEN-UNC, REWARDAGG is employed
along with baseline heuristics. For Problem HIDDEN-CON,
QVALAGG is employed with baseline heuristic augmented
with motion penalization. The train size is 100 and test size is
10. We present a set of observations to interpret these results.

O 1. The learnt policy from REWARDAGG/ QVALAGG has
a consistently competitive performance across all datasets.

Fig. 7 shows the performance of all algorithms on a set
of 2D and 3D datasets. We see that out of the 10 datasets,
the learners perform better than any heuristic on 8. On 2 of
the datasets, the Average Entropy heuristic outperforms the
learner by a small margin. On examining the datasets, we see
that the unknown space exploration behaviour of Average
Entropy results in good performance in environments that
either lack spatial correlation or contain objects distributed
in the environment.

O 2. The performance of heuristics vary widely across
datasets, however, the performance of the learner is robust.

We can see that the relative ranking of Average Entropy
and Rear Side Voxel interchanges from Dataset 1 to 2. This
motivates the need for adaptive policies that assign different
utility to unknown cells conditioned on the environment
in which the robot is operating. The learner’s policy on
the other hand adapts to different environments and hence
maintains a consistently good performance. Interestingly,
it also outperforms the heuristic pointwise across datasets,
which is indicative of the fact that the adaptation happens
during exploration as well.

Prepared using sagej.cls

Learner

IG heuristic baselines
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Fig. 3: Comparison of EXPLORE with baseline heuristics on a 2D exploration problem on 2 different datasets - dataset 1 (concentrated information) and
dataset 2 (distributed information). The problem details are: T = 30, B = 2500, |A| = 300. Sample world maps from (a) dataset 1 and (b) dataset 2.
Training dataset is created with 10 world maps, each with 10 random node sets to create a dataset size of 100. Test results on 1 representative world map
with 100 random node sets are shown for (c) dataset 1 and (d) dataset 2. A sample test instance is shown along with a plot of cumulative reward with
time steps for EXPLORE and other baseline heuristics. The error bars show 95% confidence intervals. Snapshots of execution of EXPLORE, Rear Side
Voxel and Average Entropy are shown for (e) dataset 1 and (f) dataset 2. The snapshots show the evidence grid at time steps 7, 15 and 30.

required to visit a node. We use random forest [23] to
regress to Q values from features f . The learning details
are specified in Table. I.

TABLE I: Learning Details

Problem Train Test EXPLORE Feature
Dataset m Dataset Iterations N Dimension |f |

2D 100 100 100 16
3D 100 10 10 16

4) Baseline: For baseline policies, we compare to the
class of information gain heuristics discussed in [13]. The
heuristics are remarkably effective, however, their perfor-

mance depends on the distribution of objections in a world
map. As EXPLORE uses these heuristic values as part of its
feature vector, it will implicitly learn a data driven trade-off
between them.

B. 2D Exploration

We create a set of 2D exploration problems to gain a
better understanding of the behavior of the EXPLORE and
baseline heuristics. A dataset comprises of 2D binary world
maps, uniformly distributed nodes and a simulated laser. The
training size is 100, T = 30, B = 2500.
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Fig. 3: Comparison of EXPLORE with baseline heuristics on a 2D exploration problem on 2 different datasets - dataset 1 (concentrated information) and
dataset 2 (distributed information). The problem details are: T = 30, B = 2500, |A| = 300. Sample world maps from (a) dataset 1 and (b) dataset 2.
Training dataset is created with 10 world maps, each with 10 random node sets to create a dataset size of 100. Test results on 1 representative world map
with 100 random node sets are shown for (c) dataset 1 and (d) dataset 2. A sample test instance is shown along with a plot of cumulative reward with
time steps for EXPLORE and other baseline heuristics. The error bars show 95% confidence intervals. Snapshots of execution of EXPLORE, Rear Side
Voxel and Average Entropy are shown for (e) dataset 1 and (f) dataset 2. The snapshots show the evidence grid at time steps 7, 15 and 30.

required to visit a node. We use random forest [23] to
regress to Q values from features f . The learning details
are specified in Table. I.

TABLE I: Learning Details

Problem Train Test EXPLORE Feature
Dataset m Dataset Iterations N Dimension |f |

2D 100 100 100 16
3D 100 10 10 16

4) Baseline: For baseline policies, we compare to the
class of information gain heuristics discussed in [13]. The
heuristics are remarkably effective, however, their perfor-

mance depends on the distribution of objections in a world
map. As EXPLORE uses these heuristic values as part of its
feature vector, it will implicitly learn a data driven trade-off
between them.

B. 2D Exploration

We create a set of 2D exploration problems to gain a
better understanding of the behavior of the EXPLORE and
baseline heuristics. A dataset comprises of 2D binary world
maps, uniformly distributed nodes and a simulated laser. The
training size is 100, T = 30, B = 2500.
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Figure 3.32: Comparison of EXPLORE with baseline heuristics on a 2D exploration problem on 2 different datasets -
dataset 1 (concentrated information) and dataset 2 (distributed information). The problem details are: T = 30, B =
2500, |A| = 300. Sample world maps from (a) dataset 1 and (b) dataset 2. Training dataset is created with 10 world
maps, each with 10 random node sets to create a dataset size of 100. Test results on 1 representative world map with
100 random node sets are shown for (c) dataset 1 and (d) dataset 2. A sample test instance is shown along with a plot of
cumulative reward with time steps for EXPLORE and other baseline heuristics. The error bars show 95% confidence
intervals. Snapshots of execution of EXPLORE, Rear Side Voxel and Average Entropy are shown for (e) dataset 1 and
(f) dataset 2. The snapshots show the evidence grid at time steps 7, 15 and 30.
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ExpLOre consistent across environments
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Figure 3.32: Comparison of EXPLORE with baseline heuristics on a 2D exploration problem on 2 different datasets -
dataset 1 (concentrated information) and dataset 2 (distributed information). The problem details are: T = 30, B =
2500, |A| = 300. Sample world maps from (a) dataset 1 and (b) dataset 2. Training dataset is created with 10 world
maps, each with 10 random node sets to create a dataset size of 100. Test results on 1 representative world map with
100 random node sets are shown for (c) dataset 1 and (d) dataset 2. A sample test instance is shown along with a plot of
cumulative reward with time steps for EXPLORE and other baseline heuristics. The error bars show 95% confidence
intervals. Snapshots of execution of EXPLORE, Rear Side Voxel and Average Entropy are shown for (e) dataset 1 and
(f) dataset 2. The snapshots show the evidence grid at time steps 7, 15 and 30.
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Dataset 2:  Warehouses
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Special case when budget is infinity [RSS’17]

Choudhury et al. 19
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Figure 8. Case study of Problem HIDDEN-UNC using REWARDAGG, REWARDFT and baseline heuristics. Two different datasets
of 2D exploration are considered - (a) dataset 1 (parallel lines) and (b) dataset 2 (distributed blocks). Problem details are:
T = 30, |A| = 300, 100 train and 100 test maps. A sample test instance is shown along with a plot of cumulative reward with
time steps for different policies is shown in (c) and (d). The error bars show 95% confidence intervals. (e) and (f) show snapshots of
the execution at time steps 7, 15 and 30.

O 3. The performance margin of REWARDAGG in Problem
HIDDEN-UNC as compared to heuristics is much larger than
that of QVALAGG in Problem HIDDEN-CON

This is seen to be especially true in Dataset 1, 2 and
4. As conjectured in Section 5.2.1, this can be attributed
to two reasons. Firstly, the near-optimality guarantee in
Theorem 3 of imitating a Clairvoyant one-step-reward
bounds the performance of the learner. Secondly, the
empirical regression regret of imitating one step reward
values will be much lower than trying to estimate the action
values using features from the history  t, i.e. it is easier to

predict the immediate utility of going to a sensing location
than trying to predict the future utility.

O 4. The performance of Average Entropy in the Poisson
Forest dataset is at par with the learner.

The Poisson Forest dataset is created by sampling circles
in the environment from a spatial Poisson distribution where
the density of the forest is specified. The lack of spatial
correlation, implies it is equally likely to find objects
anywhere in the world - an assumption that Average Entropy
optimizes for.

Prepared using sagej.cls
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Figure 8. Case study of Problem HIDDEN-UNC using REWARDAGG, REWARDFT and baseline heuristics. Two different datasets
of 2D exploration are considered - (a) dataset 1 (parallel lines) and (b) dataset 2 (distributed blocks). Problem details are:
T = 30, |A| = 300, 100 train and 100 test maps. A sample test instance is shown along with a plot of cumulative reward with
time steps for different policies is shown in (c) and (d). The error bars show 95% confidence intervals. (e) and (f) show snapshots of
the execution at time steps 7, 15 and 30.

O 3. The performance margin of REWARDAGG in Problem
HIDDEN-UNC as compared to heuristics is much larger than
that of QVALAGG in Problem HIDDEN-CON

This is seen to be especially true in Dataset 1, 2 and
4. As conjectured in Section 5.2.1, this can be attributed
to two reasons. Firstly, the near-optimality guarantee in
Theorem 3 of imitating a Clairvoyant one-step-reward
bounds the performance of the learner. Secondly, the
empirical regression regret of imitating one step reward
values will be much lower than trying to estimate the action
values using features from the history  t, i.e. it is easier to

predict the immediate utility of going to a sensing location
than trying to predict the future utility.

O 4. The performance of Average Entropy in the Poisson
Forest dataset is at par with the learner.

The Poisson Forest dataset is created by sampling circles
in the environment from a spatial Poisson distribution where
the density of the forest is specified. The lack of spatial
correlation, implies it is equally likely to find objects
anywhere in the world - an assumption that Average Entropy
optimizes for.

Prepared using sagej.cls

Simply imitating clairvoyant one-step-reward outperforms all baselines

Explanation: Can prove near-optimality due to adaptive submodularity
(Golovin and Krause, ’11)
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Train on simulation, Test on real data
Train Data: Office desks  

created in Gazebo

Test Data: RGBD data  
(Sturm et al.) 

Learn 
Policy



Outline of this talk
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2 Journal Title XX(X)

Training Dataset

⇡

Learnt Policy

Learns  
concentrated 
spiral motion

Learns  
large sweeping  

motion

⇡

Learnt Policy

Training Dataset

(a)

(b)

Worlds with 
‘bug traps’

Heuristic does not get trapped, 
searches along periphery

Worlds with paths  
around centre line

Heuristic greedily searches 
around centre line

LEARNT HEURISTIC POLICYINFLATED EUCLIDEAN HEURISTIC

Heuristic gets trapped  
in ‘bug trap’ due to greediness

Heuristic is not greedy enough 
and expands more states

Figure 1. Sequential decision making in informative path planning and search based planning. The implicit structure of the
environment affects the performance of policies in both tasks. (a) The effectiveness of a policy to gather information depends on
the distribution of worlds. (left) When the distribution corresponds to a scene containing ladders, the learnt policy executes a helical
motion around parts of the ladder already observed as it is unlikely that there is information elsewhere. (right) When the distribution
corresponds to a scene from a construction site, the learnt policy executes a large sweeping motion as information is likely to be
dispersed. (b) A learnt heuristic policy adapts to different obstacle configurations to minimize search effort. All schematics show the
evolution of a search algorithm as the expansion of a search wavefront (expanded(white), invalid(black), unexpanded(grey)) from
start (green) to goal (blue). A commonly used inflated Euclidean heuristic cannot adapt to different environments, e.g it gets stuck
in bugtraps. On the other hand, the learnt policy is able to infer the presence of a bug trap when trained on such a distribution and
switch to greedy behaviour when trained on other distributions.

accordingly. Moreover, this must occur in a pure data-
driven fashion without the need for human intervention.
Fortunately, recent advances in affordable sensors and
actuators have enabled mass deployment of robots that
navigate, interact and collect real data. This motivates us to
examine the following question:

How can we design planning algorithms
that, subject to on-board computation and
sensing constraints, maximize their expected
performance on the actual distribution of
problems that a robot encounters?

1.1 Motivation
We look at two domains - informative path planning and
search based planning. We briefly delve into these problems
and make the case for data-driven approaches in both.

1.1.1 Informative Path Planning We consider the follow-
ing information gathering problem - given a hidden world
map, sampled from a prior distribution, the goal is to succes-
sively visit sensing locations such that the amount of relevant
information uncovered is maximized while not exceeding
a specified fuel budget. This problem fundamentally recurs
in mobile robot applications such as autonomous mapping

Prepared using sagej.cls

2. Informative  
path planning

1. Search  
based planning

3. Open Questions



Issues in data driven planning

53

Learnt policies are incredibly brittle!

Where do we get data from?

Why can’t we have universal policies?

Common use case: we have a few representative maps, 
difficult to figure out how to augment these maps 

to learn a non-brittle heuristic

We tried to train heuristics over all world maps and it led to degraded performance

Useless expansions!!

We have reference policies that are not so brittle. 
Can we leverage this in a principled manner?

(History might not be sufficiently discriminatory to collapse posterior)


