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Problem Statement: 
 
Simulate stacking of blocks of different sizes in such a way that the resulting pile does 
not tumble. The blocks are assumed to be of the same shape and are moved about quasi-
statically. The DaVinci Simulator has been used to simulate the stacking and it has been 
implemented using the Barrett arm. 
 
 
Simulation:  
 
The DaVinci Simulator can be used to analyze the stacking process using different forces 
and different placements of the fingers. An existing code for block-stacking simulates 
free fall of blocks. However, a free fall cannot be quasi-static. So, a modified code has 
been written to include additional forces (applied by the robot fingers) which act opposite 
to the gravitational force to enable quasi-static lifting of blocks.  
 
Since the DaVinci Simulator can currently handle two-dimensional motions only, the 
blocks are moved either parallel to the X-axis or parallel to the Y-axis, as shown in fig. 7. 
The simulation has been done using four rectangular blocks of different sizes but equal 
heights. Their initial positions and masses are specified using the preferences file. When 
starting the simulation, it is required that the user gives four arguments which specify the 
order in which the boxes have to be stacked. For example, if the desired order is (box3, 
box1, box2, box4) with box3 at the top and box 4 at the bottom, then the command to the 
simulator looks like: 
 
./gui box3 box1 box2 box4 
 
The box which is at the bottom is assumed to stay in place while all other boxes are 
picked up one at a time and placed in the desired position in the correct order on top of 
the bottom-most box. When a box is very close to its final destination, the robot arm is 
assumed to release it so that it falls under gravity till it makes contact with the box below. 
This part of the manipulation is, thus, dynamic. The simulator has in-built functionalities 
which ensure non-penetration at the end of each time step. 
 
A new force controller class, BarrettForce, has been defined to simulate the force applied 
by the robot fingers. This force controller is attached to the boxes as and when required. 
However, the points of application of forces cannot be defined in the current version of 
DVC and all forces are assumed to be acting on the center of mass of a body. Therefore, 
the resultant of the forces applied by the robot fingers is applied to the center of mass for 



simulation purposes. Once a box is in its final position, the force controller is detached 
from it. 
 
The snapshots below show the progress of the simulation as the four blocks are stacked 
on top of one another. Here, the input stacking order is (box4, box1, box3, box2). 
 
 

 

                                       
 

                                        
 

                                        
 

                                           
 



                                                   
 

Fig. 1: Simulating stacking of blocks using the DaVinci Simulator 
 
The simulated scenario can be extended to more than four blocks with minor 
modifications to the code. Parts of the code which are specific to this problem have been 
included in Appendix A. Now that simulation has been successful, I will proceed to 
implement this manipulation task using the Barrett Hand. 
 
 
Grasping:  
 
Grasping is fundamental to manipulation. It implies immobilization of the grasped object 
relative to the hand [1]. The two basic constraints in grasping an object are form closure 
and force closure. While form closure is a purely geometrical property of a set of 
unilateral constraints, force closure is related to the forces being applied by a robot 
through contacts.  
 
A grasp on an object B has form closure if and only if the object B is at an isolated point 
in configuration space [1]. Thus, every nearby configuration causes interpenetration. 
 
A grasp on an object B is a force closure grasp if and only if we can exert an arbitrary 
force and moment on object B by pressing the finger tips against this object. 
Equivalently, any arbitrary motion of object B will be resisted by a contact force from the 
fingers, which means that B cannot break contact with the finger tips without some non-
zero external work. That is, the total freedom of B is zero [2]. 
 
Nguyen [2] discusses how planar force closure grasps can be constructed. A force f is a 
line vector i.e. a vector with a definite line of action. It can be represented by the 
following wrench: 

w = [f   rxf]T 
 
Let W be a non-empty set of wrenches. The convexe W< is defined as the set of all non-
negative combinations of wrenches in W. A convexe is null when it contains only the 
null vector. It is total when it is the entire space. A planar wrench can be represented by: 
 

w = [fx   fy   nz]
T 

 



where fx and fy are forces in the xy-plane and nz is the moment about the z-axis. 
 
In case of a point contact with friction, the range of pure forces that can be applied 
through the point of contact is given by the friction cone at the point of contact. The 
wrench convexe has two wrenches acting along the two extreme rays of the friction cone 
(Fig. 2). Any force with its line of action inside this friction cone can be written as linear 
combination of the two extreme wrenches. 
 

 
 

Fig. 2. Wrench cone for a point contact with friction 
 
In case of an edge contact with friction, any force distribution along a segment of contact 
is equivalent to a linear combination of two forces at the two ends of the edge contact. 
Therefore, the wrench convexe of the edge contact is equivalent to two wrench convexes 
with each representing a point contact at one end of the edge contact (Fig. 3). 
 

 
 

Fig. 3. Wrench cones for an edge contact with friction 
                              
Wrench convexe describes the set of forces and moments which constrain the object. A 
total wrench convexe means we can arbitrarily apply any force and moment on the 
object, and so we can grasp it, instantaneously rotate or translate it in any way we want. 
A grasp can resist arbitrary planar translation of an object if the contact forces of the 
grasp have directions that span the space of all directions in the plane. Torque closure can 
be achieved by creating enough friction on some axis of rotation of the object so that the 
torque produced by friction resists any clockwise or anti-clockwise rotation of the object. 
 
It has been proved that force closure would need atleast four frictionless point contacts. 
However, force closure can also be achieved with two point contacts with friction at P 
and Q if and only if the segment PQ points out of and into the two friction cones 
respectively at P and Q (Fig. 4). 
 



 
 

Fig. 4. Force closure using two point contacts with friction 
 

Similarly, using edge contacts with friction, force closure can be achieved by even two 
fingers. Therefore, the Barrett Hand, which has three fingers, is sufficient to construct a 
planar force closure grasp for this manipulation. 
 
 
Using the Barrett Arm: 
 
The Barrett Hand is a multi-fingered Grasper that can secure objects of different sizes, 
shapes and orientations. It uses industry-standard serial communication, on-board 
microprocessors and Grasper Control Language (GCL) to adapt to a wide variety of 
target objects.  
 
It has three articulated fingers and a palm which act together to trap the target object 
firmly and securely within a grasp (Fig. 5). Each of the three fingers is independently 
controlled by a servomotor and the spread action of the fingers is independent too. When 
a fingertip makes first contact with an object, it simply reaches its required torque, locks 
both joints, switches off motor currents, and awaits further instructions from the 
microprocessors inside the hand or a command arriving across the communications link. 
The position, velocity and torque of each finger can all be processor controlled over the 
full range of 17,500 encoder positions [3]. 
 
The Barrett Hand has firmware that resides on the control electronics inside the palm. It 
needs only ASCII characters to be sent over a standard serial port. The character strings 
for the desired action can be built using GCL. The firmware then interprets these 
commands to control the motors, set and retrieve parameters or to read and write to the 
EEPROM. 
 
The Barrett hand also provides a C-function Library for programming the hand using C 
without having to worry about management of serial communication and timing. A class 
Bhand is provided from which an object can be derived and used for all communications 
[5]. 
 



Shown in the picture below are the eight joint axes of the Barrett hand controlled by four 
servomotors: 
 

                             
                             Fig. 5: The eight joint axes of the Barrett Hand 
                        
The Grasper Control Language (GCL) [4] can be used either in realtime mode or 
supervisory mode to carry out the desired motion of the manipulator arm and fingers. In 
the supervisory mode, commands are given one at a time and the user then waits for 
processing, execution and error reporting, if any, before entering the next command. In 
the realtime mode, it is possible to send commands to and receive feedback from the 
grasper continuously, without waiting for the motors to stop moving. The firmware keeps 
track of the present and desired velocities and calculated the motor torque by multiplying 
the velocity error by the proportional gain value.  
 
In the current implementation, both the arm and the hand have been given individual 
control commands, one at a time. The arm takes in commands for gravity compensation 
and moving from the current location to a specified destination. The hand takes in 
commands to initialize the motors, closing the fingers to grasp the object and opening 
them to release the grasped object. The complete sequence of commands used to stack 
three blocks is given in Appendix B. 
 
Since there are no sensors attached to the Barrett hand, it has to be given precise locations 
from where the objects need to be picked up and where they need to be placed. The arm 
has effectively four degrees of freedom since the three freedoms associated with the wrist 
are absent. The hand was controlled in the supervisory mode using the Windows interface 
provided by Barrett and a standard serial communication link. The arm is controlled by 
sending commands over a high speed communication cable.  
 
The fingers F1 and F2 can be positioned to be diametrically opposite each other by using 
the spread action of the hand. A force-closure grasp can then be constructed simply by 



grasping the object at two opposite edges when F1 and F2 are exactly 180 degrees apart. 
However, in my experiment, F2 was broken and I used F1 and F3 for grasping. Since 
these two fingers could not be positioned exactly opposite each other, the constructed 
grasp did not ensure force closure but there was a very small region containing possible 
instantaneous centers of rotation. 
 
Some of the improvements that can be made to the implementation are the following: 

1) Carry out the whole stacking process using a single C code for both the arm and 
the hand. 

2) Use the arm for more complicated stacking sequences like using a stack to 
support a second stack. 

3) Use the DaVinci Simulator to find a stable stacking sequence that is not intuitive. 
 
 
Pick and Place Manipulation: 
 
The first basic principle used here is that the total force acting on a body is the sum of all 
external forces acting on it [1]. The total force is given by: 
 
F  =  ∑ fi                                                                                                                                                                                     (1)  
F  =  0                   for a quasi-static system.                                                                   (2) 
 
Therefore, the forces applied by the fingers should be such that their horizontal 
component balances out the normal reactions and the resultant upward vertical 
component (nearly) balances out the gravitational force (Fig. 6).  
 
 

 
Fig. 6: Forces acting on a block as a system. F and F’ are forces applied by robot fingers. 
 
Assuming a 3-finger contact, the forces defined by F1, F2 and F3 should be such that: 

 
F1y + F2y + F3y  =  Mg                                                                                                      (3) 
F1x + F2x + F3x  =  N                                                                                                         (4)  
where, 
M = mass of the block (assumed to be known) 
g   = gravitational force 
N = resultant normal reaction (along X-axis) 
 
The second basic principle is that the total torque about the center of mass is the sum of 
the moments of all external forces about the center of mass. The total torque is given by: 



 
T  =   ∑ (xi x fi)                                                                                                                (5) 
T  =  0                        for a quasi-static system                                                                 (6) 
 
I will assume the geometric center of the block as its center of mass. The manipulation 
problem will, therefore, be defined as carrying out the following steps quasi-statically for 
each block: 
 
1) Find a form closure grasp and close the fingers firmly over the block. 
2) Raise the block vertically till its center of mass, C, reaches the desired height. 
3) Translate the block horizontally till C reaches the desired x-coordinate.  
4) Lower the block vertically till it makes contact with the ground or with block below it 
and C is at the desired y-coordinate. 
5) Open the fingers to release the block and repeat for next block, if any. 
 

        
           Fig. 7: The pick and place manipulation to be executed for each block 
 
 
This algorithm can be viewed as a manipulation-planning problem being reduced to a 
grasp-planning problem in order to find contact points first. Given the geometry of the 
object to be manipulated, independent regions of contact can be identified such that 
placing a contact somewhere within each region is sufficient to guarantee that a 
manipulation plan can be constructed by computing target forces to be applied at the 
selected contact points over time [6]. This approach is suitable for manipulation tasks 
where the motion is not highly dynamic and where contacts with the object can be 
considered as non-sliding point contacts with friction. 
 
The forces, velocity, initial position and final position for each step will be given as an 
input to the manipulator by the user. The final position of all blocks should be such that 
their centers of mass lie in a vertical line. This will ensure that the resultant pile does not 
tumble down.  
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Appendix B 
 
Instructions to carry out stacking of three blocks: 
 

1) Arm: g 0.95 
2) Arm: M 0, -2, 0, 2.9 
3) Hand: HI134 
4) Hand: Go Default 13 
5) Arm: M 0, 1.04, -0.45, 2.07 
6) Hand: C13 
7) Arm: M 0, 0.6, -0.45, 2.07 
8) Arm: M 0, 0.76, 0.43, 2.36 
9) Arm: M 0, 0.8, 0.39, 2.36 
10)  Hand: O13 
11)  Arm: M 0, 0.83, 0.04, 2.23 
12)  Hand: Go Default 13 
13)  Arm: M 0, 0.9, 0.04, 2.23 
14)  Hand: C13 
15)  Arm: M 0, 0.6, 0.04, 2.23 
16)  Arm: 0, 0.76, 0.4, 2.37 
17)  Hand: O13 


