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Abstract

The notion of optimality and its feasibility are revisited in the context of behavior-
based control. It is argued that optimal behavior is not feasible for real-world ap-
plications. As an alternative to optimality I promote Pareto-optimal and satisfic-
ing solutions which correspond to efficient and ‘good enough’ behavior. It is then
demonstrated that multiple objective decision theory provides a suitable framework
for formulating behavior-based controllers that generate Pareto-optimal and satis-
ficing behavior. A set of simulated and real-world experiments are reported that
support this view.
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1 Introduction

In real-world robotics it is not feasible to aim for optimal control even if an
optimal strategy should exist, because unstructured environments are unpre-
dictable, robotic sensors and actuators are imperfect, and computational and
other resources (such as response time) are sparse. It is thus more appropriate
to search for control strategies that in practice are efficient and sufficiently
satisfying, i.e., ‘good enough’ rather than optimal. This in fact has been an
implicit agenda in behavior-based robotics all along. However, the view taken
in this paper is that only by having this as an explicit goal can we hope
to produce behavior that is ‘good enough’. In the behavior-based approach
there are no centralized planning modules that search for plans with some
optimality criteria (e.g., shortest path, safest path, or minimal power con-
sumption). Rather, control in behavior-based robotics is shared between a set
of perception-action units, called behaviors, where each behavior is responsible
for one specific aspect of control (such as obstacle avoidance, target following,
door traversal etc.) in isolation from the other behaviors. Note that a solution
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that is simultaneously optimal with respect to all the behaviors might not
exist due to conflict between behavioral objectives. The optimization of one
behavior’s objective might be associated with a simultaneous deterioration of
other behaviors’ objectives. Thus a major issue in behavior-based control is
to formulate strategies that can guarantee a suitable trade-off between a mul-
titude of (potentially) conflicting behavioral objectives. This is know as the
action selection or behavior coordination problem.

Action selection mechanisms (ASMs) can be divided into two main groups
known as arbitration and command fusion, respectively. Arbitration mech-
anisms are suitable for behavior selection, i.e., the activation of the set of
behaviors that is relevant in a given context. Examples of arbitration mecha-
nisms include the Subsumption Architecture [2], Discrete Event Systems [5],
and activation networks [6]. Command fusion mechanisms on the other hand
are suitable for coordination of the activities of the set of behaviors that are ac-
tive simultaneously in a given context. These include the Payton-Rosenblatt
voting approach [8], fuzzy command fusion mechanisms (see [9]), potential-
fields methods [1], the dynamic systems approach [10], and finally multiple
objective action selection introduced in this paper. A key feature of multiple
objective action selection is that it provides an explicit definition of optimality
that is both suitable and practical for behavior-based robotics.

The view promoted in this paper is that behavior-based control strategies
should explicitly define a notion of optimality that is both suitable and practi-
cally feasible for the kind of problems that it is trying to solve. Only then will it
be possible to specify and design systems that can generate efficient and ‘good
enough’ behavior. In this paper, a notion of optimality for behavior-based
control is proposed and used to formulate a class of action selection mech-
anisms called Multiple Objective Action Selection Mechanisms (MOASMs).
Acknowledging the fact that optimal actions might not exist due to conflict-
ing objectives, MOASMs seek for satisficing actions, i.e., actions that satisfy
each objective function to a sufficient degree. 1 postulate that satisficing ac-
tions comprise ‘good enough’ actions in the action selection problem.

2 Introduction to Multiple Objective Decision Making

The introduction given in this section will focus on aspects of multiple objec-
tive decision making that are relevant to the subsequent discussion of action
selection mechanisms. For complementary reading on this subject please refer

to [3].

Multiple objective decision making (MODM) provides approaches to making
decisions in situations where more than one decision objective should be con-



sidered. Traditional optimization techniques are inadequate for solving prob-
lems where more than one decision objective should be considered. Improve-
ment in one objective might be associated with a deterioration of another, in
cases where the objectives are competitive and conflicting. Mathematically, a
multiobjective decision problem can be represented in the following way:

g [01(x), 02(x), - 0a(x)] (2.

subject to x € X,

where x = (z1,...,2zx5) € RY is a N-dimensional decision variable vector or
alternative. The system objectives or criteria are represented by n objective
functions, o1, ...,0,. The degree of attainment by a particular alternative x,
with respect to the kth objective is given by or(x). X C R defines the set
of feasible alternatives. This problem is in the literature often known as the
Vector Optimization Problem (VOP).

Since optimal solutions might not exist one can only hope for solutions that
satisfy each of the objectives to a sufficient degree. This idea is encompassed
in the following definition.

Definition 2.1 (A Satisficing Solution) A satisficing solution of Simon[11]
extended to a VOP is a reduced subset of the feasible set, which exceeds all of
the aspiration levels (goals) of each objective.

Simon points out that it might be impractical to search for an optimal solution
due to certain limitations. He thus argues that in practice it is more efficient
to look for solutions that are ‘good enough’. A satisficing solution corresponds
to the behavior of a decision maker who looks for ‘good enough’ solutions. An-
other useful notion of optimality in the context of multiple objective decision
making is Pareto-optimality.

Definition 2.2 (A Pareto-Optimal Solution) x* is a Pareto-optimal so-
lution to a VOP iff there does not exist any x € X such that o/(x*) < 0;(x)
for all v and 0j(x*) < 0j(x) for at least one j.

Intuitively, a Pareto-optimal solution is one in which no other solution can
improve one objective function without a simultaneous deterioration of at
least one of the other objectives. A Pareto-optimal solution is also known as
a nondominated solution, a noninferior solution, or an efficient solution. Thus
based on a subjective judgment of the objective function values it is possible
to exclude the set of alternatives that are obviously not efficient or Pareto-
optimal. Apart from excluding inefficient solutions, this process significantly



reduces the number of alternatives which simplifies the subsequent search for
satisficing solutions.

2.1 Solving vecltor optimizalion problems

The procedure for solving vector optimization problems proceeds in three
steps:

(1) Pareto-optimal solutions: Generation of Pareto-optimal solutions based
on the objective functions.

(2) Satisficing solutions: Generation of satisficing solutions that best achieve
some appropriate goal or aspiration level for each objective.

(3) Preferred solution: Selection of one satisficing solution that is Pareto-
optimal and most preferred.

The first step is carried out by objective evaluation of the alternatives against
system objectives and then selecting the alternatives that are not dominated.
In steps two and three, the decision maker’s preference structure is incorpo-
rated in the form of weights, priorities and goals to express the importance of
objectives relative to others. Then among the set of nondominated solutions,
a solution is selected that best reflects the preference structure expressed in
terms of weights etc.

2.2  (Generating Pareto-optimal solutions

Numerous approaches exist to generating Pareto-optimal solutions, however,
in the context of action selection we are interested in approaches that have
practical application. The weighting approach is an effective method that is
based on scalar vector optimization and is formulated in the following way:

X = argmazx S, w;0;(x) = wlo(x) , where w; are weights normalized

rzeX
so that 3", w; = 1. According to theorem 4.6 in [3], we can claim that X is a

Pareto-optimal solution if X is a unique solution or if w; > 0 for all 2.

2.3 (Generating salisficing solutions

In order to go beyond merely generating Pareto-optimal solutions, some tech-
niques incorporate the decision maker’s subjective preference structure to iden-
tify satisficing alternatives among those that are Pareto-optimal. In the ap-
proaches presented here the DM’s preference structure is usually expressed in



many forms including, weights, priorities, goals, and ideals. In this paper there
is room to mention merely a few approaches. See [7] for further reading.

2.3.1 Lexicographic method

In the lexicographic method it is required to rank order the importance of
all objectives. Assume that the objectives are ranked in decreasing order of
importance, oy, 0,, ...,0,. Then a sequential elimination process is started by
solving the following sequence of problems until either a unique solution is
found or all the problems are solved:

P max 01(x),
P xme%i 09(x),

(2.2)

P;: max 0i(x), Xi—1 = {x|x solves Pi_1},i =2,..,n+ 1.
xeX;
The basic idea is that the first objective is used to screen the solutions of the
second objective and so on.

2.3.2  Goal programming

In goal programming methods the DM gives his/her preferences in terms of
weights, priorities, goals, and ideals. The concept of best alternative is then
defined in terms of how much the actual achievement of each objective deviates
from the desired goals or ideals. Goal programming methods thus “choose an
alternative having the minimum combined deviation from the goal 64, ...,0,,
given the weighls or priorities of the objective functions”, [3, page 302]. The
general formulation of this multiobjective decision problem is known as the
surrogate multiobjective decision problem (MDP).

p)l/p} o

where 1 < p < o0, 0 is the goal vector, w; is the weight or priority given to the
Jth objective, and d,(, ) represents the [, norm ‘distance’ between o(x) and

min{dp(o(x), 6) = (T wjloj(x) — 6

xeX

subject to x € X,

6. Once the goal, 6, and weights or priorities, w 2 (w1, ..., w,), are given, and
(2.3) is formulated for any appropriately chosen value of p then solutions of the
equation determine compromise solutions. The solutions of equation (2.3) may
mazxex f;(x) and

3

not be nondominated, only when 6 = (o7, ..., o) where o

j g
either the solution is unique or w; > 0 for each y = 1,...,n is a solution of

equation (2.3) nondominated.



3 Multiple Objective Action Selection

In the behavior-based spirit a complex control problem is divided into a set of
control problems that are simpler to solve. This corresponds to the breakdown
of complex tasks into specific objectives. In this way we can relate behaviors
to objectives. Further, action selection corresponds to finding satisficing solu-
tions to multiple objective decision making problems. Establishing this link
between behavior-based control and multiple objective decision making is the
key to formulation of multiple objective action selection which proceeds in the
following steps:

Design of behavior repertoire: Given system specification and task re-
quirements, formulate a set of specific objectives, o;,...,0, and associated
measurable attributes that are indicative of the degree of achievement of
the corresponding objectives. Each objective is implemented by a behavior
and hence the objectives define the behavior repertoire necessary for the
given system (task).

Design of behaviors: Each objective function o; is modeled as a behavior
b; that assesses the attribute values of that objective. Thus behavior b;
is responsible for maintaining the ith objective, o;. The assessment of the
attribute values by a behavior can be based on any appropriate method.

Action selection: From the set of alternative actions, X, we select actions
that are Pareto-optimal and satisficing solutions to the vector optimization
problem in equation (2.1), where the objective functions oy, ..., 0, are the
ones identified in step 1 and implemented by behaviors by, ..., b, in step 2.

4 Mobile Robot Navigation Example

In this section we demonstrate the principles of the proposed approach, by
considering a fairly simple example; namely the mobile robot navigation ex-
ample consisting of three objectives. The parameters chosen for controlling
the mobile base are the translation velocity v and the angular velocity w, i.e.,
x = (v,w).

4.1  Behaviors

The objective functions identified in the previous section should be defined for
a feasible set of alternative actions. The actions that we consider are control
parameters for the mobile robot. In order to simplify the implementation of
the behaviors to achieve efficiency we assume that the trajectory of the robot
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Fig. 1. (a) Move fast forward objective function. (b) Move to target objective func-
tion. (c) Avoid obstacle objective function. (d) In this case the robot environment

is as depicted in figure. @ represents the robot and + represents the target.

can be approximated with piecewise circular arcs [4]. Such a circular trajec-
tory is uniquely determined by its radius and is defined as the ratio of the
translational and angular velocities, i.e., r = v/w.

Move fast forward This is the simplest of the behaviors and its objective is
to make sure that the robot achieves its task as fast as possible. The objective
function can be formulated as a linear function of the translation velocity,
bng(v,w) = a="~ 4 b, where a and b in our case are chosen to be 1 and 0,
respectively. The ob jective function is further normalized and its values are in

v

the interval [0, 1]. Figure 1(a) is a plot of this objective function over discrete
values of v and w.

Maintain target heading The move to target behavior has the objective to
1

6 (v,w)—0 2
pred target
S

where 0,,.4(v,w) = 0y + wT is the predicted robot heading for control param-
eters (v,w), Oy is the current robot heading and 7" is the time-constant deter-

move the robot towards a given target position, by (v, w) =

mined by command generation frequency. A plot of the objective function is
depicted in figure 1(b).

Avoid obstacle The objective of this behavior is to move the robot at a safe
distance from obstacles. Sonar range readings, provided by the sonar ring, are
used to detect obstacles. Then the obstacle avoidance behavior calculates for
each path determined by the pair of control parameters (v,w) the shortest
distance to the obstacles on its path. Formally the objective function is given
by: by (v,w) = min{Far(d)|d = dist(v,w,0) ¥ o € Obs}, where Far : R —
[0,1] is a S-function that maps the distances into the interval [0, 1]. Obs is the
set of detected obstacle positions o = (z,y) and

Ty if w# 0and (z—x0)* + (y — y0)* = (%)%
dist(v,w,0) = { /22 +y2 if w =0 and z = 0;
4.1
o0 otherwise, (4.1)



¢ = (zo,yo) is the center of the circular path and v is the angle between the
line from ¢ to robot position and the line from ¢ to o. Figure 1(c) is a plot of
the objective function for the example depicted in figure 1(d). Note that the
objective function expresses the desire to make a sharp left or right turn (in
order to avoid the obstacle).

4.2 Action selection

Action selection for the set of behaviors designed in the previous section can be
formulated  as the  following vector  optimization  problem:
max [040(X), 0mp(X), 0mg (X)], subject to x € X, where 045,05, and o,p
are objective functions estimated by behaviors b,,, b,,x and b5, respectively.
Action selection consists of solving the abovementioned equation using the
methods described in section 2.3.

5 Experimental Results

In this section we discuss a set of experimental results that highlight several
interesting aspects of multiple objective action selection for behavior-based
control of a mobile robot. The experiments are carried out on a simulator,
which simulates a synchro-drive Nomad200 mobile robot and its sensors. The
sensors used in the experiments are a ring of 16 ultrasonic sensors for obstacle
detection, and position encoders for calculation of robot position. In the ex-
ample we consider the task of navigation for a mobile robot where the robot
is placed at some arbitrary location and commanded to go to a goal position.
This task involves three behaviors: 1) b,, obstacle avoidance, 2) b,,; maintain
target heading, and 3) b,z move fast forward. For a detailed description of
the implemented system and the behaviors see [7].

In the experiments five multiple objective action selection mechanisms were
tested on 20 scenarios. Thus a total of 100 experimental runs were carried
out using scenarios with differing complexity, obstacle density etc. In the ex-
periments the following parameters were used in the various action selection
mechanisms:

Priorities : bao, bk, bingr
Goals o (Gaor Gmh, gmg) = (1.0,0.3,0.1)
Weight intervals :  (wao, Wi, wmg) = ([0.8;1.0],[0.1;0.2],(0.0;0.1])

Table 1 summarizes the results for all the experiments. Each multiple objective
action selection mechanism is allocated a column in the table that lists the



results for the performance attributes listed in the first column. For all the
performance attributes, but the number of successful runs, the values listed
in the table are average values for the 20 runs per MOASM. In the ‘Total’
column the total average for the 100 experimental runs is listed. The values
of this column thus reflect the total performance for multiple objective action
selection regardless of what action selection mechanism was used. The last
column lists the ideal values for the performance attributes. These values
make a point of reference that substantiate the significance of the results.

Weight | Lexico- Gf)al Goal | Weighted . 1 | Ideal

ed graphic {)é%% prog | Norm value
Safety (inch) 38.3 40.6 | 37.0| 44.5 43.6 | 40.8 00
|©r0b — Otar| (deg) |  36.6 441 | 36.9| 475 38.4 | 40.8 0
Velocity, v (inch/s) 18.3 202 | 15.0| 204 20.6 | 18.9 25
Reactivity (s) 0.14 0.14 | 0.16 | 0.14 0.17 | 0.15 0
# Successful runs 11 15 18 17 10 71 100
Smoothness (deg) 2.6 2.6 2.6 2.9 2.4 2.6 0
Compromise: Deviation from ideals
Avoid obstacle 0.002 0.000 | 0.000 | 0.000 0.014 | 0.003 0
Maintain heading 0.154 0.077 | 0.060 | 0.068 0.293 | 0.131 0
Move fast 0.259 0.208 | 0.346 | 0.328 0.481 | 0.324 0
Combined dev. 0.415 0.285 | 0.406 | 0.396 0.788 | 0.458 0

Table 1

Experimental results for 20 experiments for each of the MOASMs listed in columns
2 to 6 lists. ‘Total’ is the average for all MOASM. The last column lists the ideal
values as a point of reference.

# Successful runs The number of successful runs is a global metric for
the success of the task of navigation. It is seen that about 70% of the total
number of runs is successful. The remaining 30% are caused by deadlocks or
collisions. Deadlocks are situations where the robot enters a cyclic behavior like
moving in a circle. When comparing the 5 multiple objective action selection
mechanisms by this attribute, the results indicate that the Lexicographic, and
the two Goal Programming methods are superior to the Weighting and the
Weighted Norms methods.

Smoothness The total smoothness value is 2.6 degrees which indicates that
the robot moves on a smooth path. The smoothness result does not vary much
within the MOASMs. In order to illustrate how smooth the paths are during
the runs, figure 2 depicts a set of runs. We believe two factors contribute to
the smoothness of the robot’s path. The primary reason is due to the fact
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Fig. 2. In this scenario the robot smoothly follows the hallway walls, avoiding ob-
stacles until obstacle clearance has been achieved. Then the robot moves straight
towards the target.

that behaviors are blended by command fusion where all system objectives
are considered simultaneously. A second reason is related to the fact that
the action selection mechanisms consider the velocity and angular velocities
simultaneously.

Combined deviation A powerful characteristic of command fusion mecha-
nisms is that they select actions that benefit not only one but the collection
of the behaviors that are involved in the action selection process. An attribute
that is indicative of the degree of compromise is the combined deviations from

ideals. An ideal 0* is defined as 0* = (0}, ...,0}), where 0f = mazrxex 0;(x).
01, ..., 0, are the objective functions. Thus for a selected action x’ the combined
deviation for a set of objectives oy, ..., 0, is given by: d = 3_7_, |o;(x’) — o}].

Table 1 lists the combined deviation from the ideals, in the last row. The values
indicate that the ‘avoid obstacle’ objective function deviates the least from the
ideals, when compared to the others. Next comes the ‘maintain heading’ objec-
tive function and then the ‘move fast’ objective. This conforms to the weight
values and/or priorities we have associated with the behaviors corresponding
to these objectives. The results indicate that the action selection mechanisms
generally do not sacrifice obstacle avoidance much for any other objective. By
considering the importance or weights of each behavior in the calculation of
the deviation from ideals we can determine the weighted combined deviation
to 0.048. This result deviates by less than 2% (0.048/3 x 100)from the ideal

value.

Finally, looking at the results for each of the ASMs it is seen that the Weighted
Norm ASM displays the highest deviations, which might be correlated with
its low success rate.
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5.1  Proof of concept experiments

As a proof-of-concept a limited number of experiments were conducted on a
real Nomad200 robot to supplement the simulated experiments. In the No-
mad200 simulator it is possible to run the same client program to control a
real Nomad200 robot. Two of the runs are shown in figure 3. The black boxes
indicate the approximate position of the laboratory walls (the gap at the left is
a door). It can be seen in the figures that the robot smoothly negotiates obsta-
cles on its way to the target point. The average speed during the experiments
was about 8 inches/s.

[ i ]
i 00001615, 000017753, LR{+00001815,+00001775>
il 2

0001815,-000017753, UR{+00001815,+00001775)
it availsble in real vobot nods.
400000057 Y=-00000015 5=2045 T=2025

Mot auailsble in real rebot mads,
1=400000855 ¥=-00000447 5=1976 T=1950
8

O
0,1 inches; angles = 0,1 degress

Fig. 3. Samples of experimental runs with the Nomad200 platform. The figure is
created by grabbing the world view of the robot from the graphical user interface.
The dots indicate obstacle positions detected by the sonars and obstacle positions
are overlayed as line drawings.

6 Summary

A class of multiple objective action selection mechanisms were formulated us-
ing ideas from multiple objective decision making, which provides approaches
to finding Pareto-optimal and satisficing solutions to problems with multiple
objectives. This approach proposes a structured method for decomposing a
complex task into a set of relevant behaviors. Each behavior then encodes a
corresponding objective function. By having an explicit formulation of objec-
tive functions, this method allows for a qualitative evaluation of each alterna-
tive action against the decision objectives.

The results show that the multiple objective action selection mechanisms gen-
erally do not sacrifice important behaviors for less important ones. Still the
results clearly indicate that satisficing solutions make an efficient compromise
between the behaviors while taking into account the importance of each behav-
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ior. By considering all system objectives simultaneously these methods enable
a smooth blending of several behaviors.

For future work we intend to investigate how the proposed approach scales to
more complex problems such as team robotics. Intuitively, the coordination of
a group of robots seems to have similarities to the action selection problem.
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