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HERB

• Segway mobile base

• Barrett WAM arm

• 2 low-power computers

• Sensors

• planar laser (on Segway)

• 2 cameras on shoulder

• camera on arm
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that is unstructured and constantly changing. Each of these
subtasks is itself an active area of research, and yet all must
be accomplished simultaneously to produce a system with
the competence to perform even simple manipulation chores
around the house, such as moving heavy objects or cleaning.

Recently, several research groups have turned their atten-
tion towards this compelling domain. Exciting recent de-
velopments have been improved user interaction with ro-
botic systems through intuitive laser pointer-based interfaces
(Nguyen et al. 2008), learning to grasp novel objects (Sax-
ena et al. 2008), learning the structure of common articu-
lated objects through manipulation (Katz and Brock 2008),
and performing intricate tasks such as setting tables by com-
bining high-level logic with robust perception (Muller et al.
2007).

The focus of our group has been the development of an
autonomous mobile manipulation platform that can perform
sophisticated manipulation tasks in human environments at
human-like speeds. Our goal is to create a robotic system
that can reliably perform routine tasks within the home or
office and perform these tasks quickly enough that the per-
son who requested them is not frustrated.

To this end, we have created HERB, the Home Exploring
Robotic Butler (Fig. 1) that can efficiently map, search, and
navigate through indoor environments, recognize and local-
ize several common household objects, and perform com-

Fig. 1 Herb: a platform for Personal Robotics developed jointly by
Intel Research Pittsburgh and Carnegie Mellon University

plex manipulation tasks (such as carrying pitchers without
spilling them). In this paper, we describe the key compo-
nents of Herb, from its ability to search for objects, differ-
entiate movable and immovable elements in its environment,
recognize and extract the pose of common objects, and grasp
and carry constrained items. We provide a number of results
from component-level analysis, as well as public demonstra-
tions during which Herb operated for several hours on end
and interacted with several hundred people.

2 System architecture

HERB is the union of several onboard and offboard compo-
nents. Onboard components comprise of a Segway RMP200
mobile base, a Barrett WAM arm, several sensors(described
in detail in Sect. 3), and a pair of low-power computers,
all of which are powered by a custom-built power supply.
Onboard components communicate over a wireless network
with offboard off-the-shelf PCs.

2.1 Software modules

HERB implements a set of sensing, planning, and execution
modules (Fig. 2a). A high-level script arbitrates their execu-
tion and error recovery. Almost all of our current demonstra-
tions execute the following sense, plan, and act cycle. First
the robot senses its environment and sends a static snapshot
to the planning system. The planning system uses the geom-
etry and kinematics of the robot to create a global plan that
avoids obstacles and meets task specific constraints. Then
the execution system attempt to follow this global plan while
compensating for dynamics and runtime uncertainties. Error
recovery during any part of the cycle is hand-coded.

Although recent research has concentrated on tighter in-
tegration of these components, we have taken the approach
of keeping the top structure simple and building more pow-
erful primitives within each component. By using a simple
three-stage framework, we can precisely define the assump-
tions and outputs of each stage. For example, each planning
algorithm relies on a static snapshot of the environment and
employs a model of the environment that can be easily sim-
ulated. Such models typically include simulation of kine-
matics, geometry, dynamics models, task constraints, con-
tact constraints, and sensor visibility. Some planners use sta-
tistical models in order to simulate environment and execu-
tion uncertainty. By relying on a snapshot of the environ-
ment and using simple simulations, a planner can isolate it-
self from the uncertainties present in sensing and execution,
thus making the planning problem more manageable. When
finished, each planner should output a global plan that spec-
ifies where the robot should move; time-critical inputs like
control parameters are left to the execution stage.



Software

• Assumptions:

• Unlimited computer 
power

• Minimal human input 
to sensing and planning
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Fig. 2 (Left) Software architecture, listing the modules used for various demos. Crosses indicate deprecated modules. (Right) Distribution of
computing resources. Each box represents an isolated machine

When designing the system architecture, we followed
two driving principles:

– Unlimited computational power is available. This al-
lowed us to concentrate on designing more powerful al-
gorithms with scripting languages rather than spending
time on optimization and debugging. The final system in-
volved six multi-core computers running 20–30 distrib-
uted processes communicating with each other.

– Sensing and planning algorithms should require minimal
human input. This enables them to adapt to new environ-
ments, new conditions, or new robot systems. Employing
such algorithms, as described in the later sections, helped
us decrease development time because we could easily
test a multitude of scenarios to find where the system suc-
ceeds and fails.

Following these principles, HERB consists of many dis-
tributed modules. For the communication infrastructure and
process management, we use the Robot Operating System
(Quigley et al. 2009) package. ROS allows us to easily
transfer processes onto different computers as necessary.
When deciding where and how each algorithm should be
computed, we moved as much computation as possible to
dedicated computers off the robot. The onboard computa-
tional power is always limited due to weight and power con-
straints, so it should be used for real-time tight-feedback
processes only. The design space for computation is tricky
because the onboard and offboard computation is separated
by a wireless network and bandwidth/latency become an is-
sue. In HERB, the execution layer lies on-board the com-
puter because the arm movement and segway navigation
require tight feedback loops greater than 10 Hz. The sens-
ing component is divided between onboard real-time obsta-

cle avoidance and offboard perception. The camera data is
compressed and streamed offboard to construct a snapshot
of the environment. The manipulation planning algorithms
producing global plans are strictly offboard since each plan-
ner returns a new trajectory on the order of seconds.

2.2 Software architecture

HERB works across many computers and employs sev-
eral distributed robotics packages to accomplish its tasks.
The entire HERB system consists of a group of separate
processes that communicate with the others through the net-
work Fig. 2b. The lowest level components are the drivers
for the laser range finder, segway, WAM arm, Barrett Hand,
and the two cameras. All drivers run onboard and stream
data and offer services across ROS. The navigation stack
consisting of Adaptive Monte-Carlo Localization (AMCL)
and Wavefront planning has exclusive control of the laser
range finder and segway; its main purpose is to offer ser-
vices like point-to-point movements and localization within
the map.
The vision system is responsible for detecting all ma-

nipulable objects and computing a more accurate localiza-
tion of the robot. In the current system implementation,
we rely on 3D models and a map to predict the location
of non-manipulable obstacles. Altogether the vision system
spans five different computers: one onboard computer for
streaming the camera data, three for recognizing objects
from two cameras, and one for the localization. The main
sets of features we use for object recognition are SIFT fea-
tures (Lowe 2004). Every camera has a dedicated quad-core
computer that computes SIFT features at 6 frames per sec-
ond on a 640× 480 image using the libsiftfast library (Ze-
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Localization

• 2 collocated maps:

• Planar occupancy grid (full lab space)

• 3D model of regions for manipulation 
(kitchen area)

• 2 localization modes

• coarse: adaptive Monte Carlo localization

• fine: vision-based localization
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Localization

• Checkerboard localization

• area plastered with checkerboards

• weird!!

• take away checkerboards and sacrifice 
some accuracy for more natural 
environment
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Mapping

• Generalized Approach to Tracking Movable 
Objects (GATMO)

• 2 parts:

• Static map (background)

• List of objects and positions

• Keep track of the status of all objects and 
object types as they move.
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Mapping
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Fig. 4 (Color online) Recognizing object movement: This figure show
the process of recognizing the absence of an object and re-assigning it
to a new location. The robot is shown by the circle with a triangle on
it. The red lines extending from the robot show the ray to the laser

scan observations at that time step. The purple blobs are objects in the
environment, and the grey blob is the wall, colored differently for vi-
sualization purposes

object is considered movable, then immediately all match-
ing objects are considered movable. In this way, GATMO
allows the robot to make intelligent predictions about the
environment, even in situations with partial observability.

5.3 Object classification

In GATMO, observations are clustered and classified as ob-
served objects in a multi-level hypothesis hierarchy. At the
root of this hierarchy, the observed object is represented by
a Metaobject. Metaobjects can have two hypotheses, person
or chair. (See Fig. 5.) The person hypothesis represents ob-
jects that actively move, like people, animals, and other ro-
bots. The person hypothesis maintains a Kalman filter that
tracks the position and velocity of the object’s center. The
chair hypothesis represents objects that seldom move. It is
represented by a grid structure, which encodes the past ob-
servations similar to an occupancy grid. The chair hypoth-
esis also maintains several association hypotheses. In addi-
tion to considering itself as a new object on the map, the
chair hypothesis considers the probability that it is an ob-
ject in map lists A, B or Γ . If a chair hypothesis predicts
a match with an object in one of these lists with sufficiently
high probability, it is added to the map in list B .

An example of GATMO identifying a movable object is
presented in Fig. 4. In this figure, HERB sees a new object
and maintains a chair hypothesis (green grid in image one
through five). At the same time, HERB notices that another
object is missing from the map (light purple in images two,
three and four). When it decides that the chair is no longer
present, it is removed from the map (image five). Finally,
the chair hypothesis is matched to the absent object, and the
map is updated (image 6).

5.4 Lessons learned

The interaction between GATMO and localization is mostly
mutually beneficial. GATMO provides the localizer its best

Fig. 5 Multiple hypothesis hierarchy of object classification

current map of a constantly changing world. The localizer
uses this map to provide GATMO with its best current esti-
mate of HERB’s pose. Sometimes, especially when the lo-
calizer is confidently wrong, the interaction can lead to static
regions being eaten away due to poor localization. This ef-
fect disappears when good localization is regained, and the
mistakenly deleted regions grow back when sensed again,
but it is certainly possible for a determined adversary to foil
GATMO. We are exploring two approaches to mitigate this
effect: decoupling localization from the planar map by us-
ing vision-based localization with ceiling markers for ex-
ample, and adding other sensors, like cameras, to assist in
GATMO’s object classification.

6 Vision

Robust perception is a vital capability for robotic manip-
ulation in unstructured scenes. In this section, we present
an approach for real-time object recognition and full pose
estimation from natural features, as shown in Collet et al.
(2009). For each object, a metric 3D model is built using
local descriptors from several images. Then, for every new
test image, we use a novel combination of RANSAC and
Mean Shift clustering to recognize and register all instances
of each object in the scene. The resulting system provides
markerless 6-DOF pose estimation for complex objects in
cluttered scenes.
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Object Classification

• Objects are placed into a hierarchy

• 2 meta-objects: “person” and “chair”

• person: objects that actively move

• chair: objects that rarely move

• GATMO and localizer work together to 
identify the robot location; this usually 
works well, but not always.
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Object Recognition

• Goal: to detect textured free-formed objects 
in clutter against arbitrary backgrounds.
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Step 1
• Create an object model from natural 

features

• Use SIFT with Best Bin First 
algorithm, and structure from 
motion to get a sparse 3D model.

•  “... proper alignment and scale for 
each model are optimized to 
match the real object dimensions.”
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Fig. 7 Learned visual models for soda can, rice box, juice bottle and
notebook. Each box contains an image of the object, a projection of
its corresponding sparse 3D model, and its virtual representation in
HERB’s workspace

has been extrinsically calibrated, all objects can be accu-
rately positioned in any virtual environment we wish to use.
Each object type is processed independently in each image
when using this algorithm. For each object type, the recog-
nition/pose estimation algorithm is executed as follows.

1. Cluster SIFT features’ 2D locations p using Mean Shift
algorithm. Each cluster contains a subset of points pk .

2. For each cluster of points pk , choose a subset of n points
and estimate a hypothesis with the best pose according
to those points. If the amount of points consistent with
the hypothesis is higher than a threshold ε, create a new
object instance and refine the estimated pose using all
consistent points in the optimization. Keep repeating this
procedure until the amount of unallocated points is lower
than a threshold, or the maximum number of iterations
has been exceeded.

3. Merge all instances from different clusters whose esti-
mated pose is similar. Those instances with the most con-
sistent points survive.

6.5 Results

In order to prove our pose estimation algorithm’s suitability
for robotic manipulation, two sets of experiments have been
conducted, both using the 4 objects depicted in Fig. 7. The
first set evaluates our algorithm’s accuracy in estimating the
position and orientation of objects in images. To evaluate
the position accuracy of our algorithm, each object is placed
alone in an image and moved in 10 cm intervals, from 30
to 90 cm away from the camera and from 0 to 20 cm later-
ally. To evaluate the rotation accuracy, in-plane (i.e. paral-
lel to the image plane) and out-of-plane rotations are exam-
ined independently. Each object is placed alone in an image
at 50 cm away from the camera and rotated from −45 to
45 degrees, in 15-degree intervals along the desired test axis.
Given the randomized nature of our implementation, 10 im-
ages are taken at each test position and their results aver-

aged. The average translation error is 0.67 cm, the average
in-plane rotation error is 1.23 deg and the average out-of-
plane rotation error is 3.81 deg.

The second set uses the full pose estimation algorithm in
the context of our robotic system to grasp objects in cluttered
scenes. 25 grasping attempts were executed for each object.
The grasping tests were performed by placing a single ob-
ject on a table within the robot’s reachable space. Prior to
each grasping attempt, the object is placed in a new arbitrary
position and orientation (standing up, sideways and upside
down). A grasp is considered successful if HERB grasps the
object and is able to lift it 5 cm off the table. The grasping
success rate in this test is 91%, thus confirming the state-
ment that our pose estimation algorithm is accurate enough
to enable robotic manipulation of the detected objects. The
system runs on average at 4 fps, although it depends heavily
on the analyzed scenes (from 1 fps with 12 objects to 6 fps
with one or two objects).

6.6 Lessons learned

Computer vision literature is filled with local descriptors and
object recognition algorithms. Laying out a set of require-
ments early in the process—automatically estimating the
pose of objects in clutter accurately—enabled us to quickly
focus on a select few and, to our surprise, discover inade-
quacies in many current approaches, and provide a robust
solution.

Our algorithm performs extremely well on textured ob-
jects, which are rich in SIFT features. Home environments,
however, contain numerous UN-textured objects. We believe
that the fusion of local geometric descriptors, as well as
other sensing modalities, like stereo and laser data, will be
required to detect and register these objects accurately.

7 Planning

The following two sections describe the planning modules
on HERB and our lessons learned from them. Using our
planners, we are able to robustly execute common house-
hold tasks, like manipulating doors, cabinets and handles,
grasping free-form objects in high clutter, and manipulating
objects with task and weight constraints.

The planners take as input the description of a robot and
parts of the environment we do not want the robot to col-
lide with. The type of description is fairly flexible: we have
used triangular meshes, shape primitives, and voxel grids.
The description of the robot usually includes its kinematics
and joint and torque limits. They also take as input the kine-
matics of the environment. These include the presence and
description of constraints like hinges, as well as the absence
of constraints like between an object and the tabletop. Most
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Object 
Recognition/Pose Estimation

• Accuracy:

• Average translation error: 0.67cm

• Average in-plane rotation error: 1.23 degrees

• Average out-of-plane rotation error: 3.81 degrees

• 91% success rate at grasping objects and lifting them 5cm off 
the table

• Speed

• Average: 4fps

• Variation: 1fps with 12 objects, 6fps with 1-2 objects. 
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Planning

• Input:

• description of the robot

• description of the parts of the environment 
with which the robot should not collide

• kinematics of the environment

• object IDs (most, automatically generated; 
some (doors), manually inputted)
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Planning

• Output:

• Kinematically feasible path for the robot

• -OR- Failure, if no path found within time limit

• Features:

• Generality

• No physics

• Work under uncertainty
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Planning for Manipulation

• 3 configuration spaces: for robot, end-effector, and target object, each 
with a distance metric.

• Relax the task by giving each target a task frame rigidly attached to it, 
and grasps represented in that task frame

• Have a transform Tp relating the object configuration to the world 
reference frame. (allows grasps to be computed offline)

• Assume that the end-effector is within the set of grasps in relation to 
the task frame.

• This couples the motion of the object and robot, so we plan in a 
combined configuration space.

• Use Randomized A*
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Results

• Use of caging grasps can improve the 
feasibility region by 500%

• Extension to other kinds of grasps allows 
behavior such as opening doors by pulling 
then pushing.

• Qualitative analysis suggests that doors are 
particularly difficult; disregarding physics can 
result in failure.
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Manipulation Planning

• Introduce Workspace Goal Regions (WGRs), 
to allow goals located in the six-dimensional 
workspace of the end effector.

• These can be integrated into sampling-based 
planners, sampling both the goal space and 
the configuration space to improve efficiency.
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Planning with Constraints

• For many tasks, there will be constraints on 
the feasible movements for the robot (e.g. 
lifting a pitcher without spilling).

• Introduce Constraining BiDirectional 
Rapidly-exploring Random Tree (CBiRRT). 
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Summary

• HERB’s strength: Fast, feasible manipulation 
planning in highly cluttered environments.
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Demos

• http://www.youtube.com/user/herbmugface
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Lessons

• Failure modes:

• Inaccuracy in robot joints

• Robot localization errors

• Segway positioning inaccuracy

• Not repeating errors is important for a live 
audience. 

• Making sense of unexpected collisions is hard.
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Video
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