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Abstract

Navigation is an important problem for mobile robots. Roughly speaking, this
problem can be broken into two parts: localisation and planning. Localisation is the
process by which the robot figures out where it is; planning is the process by which
the robot figures out how to get to where it wants to be. In attempting to solve the
navigation problem, the vast majority of existing systems make a key assumption:
that the localisation process can determine the robot’s location unambiguously. This
does not mean that there is no uncertainty in the estimate of the robot’s location,
merely that there is only one such estimate. Unfortunately, this assumption severely
limits the robustness of these system: a human operator must provide the robot
with an initial estimate of its location, and if this estimate becomes corrupted (for
whatever reason), there is no mechanism by which the system can recover. In other
words, if the robot gets lost, it stays lost.

This thesis describes a navigation system that is specifically designed to address
this problem. Rather than generating a single estimate of the robot’s location, this
system maintains a probability distribution over the space of all possible locations. It
then analyses this distribution to find a sequence of actions that will not only take
the robot to the goal, it will allow the robot to know that it has reached the goal.
With this system, even if the robot is completely lost, it will still be able to reach
the goal.

This thesis describes an entire navigation system, all the way from the nuts-and-
bolts of the robot hardware, to the high-level planning software. Given a map of
the environment, this system is able to guide the robot to the goal, even when the

robot’s initial location is completely unknown.
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Chapter 1

Introduction

“It’s a funny thing about Tiggers.” whispered Tigger to Roo, “how

Tiggers never get lost.”
“Why don’t they, Tigger?”

3

“They just don’t,” explained Tigger. “That’s how it is.’

from The House at Pooh Corner, by A. A. Milne.
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1.1 Problem Statement

As humans, navigation is a task that we take completely for granted. We drive to
the shops, ride to work and walk to the tea-room without ever giving it a second
thought. For robots, however, such tasks are extremely difficult.

Why is this?

The navigation problem can be broken down into two parts: localisation, which
is the process of figuring out where you are; and planning, which is the process of
figuring out how to get to where you want to be. It is the first of these problems that
robots find most difficult. To the human eye, the environment is filled with features
that enable us to quickly and accurately determine our location. To the impoverished
senses of a robot, however, an unmodified human environment is rather like a hedge
maze: every part of it looks pretty much like every other part it. Consequently, it
is very easy for the robot to become confused and lost.

There are three ways to address this problem:

1. Improve the robot’s perceptual abilities to the point where it can employ the
same kind of naturally occurring landmarks that humans use. This is the ideal
solution, but despite a great deal of effort, it has proved very difficult to mimic

the perceptual abilities of human beings.

2. Modify the environment to make it easier for the robot to find landmarks. One
can, for example, fill the environment with artificial beacons, or make use of
a global positioning system such as satellite GPS. Unfortunately, this solution

is not appropriate for all applications.

3. Accept that the robot has impoverished perceptual abilities and instead im-

prove its localisation and planning abilities to the point where it can cope with



4 CHAPTER 1. INTRODUCTION

uncertainty in its location. In the extreme case, this means figuring out how to

reach the goal, even when the robot’s initial location is completely unknown.

The first and second of these approaches have been widely explored; the third ap-
proach, however, has been largely overlooked (with a few notable exceptions that
are discussed in Chapter 9). Consequently, this thesis describes a robot navigation
system that employs this latter approach. Given a model of the environment, this
system is able to guide the robot to a specified goal, using only naturally occurring

landmarks, even when the robot’s initial location is completely unknown.

1.2 Probabilistic Navigation

While there are a number of different ways to tackle the robot navigation problem,
the vast majority of robot systems employ some form of landmark-based naviga-
tion. These systems generally break the problem into three processes — modelling,

localisation and planning — which are defined as follows:

e Modelling is the process whereby the robot builds a model of its environment.
This model will generally contain at least two kinds of information: it will
describe the distribution of landmarks within the environment, and it will
describe the connectivity of the environment (i.e. how the robot can get from

one location to another).

e Localisation is the process whereby the robot infers its location. Usually, it
does this by matching the landmarks it sees against those recorded in the

model.

e Planning is the process whereby the robot attempts to find a series of actions
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that will take it from its current location to the goal location. To do this, it

makes use of the connectivity information in the model.

Furthermore, the vast majority of robot navigation systems make two key assump-
tions: that the environment model exists a priori (i.e. that it is provided by a
human operator); and that the localisation process can unambiguously determine
the robot’s location (this does not mean that there is no uncertainty in the estimate
of the robot’s location, merely that there is only one such estimate). The landmark-
based navigation system described in this thesis retains the first assumption (it does
not tackle the issue of model learning) but relaxes the second (it allows for am-
biguity in the robot’s location). Hence, in this thesis, the processes of modelling,

localisation and planning are defined as follows:

e Modelling is the process whereby a human operator provides the robot with
a model of its environment. This model describes both the distribution of

landmarks and the connectivity of locations.

e Localisation is the process whereby the robot infers the set of locations at which
it might be. In practice, this means constructing a probability distribution over

the space of all possible locations.

e Planning is the process whereby the robot tries to find a series of actions that
will take the robot from its current location to the goal location, even when
there is ambiguity in the robot’s location. Furthermore, the planning process
must be such that when the robot does eventually reach the goal, there must
be no ambiguity in its location. That is, the robot must not only reach the

goal, it must know that it has reached the goal.



6 CHAPTER 1. INTRODUCTION

Unfortunately, as I will show, the generalised planning problem defined above is
extremely difficult to solve. Therefore, the navigation system described in this thesis
makes use of the concept of navigation strategies. A navigation strategy represents
a partial solution to the planning problem — one that will enable the robot to reach
the goal most of the time, and in most environments. I will describe a number of
such navigation strategies in detail in Chapter 9.

There is one further assumption that is made throughout this thesis:

e The environment is (mostly) static.

This assumption is made more for the sake of simplifying the following discussion
than out of strict necessity. The navigation system described in this thesis is quite
capable of handling some degree of variation in the environment. It is, for example,
quite indifferent to the presence of moving obstacles, such as people, unless they
actively set out to block the robot’s path. Nevertheless, since none of the components
of the system were specifically designed to handle dynamic situations, the discussion
will focus primarily on static environments.

The robot navigation system described in this thesis is extremely robust: it is
very hard for the robot to get lost, and, even if it does, it generally recovers. For

example, one experiment I have conducted on many occasions works as follows:

The robot is taken to some random location within the building in
which I work (this location is not known to the robot). The robot is
placed on the ground and switched on. If the robot hasn’t found its way
back to my office within 15 minutes (which it almost always does), I go

out and look for it.
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This is, of course, a somewhat risky practice that has lead to a couple of unfortunate
incidents (on one occasion, the robot caught fire and had been burning for some
minutes before it was discovered). It does, however, demonstrate the robustness of

the approach.

1.3 Thesis Content

This thesis describes an entire robot navigation system, all the way from the nuts-
and-bolts of the robot hardware, through to some relatively high-level planning
software. Consequently, it contains a number of chapters devoted to topics such as
obstacle and landmark detection which, while interesting in their own right, can be
seen as preliminary material. The real ‘meat’ of the thesis is contained in Chapters 7

and 9, both of which look at the navigation problem, but from different perspectives.

The structure of the thesis, like the system it describes, is highly modular. Each
chapter describes a particular aspect of the overall system, and can be read as a
largely self-contained unit. One consequence of this is that there is no ‘Experimen-
tal Results’ chapter. Instead, each chapter presents experimental results that are

appropriate to the content of that chapter.

Finally, note that this thesis does not contain a deep theoretical analysis of
the generalised navigation problem described above. Nor does it go into great detail
exploring all the ways in which this problem might be solved. Instead, it concentrates
on a single solution and attempts to demonstrate that this solution is both simple

and effective.
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1.4 Key Contributions

This thesis is heavily influenced by the recent literature on probabilistic navigation,
particularly the work of Simmons [224], Koenig [140], and Thun [243] (amongst
others). The thesis makes two key contributions to this field:

e It introduces a new method for representing probability distributions, called
the population-based representation, that has a number of advantages over

existing representations.

e It introduces a novel navigation strategy, called the persistent strategy, that

will function successfully with very high levels of uncertainty.

Both of these innovations are described in detail in Chapter 9. In addition, the
thesis treats a problem that has not been widely addressed: how does a robot, in
a known environment, but with an unknown initial location, go about reaching a

distant goal?

1.5 Thesis Structure

The remainder of this thesis is structured as follows.

e Chapter 2. Literature Review reviews some of the contemporary literature
on mobile robotics. This chapter is intended to place the work described in

this thesis within the wider context of current research.

e Chapter 3. System Overview presents a brief overview of the navigation
system in its entirety. This chapter serves a ‘roadmap’ for the remainder of

the thesis.
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e Chapter 4. Implementation briefly describes the hardware and software

used to implement the system.

e Chapter 5. Building Local Maps Using Sonar describes a novel tech-

nique for detecting obstacles and recording their location using sonar.

e Chapter 6. Building Local Maps Using Vision describes a novel tech-

nique for detecting obstacles and recording their location using vision.

e Chapter 7. Local Navigation describes a novel technique for guiding a

robot at high speed through a cluttered environment.

e Chapter 8. Landmark Detection describes a simple technique for detect-

ing natural landmarks.

e Chapter 9. Global Navigation (finally) addresses the generalised naviga-

tion task described above.

e Chapter 10. Conclusion presents some conclusions and indicates directions

for further research.
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Chapter 2

Literature Review

“Where do you come from?” said the Red Queen.

“And where are you going? Look up, speak nicely, and don’t twiddle

your fingers all the time.”

from Through the Looking Glass, by Lewis Carroll.

11



12

CHAPTER 2. LITERATURE REVIEW
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2.1 Introduction

The purpose of this chapter is two-fold: to provide an overview of the current state-
of-the-art in mobile robotics, and to place the work described in this thesis within
that broader context. As such, the review is intended to be neither detailed nor
complete; detailed reviews are given, where appropriate, in each of the following
chapters.

The review is divided into five areas:

Platforms, mobility and applications;

Sensor technology;

Control architectures and philosophies;

Local navigation techniques (i.e. obstacle avoidance);
e Global navigation techniques (i.e. modelling, localisation and planning).

There are, of course, many topics not covered in this review, such as multi-robot
systems. Nevertheless, the range of topics presented here is sufficiently broad to

provide some context for the remainder of the thesis.

2.2 Platforms, Mobility and Applications

Mobile robots, in one form or another, have entered a very wide range of environ-
ments. In this section, I will discuss some of the robots that have been employed on

land, under the sea, in the air and in space.
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Land

On land, robots come in all sizes, from the very small to the very large. Examples

from the small end of the scale include:

e MIT’s ‘Squirt’, which weighs less than 50g and occupies a volume of approxi-

mately one cubic inch [92, 91];

e The commercially available, vision-guided ‘Khepera’ robot, which is smaller

than a coffee cup [129].
Examples from the very large end of the scale include:
e Automated cars, trucks and buses [240, 238, 239];
e Load haul vehicles for underground mines [57, 66, 214];
e Cargo container carriers (which weigh up to 80 tonnes when fully loaded) [72];
e Open-cut mining draglines (over 3500 tonnes) [58].

Naturally, most of the robots used for research purposes fall somewhere between
these two extremes. For experimental convenience, such robots are sized appropri-
ately for operation in ordinary indoor environments. The three robots that I will
describe in this thesis, J Edgar, Piglet and Tigger, all fall into this category. The
largest weighs approximately 20kg and stands about 70cm tall; the smallest weighs
approximately 1 kg and is less than 20cm in height.

While most of the robots used on land employ wheels of one sort or another
(see [46] for a mathematical analysis of some possible wheel arrangements), other

methods of locomotion have also been attempted. Most popular is legged robots,
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with various numbers and arrangements of legs. Some of the combinations that have

been attempted include:

e One leg hopping [197];

e Two legs walking [110] and running [194];
e Four legs running [198];

e Five legs walking [123, 252];

e Six legs walking, with various forms of gait (this is by far the most popular

configuration) [39, 21, 201];

e Eight legs, with various forms of gait, in applications that include climbing

pipes and ducts [177, 206], and rappelling down into volcanos [7, 20].

Various combinations of legs and wheels have also been observed. As for other
forms of locomotion, there are snake-like robots [178, 220], and omni-directional
robots that make use of spheres instead of wheels [196].

All of the robots described in this thesis use a simple twin-drive-wheel configu-

ration; the kinematics of these robots is discussed in detail in Chapter 4

Sea

Recently, there has been much interest in autonomous underwater vehicles (AUV’s).
Applications for these robots include mine clearing, exploration and environment
monitoring (see [168] for a recent review; see [25] for a collection of papers related
to the control of AUV’s).

The undersea environment poses quite different mobility problems to those seen

on land. On land, robots are generally constrained to move in two-dimensions and
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have, as a consequence, only three degrees of freedom (position and orientation).
AUV’s, on the other hand, must move in three dimensions, and consequently have
six degrees of freedom (position, plus roll, tilt and yaw). Furthermore, these robots
must cope with undersea currents, which tend to push the robot around. In this
environment, even the act of station-keeping (i.e. staying in the same spot) poses
severe difficulties.

Almost all of the AUV’s in use today are neutrally buoyant, and use a set of
thrusters for mobility. Some groups, however, have considered the problem from
a different perspective, and have set about building robotic fish [202, 131]. These
robots swim as fish do — using muscular contractions to drive their body through the
water. Although much this work was originally intended as a means of understanding
the methods of locomotion used by fish, it offers some interesting possibilities for

highly manoeuvrable underwater robots.

Air

Autonomous aerial vehicles (AAV) have also received much attention recently. These
vehicles are intended for a wide range roles, including surveillance, search-and-rescue
missions, search-and-destroy missions, and environment monitoring [168]. AAV’s
have mobility problems not unlike those experienced by underwater vehicles, except
that constraints are more severe — in the air, things tend to go wrong much more
quickly, and the robot cannot afford to pause and consider its actions.

Various forms of vehicle have been employed in this context, including planes
[115], helicopters [6, 85] (by far the most popular), ducted-fan devices [221] and
blimps [256]. Due to its lighter-than-air nature, the latter class is predominantly

restricted to indoor applications, where wind speeds are low.
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Space

Free-flying robots for space applications have received somewhat less attention than
robots intended for other environments. This is natural enough, given the high
costs involved in fielding real systems. Most research to date has therefore involved
either software or hardware simulation [65, 143]. There are, however, a number of
interesting examples of (or proposals for) real systems. Most of these involve free-
flying robots that are intended to aid human spaceflight, principally by offering the
ability to carry out autonomous inspection or manipulation tasks [111, 146, 167].
For locomotion, these robots utilise the same technologies used in other space
vehicles: reaction control systems (otherwise known as rockets) and gyroscopes. The
problems faced by these devices are quite different from those faced by robots for
land, sea and air applications; in particular, the robot’s dynamic properties become
extremely important [173]. Once the robot is moving, it is difficult to stop; in
addition, when it is interacting with another object, the effect on the robot’s own

motion can become quite complex and difficult to predict.

Limiting Factors for Robot Design

There are a number of limiting factors that are common to most current mobile
robot platforms.

The first limitation is the energy source. Most mobile robots are powered by
re-chargeable batteries, which have a comparatively poor energy-to-weight ratio.
As a consequence, the duration of these robots tends to be quite limited: it is not
uncommon for robots to require recharging every hour (although some of the more
recent commercially available robots claim durations of up to eight hours). Duration

does, however, tend to be more of a problem for small robots than large ones. Large
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robots, such as automated cars and mining machines (and even some experimental
planetary rovers, such as CMU’s Nomad [19]), typically employ internal combustion
engines as their principal source of power. For these robots, the parasitic power
requirements of computers and sensors are relatively minor when compared to the
power needed to drive the vehicle. Consequently, the duration of these robots may

be measured in days rather than hours.

The robots described in this thesis will operate continuously for between one and

two hours.

The second limiting factor for the current generation of robots is comunications
bandwidth. If robots employ some form of off-board processing, or are required to
communicate with a human operator at a remote location, bandwidth limitations
can be a severe problem. While there are various forms of communication technol-
ogy that are currently available — such as infra-red devices, ultrasonics and radio —
each of these technologies has its difficulties. For example, infra-red devices have
a very high bandwidth, but are limited to short range use and line-of-sight oper-
ation. Ultrasonic devices (for undersea operation) have very good range, but very
poor bandwidth [168]. Radio, which is the most popular technology, also has some
problems. In order to sustain high data rates, one must employ high-frequency de-
vices. Unfortunately, with increased frequency comes increased directionality; for
long range communication, it becomes necessary to have a directional antenna that
can be accurately aimed [18]. In indoor environments, where range is not usually
a problem, one observes shadowing and multipath effects. Fortunately, these prob-
lems can solved using spread-spectrum technology, which is now broadly available.
Off-the-shelf spread spectrum devices with an indoor range of 100m and a data-rate

of 85kbps can now be obtained commercially [124].
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All of the robots described in this thesis make use of commercially available

off-the-shelf radio devices.

To some extent, both of the limitations noted above can be overcome through
the use of tethers. However, many, if not most, mobile robot applications preclude
the use of tethers (one cannot afford to tether a service robot, for example, or an
automated highway vehicle). For this reason, none of the robots described in this

thesis employ tethers.

It is worth noting that recent developments in consumer technology, particularly
the proliferation of portable devices such as mobile phones and laptop computers,
have brought down the cost of small mobile robots and greatly increased their poten-
tial capability. These portable devices have exactly the same requirements as small
mobile robots: they require much computational power, long battery life and low
weight. As a result, the last few years have witnessed the development of powerful
but energy efficient processors, such as the Risc-based ARM and StrongArm, and a
concurrent improvement in battery technology. Lead-acid and nickel-cadmium cells
have evolved into Nickel-Metal-Hydride and Lithium-Ion cells, which have a much

higher energy-to-weight ratio.

Two of the three robots described in this thesis, Piglet and Tigger, were designed
to exploit these developments in consumer technology. Both these robots are small
and very inexpensive. For their size, however, they are quite capable — both are

equipped with cameras and are capable of vision-based navigation.
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2.3 Sensors

Most of the sensors used on mobile robots have one of two purposes: to detect
obstacles, or to determine the robot’s location.

Some of the sensors that are used for the former purpose include:
e Simple physical contact sensors, of which there are many variants.

e Infra-red proximity sensors. These units, which are commercially available in
many, many forms, are set to trigger whenever an object comes within some

pre-set distance.

e Ultrasonic range finders (sonar). These come in various forms, from simple
time-of-flight sensors (such as the widely used Polaroid device), to much more
complex sensors with greatly enhanced capabilities (such as improved angu-
lar resolution and the ability to classify surface types [137]). A number of

ultrasonic sensor technologies are reviewed in detail in Chapter 5.

e Laser range finders. These come in two basic varieties: triangulation range
finders, in which a source and a detector are placed some distance apart and
the distance to an object is determined by triangulation [193]; and time-of-
flight range finders [112, 217], in which the source and detector are placed close
together, and the distance to an object is determined by the time taken for a
laser pulse to travel to the object and back again (in practice, this is often done
by measuring the phase difference in an amplitude modulated signal). Time-of-
flight laser range finders and their variants have become increasingly popular
over the last few years, possibly due to their compact form and increasingly

affordable price.
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e Radar devices, which work on the same basic principles as laser range finders,
have also been used in a number of applications [52, 53, 72|. Until recently,

however, their expense has limited their range of applications.

e Various vision-based sensors have been developed. Some of these employ struc-
tured lighting [212]; others employ stereoscopic vision, with two or sometimes
three cameras [14]. Monocular vision systems, coupled to an appropriate set
of image processing algorithms, are also being increasingly used [118, 159]. A
number of vision-based obstacle detection techniques are reviewed in detail in

Chapter 6.

A more detailed survey of many of these sensors can be found in [126]. Interestingly,
while this survey is nearly twenty-years old, it is still largely relevant today.

Other sensors used by robots, mostly to aid in localisation, include:

e Odometry: perhaps the most basic of sensors.

e Inertial navigation systems (INS), which are able to estimate changes in a
robot’s location by integrating the torques and accelerations experienced by
the robot. While INS units are still prohibitively expensive on the whole, they

are starting to see applications [175].

e Satellite Global Positioning Systems (GPS), by which the robot is able to ob-
tain an absolute measurement of its location. With differential GPS, accuracy
of less than a meter is possible [87]. The one drawback of GPS is that it
tends to work poorly in built-up environments, where buildings can occlude
satellites and cause multi-path problems. Nevertheless, for robots operating
outside urban environments, GPS is a very useful and relatively inexpensive

sensor that has been widely used [107, 147, 185, 232].
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While these are the most commonly used sensors, there are many, many alternatives.
These include, for example, sensors that make use of active acoustic beacons [136],
passive visual beacons [128], passive radar beacons [72], and even odour trails, that

the robot detects using its sense of smell [208, 209].

The three robots described in this thesis are quite impoverished in their sensory
capabilities, being limited to odometry and vision. One of the robots (J Edgar) is

also equipped with a rotating sonar head.

2.4 Architectures and Philosophies

There have been many architectures put forward to support the construction of
intelligent mobile robots [9, 37, 73, 89, 90, 98, 97, 203, 210, 219, 225]. Many of
these architectures also embody a particular philosophy. Perhaps the best exam-
ple of this is the Subsumption Architecture, created by Brooks [37, 39, 40, 41]. In
contrast with earlier architectures, in which the robot control system was divided
into sensing, planning and execution units [179], the Subsumption Architecture de-
composes the robot control system into layers, each of which expresses a particular
robot ‘behaviour’. In this approach, successive layers build incrementally on the
capabilities of previous layers. For example, at a low level, the robot might have
an ‘avoid-obstacle’ behaviour that prevents it from colliding with obstacles. On top
of this one might add a ‘wander-at-random’ or a ‘follow-wall’ behaviour. Through
the interaction of such behaviours, it is possible to obtain some very sophisticated
emergent behaviour. The robot Toto is a good example [163]; Toto is able to learn a
map of its environment and, on command, return to any given location within that

environment. At the same time, the robot is able to avoid unexpected obstacles.
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The Subsumption Architecture embodies an entire philosophical approach, both
to Al in general and to robotics in particular. While it has had various names,
this approach is most commonly known as ‘behaviour-based robotics’. In an early
work [39], Brooks identifies four key elements characterising this approach (these

four points are quoted directly from [39]):

e [Situatedness] The robots are situated in the world — they do not deal
with abstract descriptions, but with the here and now of the world directly

influencing the behaviour of the system.

e [Embodiment] The robots have bodies and experience the world directly
— their actions are part of a dynamic with the world and have immediate

feedback on their own sensations.

e [Intelligence]| They are observed to be intelligent — but the source of intelli-
gence is not limited to just the computational engine. It also comes from the
situation in the world, the signal transformations within the sensors, and the

physical coupling of the robot with the world.

e [Emergence] The intelligence of the system emerges from the system’s inter-
actions between its components—it is sometimes hard to point to one event
or place within the system and say that is why some external action was

manifested.

While there has been significant criticism of the behaviour-based approach [249],
there is no doubt that the underlying philosophy has had a significant impact on
the field of robotics.

In addition to the Subsumption Architecture, there are a number of other ap-

proaches worth noting, such as Arkin’s Schema-based architecture [9], Rosenblatt’s
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Distributed Architecture for Mobile Navigation (DAMN) [203], Firby’s Reactive Ac-
tion Packages (RAPS) [89], and Simmon’s Task Control Architecture (TCA) [225].

The Schema architecture provides a framework for combining simple behaviours.
In early the versions of this architecture [8] each schema is represented as a potential
field defined over the robot’s local environment. For example, an avoid-obstacle
schema might have a potential that is inversely proportional to the distance to the
nearest sensed-obstacle, while a move-to-goal schema will have potential that is
proportional to the distance to the goal. A weighted sum of these fields is used to
derive a net potential field, which the robot then ‘surfs’ down. Unfortunately, as
with most techniques based on local potential fields, early versions of the Schema
architecture suffered from problems of local minima - the robot would tend to get
stuck in box-canyons, for example. Later version of this architecture added Schemas

with state [15] specifically to address this issue.

A better solution to the problem of combining simple behaviours is described by
Rosenblatt [205] with his Distributed Architecture for Mobile Navigation (DAMN).
Here, the system is made up of a set of behaviours and a central command arbiter.
Each behaviour may vote either for or against an action; the arbiter collates the votes
and executes the winning action. A key difference between the DAMN approach
and both the Subsumption Architecture and Motor-Schema approaches is that the
‘behaviours’ in DAMN do not indicate any specific action for the robot to perform.
Instead, they are able to vote for a range of actions. This makes the approach both
flexible and powerful, as demonstrated by the fact that it has been used extensively

to control both on- and off-road vehicles.

The Reactive Action Packages (RAPS) architecture [89, 90] is an attempt to

combine reactive behaviour with deliberative planning. In this architecture, the
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robot is given a library of basic skills or actions, each of which is useful in achieving
some short-term goal. These actions can then be combined into more complex
structures which represent the solution to more complex, long-range goals. An
important aspect of these structures is that they are situated; that is, instead of
being simple concatenations of primitive actions, they use the sensed world-state
to drive the action selection process. The RAPS architecture includes a symbolic
planner for generating these structures from the tasks presented to the system.

In a similar vein, the Task Control Architecture (TCA) [225] makes use of many
of the ideas embodied in the Subsumption Architecture, whilst still allowing for
deliberative, top-down processing. The key idea embodied in this architecture is
that, as the robot’s control system becomes more complex, one needs a sophisticated
mechanism for controlling and coordinating behaviours. This is particularly true if
the robot is faced with multiple goals or has limited resources. The TCA provides
a mechanism for implementing such controls, based on fairly traditional notions of
top-down task-decomposition.

The navigation system described in this thesis does not employ any of the archi-
tectures described above. It does, however, draw on a number of lessons that have

been learnt from these architectures and their associated philosophies.

e Firstly, the system must be modular; it should be possible to add new capa-

bilities to the system with little or no change to the existing modules.

e Secondly, the system must be developed incrementally, with each new set
of modules building on the capabilities of earlier modules. Hence, in this
system, navigation is divided between a number of modules, some of which
are responsible for local navigation tasks (i.e. obstacle avoidance), while others

are responsible for global navigation tasks, such as reaching distant goals.
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e Finally, the various modules that make up the system must execute concur-
rently. The robot cannot afford to crash into an obstacle because the obstacle
avoidance model is waiting for the global planner to work out where to go

next.

This software architecture is described in detail in Chapter 4.

2.5 Local Navigation

Most contemporary robotic systems make a distinction between local and global
navigation tasks. Local navigation is principally concerned with the problem of
avoiding obstacles, and solutions tend to be both reactive and sensor-based. Global
navigation, on the other hand, is concerned with the problems of localisation, path
planning and map building. Here, solutions tend to be more deliberative.

A detailed review of local navigation techniques is given in Chapter 7; in this
chapter, I will simply identify some of the major paradigms.

A very common solution to local navigation problems is to employ some form
of artificial potential field. This approach, popularised by Khatib [134] and Krogh
[149], represents obstacles as imaginary repulsive forces. The goal, if there is one,
is represented as an attractive force. By following the resultant (imaginary) force
vector, the robot can steer away from obstacles and towards the goal.

There are unfortunately, a number of problems associated with potential fields,
not least of which is their tendency to develop local minima, and to cause dangerous
oscillations in the motion of fast moving robots [144]. It is for this reason that a
number of authors have sought alternative solutions. Two of the most interesting

alternatives have been proposed by Borenstein et al [31, 251], with their vector
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field histogram approach (VFH), and Fox et al [93, 94], with their dynamic window
approach (DWA). Both of these approaches are discussed in more detail in Chapter 7.
This chapter also introduces an alternative approach, called dynamic utility fusion,

which is designed to address many of the same problems.

2.6 Global Navigation

As noted in the Chapter 1, global navigation can be divided into three processes:
modelling, localisation and planning. Localisation is the process by which the robot
figures out where it is; planning is the process by which the robot figures out how to
get to where it wants to be. In order to solve both these problems, the robot needs

a model of the environment.

Modelling

There are two basic classes of models used in mobile robot navigation: metric mod-
els, in which environment features are described in terms of their position with
respect to some global coordinate system [44, 244, 259]; and topological models, in
which environment features are described in terms of their relationships with other
environment features [38, 140, 151, 163, 224]. Each class of model has its advan-
tages and its disadvantages: metric models are easy to construct and maintain, but
topological models tend to be more robust in the presence of sensory errors. In
addition, topological models correspond more closely to a human understanding of
the environment. For example, with a metric model, one would specify the robot’s
location in terms of its coordinates with respect to the global coordinate system;

with a topological model, one would say that the robot is ‘near the tea-room’.
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The system described in this thesis makes use of metric models. There are two
reasons for this: metric models are easier to work with, and they permit a more
accurate representation of the environment. In addition, as Thrun [245, 243] has
recently noted, it is relatively easy to super-impose topological models on top of
metric models; the reverse, however, is much more difficult (although some authors
might disagree; see, for example, the work on spatial semantic hierarchies by Kuipers
et al [151]). The problems associated with different kinds of model are discussed in
more detail in Chapter 9.

The environment model used by the robot can come from one of two sources: it
can be provided by a human operator, or it can be learnt by the robot itself. The
problem of model learning has been considered by a number of authors [11, 67, 68,
139, 151, 186, 243, 246, 244, 259, 260]. Model learning is, however, a fundamentally
difficult problem: in order to know its location, the robot needs a model of the
environment, but in order to generate a model, the robot needs to know its location.
Hence this problem is sometimes referred to as SLAM, for simultaneous localisation
and mapping.

The problem of model learning is, unfortunately, beyond the scope of this thesis.
Instead, it is assumed that a human operator has provided the robot with a model

of the environment that is both complete and (reasonably) accurate.

Localisation

Approaches to localisation can be roughly divided into two classes.

e Those that consider localisation as a static problem. These approaches attempt
to determine the robot’s location based entirely on the information that is

available to the robot at its current position [226, 234, 235, 236]. There is
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much in common between these techniques and the object pose determination

techniques used in computer vision [29].

e Those that consider localisation as a dynamic problem. In these approaches,
the estimate of the robot’s location is based both on the information that is

currently available to the robot, and information about the robot’s history.

It is the latter class of techniques that are of interest in this thesis.

The vast majority of approaches to dynamic localisation make use of statistical
estimation techniques, such as maximum likelihood estimation or Kalman filters
[32], to maintain a simple probabilistic estimate of the robot’s location [60, 72,
157, 158, 259, 260]. Because they use simple uni-modal distributions (such as the
normal distribution), these techniques are quite limited. They require a good initial
estimate of the robot’s location, and if this estimate becomes corrupted for some
reason, there is no mechanism by which the robot can recover. In other words, if
the robot gets lost, it stays lost.

Of more interest in this thesis are probabilistic localisation techniques [44, 130,
140, 224, 243, 246, 244], in which the robot maintains a probability distribution over
the space of all possible robot locations.! This approach offers a much more robust
solution, since it does not require a good initial estimate of the robot’s location.
Consequently, if the robot gets lost, it is possible to recover. In fact, as I will show
in Chapter 9, it is entirely possible for a robot to reach its goal, even when its initial

location is completely unknown.

IThese techniques are often referred to as Markov localisation, since they can be derived from
the theory of Markov Random Fields [86]. The same results can, however, be derived from first
principles using simple Bayesian analysis. Consequently, in this thesis, the term probabilistic lo-

calisation is used.
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Planning

There is a vast body of literature devoted to the problem of path planning for mobile
robots. Traditional methods include applying A* search to visibility graphs formed
in configuration space [161, 200]. Techniques involving distance transforms [127, 265]
and harmonic functions [264] have also been employed. All of these approaches
assume that the robot’s location is known, at least approximately. Unfortunately,
when using a probabilistic localisation technique, it is not always possible to make
this determination. Sometimes, the best one can do is indicate that the robot may
be at one of a number of possible locations. Consequently, in this context, the
applicability of these traditional methods is far from clear.

The few authors that have considered the problem of planning in the context
of probabilistic localisation [130, 140] all take more-or-less the same approach as
that described in this thesis — the use of navigation strategies or policies. While
these strategies are known to be sub-optimal, they do at least represent a practical
solution to an otherwise intractable problem.

Navigation strategies are considered in detail in Chapter 9, where I will also
introduce a novel strategy that has certain advantages over those that have been

described previously.

2.7 Conclusion

The navigation system described in this thesis has been designed for operation in
indoor environments, using small robots with simple sensors. The reasons for this
are mostly pragmatic: there is a broad range of applications for robots operating

in indoor environments, and this is the environment that is most readily accessible
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for experimental purposes. Nevertheless, it is hoped that many of the ideas ex-
pressed in this thesis will also find application in more hostile environments, such

as underground mines and construction sites.
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Chapter 3

System Overview

‘What have you done to that security robot?’
The little robot was rolling very, very slowly round the ceiling and moan-
ing quietly to itself.

‘I’ve made it very happy,’ snapped Ford. ‘It’s a kind of mission I have...".

from Mostly Harmless, by Douglas Adams.

33
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Abstract

This chapter serves two purposes: to give a broad overview of the navigation system
described in this thesis, and to highlight some of the more interesting aspects of this
system. Consequently, it should be seen as both a ‘roadmap’ and a preview for the

remainder of the thesis.

3.1 Introduction

The navigation system described in this thesis divides the overall system function-
ality between a number of system layers, each of which is responsible for a specific

set of tasks. There are four such layers:

e The hardware abstraction layer acts as an interface between the physical
robot hardware and the rest of the system. This layer presents an abstract
interface to other system layers, allowing the system to operate transparently

on a number of different robot platforms (including simulated robots).

e The local layer is responsible for carrying out local navigation tasks, i.e. for

detecting and avoiding obstacles whilst reaching nearby goals.

e The global layer is responsible for global navigation tasks; i.e. for reaching
distant goals. This layer does not control the robot directly; instead, it sets

nearby goals for the local layer.
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Figure 3.1: System diagram showing the hardware abstraction layer, the local layer
and the global layer. The arrows indicate the flow of information around the system

(some arrows have been omitted for the sake of clarity).
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e The user interface layer is responsible for managing the user interface on
the host computer. A good user interface greatly accelerates the software

development process and ultimately leads to a more robust system.

Layers are further broken down into modules, each of which is responsible for a
specific subtask. Thus, for example, the local layer has modules for map building and
navigation, while the global layer has modules for landmark detection, modelling,
localisation and planning. The relationship between these modules is indicated in
Figure 3.1, where the arrows indicate the flow of information around the system.
Communication between modules is via a message passing mechanism.

A key aspect of this design is the way in which the overall navigation task is
split between the local and global layers: the local layer is responsible detecting and
avoiding obstacles, whilst the global layer is responsible for reaching distant goals.
This division of responsibilities has a double benefit: local navigation can be treated
as a purely reactive problem, in which no long term planning is required; and global
navigation can be treated as a fairly abstract planning problem, since all the messy
details of actually detecting and avoiding obstacles can be delegated to the local
layer.

In the following sections, I will briefly outline the function of each of the four

system layers, and of the modules from which the are composed.

3.2 The Hardware Abstraction Layer

The hardware abstraction layer provides an abstract interface through which the
rest of the system can interact with a variety of robot platforms. In the course of

this research, I have in fact used three different robots: J Edgar, Piglet and Tigger
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(described in the following chapter). The hardware abstraction layer provides a
common interface to all three robots. When required, it also serves as a generic
robot simulator.

The hardware abstraction layer supports a range of functionality. Through this

layer, one can:

e Specify the robot’s linear and angular velocity;

Estimate the robot’s position using odometry;

Point the robot’s sonar head in a particular direction;

Acquire range measurements from the sonar sensor;

Point the robot’s camera in a particular direction;

Acquire images from the robot’s camera.

Different robots have different capabilities, of course, so not all functions are sup-
ported by all robots. For example, of the three robots I have used, only J Edgar is
equipped with sonar.

Use of a hardware abstraction layer greatly enhances the portability of the overall
system. In principle, the system can be ported to a new hardware platform by simply
writing a new implementation of this layer. In practice, however, it is not always
this simple — the fact that robots share a common interface does not automatically
make them interchangeable as far as the rest of the system is concerned. The
differing capabilities of the robots — particularly their size and speed — must be
taken into account. Consider, for example, the differences between J Edgar and

Tigger. Whereas J Edgar has a diameter of about 50 cm and weighs 20 kg, Tigger
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has a diameter of only 15 cm and weighs 1 kg. Obviously, it is much more difficult
for J Edgar to negotiate a cluttered environment at high speed than it is for Tigger,

and the modules responsible for obstacle avoidance must take this into account.

3.3 The Local Layer

The local layer has two basic responsibilities: to build maps of the robot’s local
environment (i.e. the area within a few meters of the robot), and to carry out
local navigation tasks. These responsibilities are divided between three modules, as

follows:

e The sonar mapping module uses sonar range data to build a local occupancy

map [77;

e The visual mapping module uses visual range data to build a local occupancy

map;

e The local navigation module uses the data from the mapping modules to detect

and avoid obstacles, whilst simultaneously attempting to reach a nearby goal.

Note that the division into discrete sonar and visual mapping modules is the result
of an historical accident, rather than a considered approach. A better way of modu-
larising the system might be to have a common mapping module that supports two

‘virtual’ range sensors.

In the following sections, I will briefly describe each of the modules listed above.
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(a) (b)
Figure 3.2: (a) J Edgar’s rotating sonar head. (b) Local cccupancy map produced

using sonar. Dark pixels represent occupied cells, light pixel represent unoccupied

cells, grey pixels indicate unknown cells.
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Figure 3.3: (a) Image taken by the robot’s camera. The white dots denote the

boundary of the detected obstacles. (b) A typical occupancy map. Dark pixels
represent occupied cells, light pixel represent unoccupied cells, grey pixels indicate

unknown cells.
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3.3.1 Building Local Maps using Sonar

The sonar mapping module uses sonar range data to construct a local occupancy
map. This is a simple grid-based map in which each cell may be either occupied
(meaning that there is an obstacle at this location) or empty (meaning that there is
no obstacle at this location) [77]. Figure 3.2 shows a typical occupancy map. In this
figure, black pixels indicate occupied cells, white pixels indicate unoccupied cells
and grey pixels indicate cells whose occupancy state is unknown.

The sonar mapping module does not attempt to maintain a map of the entire
environment; instead, it maintains a map of the area within a few meters of the

robot. There are a number of good reasons for doing this:

e The map building process makes use of odometric position estimates. These
estimates are prone to cumulative drift, which makes it difficult to build large
maps. If the maps are entirely local, however, odometric drift can be largely

ignored.

e The environment is not entirely static: objects may move, doors may open
and close. The robot can only detect such changes when they occur within

the range of its sensors.

e As far as local navigation is concerned, the state of the environment more than
a few meters from the robot is completely irrelevant. It is the role of the global

layer to concern itself with such global issues.

Superficially, sonar is an attractive sensor modality for building local maps,
mainly because it is low in cost, has low power requirements and is relatively simple

to use. Unfortunately, sonar is also has a number of disadvantages:
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e It has limited angular resolution. A standard sonar sensor cannot resolve

objects that are within about 30° of each other.

e [t is prone to specular reflection effects. For sonar, many surfaces act like mir-
rors, reflecting the emitted sound waves away from the sensor. Such surfaces
will be effectively invisible to the sonar sensor. Alternatively, these surfaces
may give rise to multiple reflections, which result in mis-leading range mea-

surements.

The first of these problems can be partially overcome by combining range measure-
ments from multiple viewpoints; Elfes [76, 77] describes a technique for doing this
(the occupancy grid approach) that employs a Bayesian data fusion method. Un-
fortunately, this technique does not address the problem of specular reflection. The
sonar mapping module therefore makes use of a novel technique called the ‘response
grid’. The basic notion encapsulated by the response grid is that a cell may appear
to be occupied (i.e. will generate a response) when viewed from one direction, but
may appear to be unoccupied (i.e. will not generate a response) when viewed from
another.

Although it is not central to this thesis, a description of the response grid, and
the sonar mapping module through which it is implemented, is presented in Chapter

d.

3.3.2 Building Local Maps using Vision

Like the sonar mapping module, the visual mapping module constructs a local oc-
cupancy map. However, this module determines the location of nearby objects by

analysing the images taken by the robot’s camera. To simplify this task, the visual
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mapping module makes a number of assumptions about the environment the robot

inhabits. Specifically, it is assumed that:

e The robot operates in an environment with a well defined ground plane (i.e.

an indoor environment with level surfaces).

e The ground is covered by a carpet (or similar floor covering) such that all
carpeted areas can be treated as free space and all non-carpeted areas can be

treated as obstacles.
e The carpet has a relatively even texture.

Collectively, these assumptions reduce the general problem of locating obstacles
in an image to the much more tractable problem of finding the boundary of an
untextured region. Figure 3.3 shows a typical image taken by the robot’s camera,
together with the occupancy map produced from a series of such images.

After the initial experiments with sonar described in Chapter 5, it was decided
to use wvision as the robot’s principle sensor. The reasons for this are simple: the
visual mapping module is faster and more accurate that the sonar mapping module.
These advantages more than compensate for the fact that visual mapping module
requires more CPU power than the sonar mapping module.

The visual mapping module is described in detail in Chapter 6.

3.3.3 Local Navigation

The local navigation module is responsible for local navigation tasks; i.e. for reaching
nearby goals whilst simultaneously avoiding obstacles. Furthermore, it must enable

the robot to travel at a relatively high speed (up to 50cm/sec, or 1.8 km/hr) through
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Figure 3.4: (a) Experimental setup for testing local navigation. (b) Path taken by
the robot. (¢, d) Velocity-time graph for the same task.
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a cluttered environment. There are a number of standard techniques that can be
applied to this kind of problem, such as artificial potential fields [9, 134] and distance
transforms [127, 265]. Unfortunately, while these techniques work very well at low
speeds, they become increasingly unreliable or unstable as the robot’s speed increases
[144]. The problem with all of these techniques is that they fail to explicitly account
for the dynamics of the robot, i.e. the fact that the robot is capable of only finite
accelerations. Consequently, the local navigation module employs a novel technique
in which the dynamics of the robot are considered in an explicit fashion.

The local navigation module has three components:

e A set of constraints, which determine the sequences of actions are physically
possible. For example, the robot has a maximum speed and a maximum

acceleration, both of which are expressed as constraints.

e A set of behaviours, which determine the wtility of different sequences of ac-
tions. For example, sequences that avoid obstacles have a high utility, but so

do sequences that move the robot closer to the goal.

e An arbiter, which seeks to find the most desirable sequence of actions that

satisfies all of the constraints.

A crucial aspect of this technique is that the arbiter does not look for a single action
for the robot to perform; rather, it looks for a sequence of actions. To see why
this is necessary, consider a robot which is travelling at high speed towards a wall.
If the robot is travelling at 100 cm/sec and is capable of decelerating at a rate of
50 cm/sec/sec, the robot must start to decelerate when it is still 100 cm from the
wall. If it does not do so, a collision is inevitable. Hence, for a robot travelling

at high speed, the finite acceleration of the robot becomes an important factor and
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the arbiter must plan ahead. The arbiter can do this in a number of ways: it can
consider either a long sequence of short actions, or a short sequence of long actions,
or anything in between. For example, in the situation described above, the robot
needs to plan at least 2 sec in advance. It can do this by selecting a sequence of 20
actions each lasting 100 ms, or by selecting a single action lasting 2 sec. The arbiter
used by the local navigation module takes the former approach, since it allows the
robot to select from a much larger set of trajectories. For a detailed theoretical

discussion of the issues involved in high speed navigation, see Kelly et al [132].

The motion produced by the local navigation is both smooth and fast: the
robot will decelerate into corners and accelerate out of them, it will swerve to avoid
collisions, and it will decelerate smoothly to a stop at the goal. Figure 3.4 shows
an example of the local navigation module in action: the first graph shows the path
taken by the robot; the second shows the robot’s linear and angular velocities as a
function of time. The path is smooth in position space, and relatively smooth in
velocity space. Note that the noise that is apparent in the angular velocity plot is
a result of measurement noise, rather than noise in the robot’s actual motion. Very
short integration times (of the order of 100ms), combined with relatively coarse
odometric sensors (the robot will travel about 1.2mm for every ‘click’), leads to a
great deal of uncertainty in the measured angular velocity. By contrast, if one looks

at the individual wheel speeds (Figure 3.4d), the motion is quite smooth.

The local navigation module is described in detail in Chapter 7.
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3.4 The Global Layer

The global layer is responsible for global navigation tasks. That is, it is responsible
for determining the robot’s location and guiding it to a distant goal. There are four

modules in the global layer.

e The landmark detection module uses the local occupancy maps produced by
the sonar and visual mapping modules to detect significant landmarks, such

as walls and doorways.

e The modelling module encodes a model of the environment the robot inhabits.
This model describes both the distribution of landmarks within the environ-

ment (for localisation) and the connectivity of the environment (for planning).

e The localisation module compares the landmarks detected by the landmark
detection module against with landmarks stored in the model to construct a

probability distribution over the space of all possible robot locations.

e The planning module analyses this probability distribution and attempts to
find a series of actions such that the robot will not only reach the goal, it will

know that it has reached the goal.

In the following sections, I will briefly describe each of these modules.

3.4.1 Landmark Detection

The landmark detection module extracts significant features — such as walls, cor-
ners and doorways — from the local occupancy map. The procedure used by this

module is very simple: it has a set of predefined templates which it tries to match
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Figure 3.5: A typical set of landmarks. The top row shows the robot Tigger next
to: a wall, a doorway, an inside corner, an outside corner. The middle row shows
a corresponding set of local occupancy maps — dark cells in these maps indicate
regions that are probably occupied, light cells indicate regions that are probably
unoccupied, and grey cells indicate regions whose occupancy state is unknown. The
bottom row shows a set of templates — dark cells indicate regions that should be
occupied, light cells indicate regions that should not be occupied and grey cells

indicate regions whose occupancy state is irrelevant.
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against the local occupancy map. Empirically, it has been found that a small set of
relatively abstract templates can capture useful information about the environment.
For example, there is no single template corresponding to a ‘corridor intersection’;
rather, each particular intersection can be represented by a collection of simpler
landmarks, such as walls and corners.

Figure 3.5 shows a typical set of templates; there are templates here for walls,
doorways and corners. The dark pixels in these template correspond to regions
that should be occupied, the light pixels to regions that should be unoccupied, and
the grey pixels to regions whose occupancy state is irrelevant (i.e. to ‘don’t care’
regions). To locate a landmark, the landmark detection module places a template
over the local occupancy map at a randomly chosen position and orientation and
evaluates the match between the template and the occupancy map. The match is
best when occupied pixels in the template correspond to occupied pixels in the occu-
pancy map, and when unoccupied pixels in the template correspond to unoccupied
pixels in the occupancy map. A simple stochastic search process is used to find the
best matches. When a landmark is located, information about this landmark is sent
to the global localisation module, where it is used to help determine the robot’s
location.

The landmark detection module is described in detail in Chapter 8.

3.4.2 The Model

In constructing a model of the environment, one must consider the processes in
which the model will be used. In the global layer, there are two such processes:
localisation and planning. For localisation, one requires a model that describes the

environment in terms of the location of significant landmarks, such as doorways. For
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planning, one needs a model that describes the connectivity of the environment; i.e.
how the robot can move from one part of the environment to another. In addition,
the model must somehow capture the uncertainty associated with both sensing and
action.

The global modelling module encodes a model made up of a triplet of proba-
bility distribution functions. The first distribution, called the unary sensor model,
describes the arrangement of landmarks within the environment, i.e. it describes
the probability of observing a particular type of landmark at a particular location.
The second distribution, called the binary sensor model, describes the properties of
the robot’s odometric sensors, i.e. the rate at which these sensors drift. The final
distribution, called the action model describes the connectivity of the environment,
i.e. it describes how a robot at one location may go about reaching another.

Note that this model is entirely metric; that is, it is defined with respect to a
global coordinate system. In Chapter 9, where the global model is described in
detail, I will discuss some of the reasons for choosing a metric model rather than a

topological one.

3.4.3 Localisation

The localisation module is responsible for determining the robot’s location with
respect to the global model. To do this, it matches observed landmarks against the
model to construct a probability distribution over the space of all possible robot
locations. This distribution is not static, of course; it changes over time as the robot
moves through the environment and new landmarks are detected. In general, there

are two competing forces at work on the distribution:

e The detection of landmarks will tend to concentrate the distribution, i.e. it
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Figure 3.6: Evolution of the location distribution in an environment containing wall
and corner landmarks. Dark regions indicated locations at which the robot is more

likely to be found. The robot’s initial location is unknown.
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will reduce the number of possible robot locations.

e Motion of the robot will tend to blur the distribution, i.e. it will increase the
number of possible robot locations. Robot motion is measured using odometry,
which has certain inaccuracies associated with it. Over time, these inaccuracies

accumulate, making the location of the robot more uncertain.

As a concrete example, consider the series of images shown in Figure 3.6. These
images show the evolution of the probability distribution as the robot moves through
an environment containing landmarks such as walls and corners. In this example,
the robot’s initial location is assumed to be unknown; hence the initial distribution
is uniform over the entire space. However, as the robot moves, the detection of a
number of landmarks quickly reduces the uncertainty in the robot’s location.

The foremost challenge in the design of the localisation module is finding an
efficient method for representing and updating the probability distribution. The
most obvious solution is to divide up the space of possible robot locations into
discrete cells, each of which has a probability associated with it. However, as I will
show in Chapter 9, this approach has a number difficulties associated with it. As
an alternative, I have developed a population-based approach that makes use of a
genetic algorithm (of sorts). This approach is discussed in detail in Chapter 9, where

I will show that it is both efficient and effective.

3.4.4 Planning

The planning module is responsible for finding a series of actions that will not only
take the robot to the goal, it will allow the robot to know that it has reached to

goal. This statement can be made more precise if we describe the robot’s state not
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in terms of its location, but in terms of its knowledge about its location. That is, the
robot’s state is described by the location probability distribution. Consequently, the
role of the planning module is to find a series of actions that will take the robot from
its initial state (in which the robot’s location may be completely unknown) to the
goal state (in which the robot is certain that it is at the goal location). In principle,
this can be done by simply searching the space of such states, using the global model
to determine how states are connected. In practice, this is utterly impossible : the
search space is huge, even for the most trivial examples.

As an alternative, the planning module make use of the concept of a navigation
strategy. Navigation strategies represent a partial solution to the planning problem,
one that will enable to robot to reach the goal in a reasonable amount of time, on
most occasions and in most environments. In Chapter 9, I will describe a number
of different navigation strategies and compare their performance in an experimental

context.

3.5 The User Interface Layer

The user interface layer implements an extensive and sophisticated user interface.
User interface design is an aspect of robotics that is often overlooked — after all, the
‘user’ is typically the researcher who developed the system, who presumably does
not need a sophisticated interface though which to interact with the robot. This
argument, however, misses the point. Without an effective user interface, the robot
becomes a ‘black box’ — one can observe its behaviour, but can only guess at the
reasoning processes that lead to that behaviour. My personal experience has been

that a good user interface, through which the researcher can observe and modify the
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Figure 3.7: Snapshot of the user interface (this is the Windows NT version). Note
the various of windows, each of which displays a different kind of information. From
top to bottom: the global window, the image window, the local window, the trace

window, the status window, the command window.
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internal state of the robot, greatly accelerates the software development process. In
the long run, it also leads to the creation of a much more robust system.

As a concrete example, consider the user interface shown in Figure 3.7. This
figure shows an application with a number of windows, each of which displays a

different kind of data. For example:

e The image window shows the raw data coming in from the camera — this allows
one to see if the camera is functioning incorrectly or if the lighting conditions

are unsuitable.

e The trace window shows the evolution over time of a number of variables,
including the robot’s speed. This is very useful for detecting a number of
problems, such as flat batteries or poorly tuned PID control loops on the

robot’s motors.

e The local window shows the local occupancy map and the robot’s intended
path — this allows one to see if the sonar or visual mapping modules are
malfunctioning, or if the local navigation module is finding bad paths for the

robot to follow.

e The global window shows the global model of the environment, with the prob-
ability distribution representing the robot’s current belief about its location

superimposed.
Some windows can also be used to alter the state of modules. For example:

e The command window allows the user to enter text commands. One can,
for example, disable the local and global layers and take direct control of the

robot’s motors.
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e The local window allows the user to specify a goal for the local navigation
module (after the global layer has been disabled) by clicking on the map with
a mouse. This is extremely useful for testing the performance of the local layer

in isolation.

3.6 Conclusion

In the following chapters, each of the modules that make up the local and global
layers is described in detail. In addition, Chapter 4 describes the low-level hardware
and software on which the system is implemented.

Note that the ordering of these chapters is pedagogical: each chapter describes a
set of capabilities that build on those described in previous chapters. The ordering
is also largely chronological, reflecting the order in which the research was actually

conducted.
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Implementation

“And now for a drop of tenderness, but I must add only a touch;
for without a drop of tenderness, he might destroy me...

whoops, too much!”

Theme song from Milton the Monster.
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Abstract
This chapter describes the robot platforms on which the navigation system described
i this thesis has been tmplemented. It describes both hardware and software archi-

tectures, and lays the groundwork for the chapters which follow.

4.1 Hardware

In the course of this research, I have made use of three different mobile robot plat-
forms: J Edgar, Piglet and Tigger (see Figure 4.1). Two of these robots — Piglet and
Tigger — were built from scratch, while J Edgar is a heavily modified ‘Maxi-Fander’
robot from Branch Denning Associates. In the following sections, I will briefly de-
scribe each of these robots: their capabilities, strengths and weaknesses. 1 will also

look at the issue of robot kinematics, which is common to all three platforms.

4.1.1 J Edgar

J Edgar started its life as a ‘Maxi-Fander’ robot from Branch Denning Associates,
and is so named because in its original incarnation it bore a strong resemblance to
a vacuum cleaner. Since then, I have rebuilt this robot a number of times to turn it
into a more useful research platform. J Edgar’s specifications are given in Table 4.1.
Basically, this robot can be thought of as a PC on wheels, which is further equipped

with a rotating sonar head, a camera and frame-grabber.
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Figure 4.1: Family portrait, from left to right: J Edgar, Piglet and Tigger
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An important aspect of J Edgar’s design is that it uses a mixture of on-board and
off-board processing. The on-board processor is connected to an off-board processor
(in the form of a PC or workstation) via a radio modem. Most computation is
carried out off-board, leaving the on-board processor only the most basic of tasks.
This general configuration is shown in Figure 4.2. There are a number advantages

to this arrangement:

e Power — the on-board processor is one of the major drains on the robot’s
batteries, and hence is one of the limiting factors for battery life. Reducing
the amount of processing the robot has to carry on-board therefore increases

battery life.

e Cost — off-board computation is much cheaper than on-board computation.
While the off-board processor can be an existing PC or workstation, the on-

board processor must generally be a dedicated device.

e FEase of development — it is much easier to develop code for the off-board
processor (where standard interactive debugging tools can be used) than it is
to develop code for the on-board processor (where one must employ program

traces, remote debuggers and the like).

Note that there are some functions which cannot be carried out off-board. In par-
ticular, the high latency and relatively low data-rates of the radio modem means
that both low-level motor control and image processing must be carried out by the
on-board processor.

From a research perspective, J Edgar has a number of limitations: it is large, it is
heavy and it has quite limited battery life (about 1.5 hours of continuous operation).

The size, in particular, is a limiting factor — it is difficult to find the space necessary
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to construct interesting environments in which to carry out experiments. Most
experiments conducted using J Edgar have therefore been carried out within the
corridors of the building in which I work. While this has been useful in ‘keeping me
honest’ (since I don’t have the opportunity to ‘tweak’ the environment to suit the
robot), it has also made it difficult to test certain elements of the system’s behaviour.
The robots Piglet and Tigger, which are much smaller than J Edgar, where built

specifically to address this limitation.

4.1.2 Piglet

Piglet (which is named in honour of the A. A. Milne character from Winnie-the-
Pooh) is a bare-bones robot, which takes the notion that the robot’s on-board pro-
cessor should do as little as possible to the extreme. This robot has practically zero
on-board intelligence. It also has no means for acquiring and digitising images. In-
stead, raw video from the robot’s camera is fed into an analogue video transmitter,
from which it is sent back to a base station and into a frame-grabber connected to
the off-board processor. The general configuration is shown in Figure 4.3. Piglet’s
specifications are given in Table 4.2. Piglet can be thought of as a remote control
vehicle with a camera strapped to it.

Piglet has many advantages over J Edgar: it is small, it is light and it costs less
than one-tenth the price of J Edgar. However, it also has a number of significant

limitations:

e The quality of the video transmitter’s signal is highly variable. As the robot
moves, the image may be obscured by static or may disappear completely.
Also, the video transmitter and radio modem (both of which are RF devices)

tend to interfere with one another.
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Figure 4.2: Physical setup for J Edgar. Processing is divided between the host

computer and the robot’s on-board CPU. Communication is via a radio modem.

Images from the camera are digitised by the on-board frame-grabber.

CPU Standard PC motherboard with 486 CPU running at 33 MHz.
Sonar Single sonar transducer mounted on a rotating head

Vision Monochrome CCD camera, frame-grabber

Comms Spread-spectrum radio modem (maximum throughput 85kb/s)
Programming Via floppy disk

Kinematics Twin drive wheel (non-holonomic)

Dimensions 50 x 65 cm (w x h)

Weight 20kg

Battery life

1 hr (approx)

Table 4.1: Specifications for robot J Edgar.
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Figure 4.3: Physical setup for Piglet. Raw video from the camera is passed to an

analogue video transmitter, from which it is sent back to the base station.

CPU Microcontroller (Microchip PIC)

Sonar None

Vision Monochrome CCD PCB camera, analogue video transmitter
Comms Spread-spectrum radio modem (max throughput 85kb/s)

Programming Via EPROM

Kinematics Twin drive wheel (non-holonomic)
Dimensions 15 x 25 cm (w X h)
Weight 1kg

Battery life 1 hr

Table 4.2: Specifications for robot Piglet.
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e The robot employs a Microchip PIC microcontroller as its central process-
ing unit. Unfortunately, these devices are not in-circuit programmable. As a
result, reprogramming the robot is a laborious process in which the microcon-

troller chip must be extracted, erased, re-programmed and re-inserted.

As a direct consequence of these limitations, Piglet was quickly superseded by a new

design: Tigger.

4.1.3 Tigger

Tigger, which is also named after a character from Winnie-the-Pooh, represents
a compromise between the two extremes represented by J Edgar (with a quite a
lot of on-board processing power, much of it unused) and Piglet (with practically
no on-board processing power). Tigger has neither a frame-grabber nor a video
transmitter; instead, it has a digital camera that can be directly interfaced with
the robot’s CPU. This has proved to be a key element in the success of this design,
since it entirely eliminates the need for a bulky, expensive and power hungry frame
grabber. Tigger’s specifications are given in Table 4.3. The physical configuration
is shown in Figure 4.4.

Tigger has proved to be an extremely versatile design. Since its construction,
it has been cloned a number of times for use in related research. To date, Tigger

clones have been used in the following projects:
e Model-based visual docking [22].
e Predator-prey models using Fuzzy Cognitive Maps [156].

e Interactive voice-controlled robotics [83, 84].
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Figure 4.4: Physical setup for Tigger. Processing is divided between the host com-
puter and the robot’s on-board CPU. Communication is via a radio packet controller.

Images from the digital camera are processed on-board and sent back to the host

computer.
CPU Dual microcontroller (Atmel AVR 8-bit RISC)
Sonar None
Vision Colour digital camera (Connectix Color Quickcam)
Comms Radio packet controller (max throughput 40kb/s)

Programming Via serial port

Kinematics Twin drive wheel (non-holonomic)
Dimensions 17 x 30 cm (w x h)
Weight 1.2kg

Battery life 1 hr

Table 4.3: Specifications for robot Tigger.
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e A mobile robot on the World Wide Web [166].

All of the experiments described in this thesis where conducted using either J Edgar

or Tigger.

4.1.4 Kinematics

All three robots — J Edgar, Piglet and Tigger — have identical kinematics: they have
a pair of independent drive wheels and a pair of passive castors (or teflon sliders).
The general configuration is shown in Figure 4.5. The drive wheels are equipped
with optical encoders that are used for both controlling the speed of the wheels (via
a simple PID control loop), and for odometry (i.e. estimating the robot’s position
and orientation based on the distance each wheel has travelled). With this geometry,
the robots are capable of following curves of any radius, from zero (i.e. turning in
place) to infinity (i.e. moving in a straight line). The fact that the robots can turn
in place, coupled with the fact that they are all roughly cylindrical, greatly simplifies
obstacle avoidance problems.

Controlling the robots is a fairly straight-forward matter. Consider Figure 4.5,
which shows the relationship between the individual wheel speeds (s1, s2), the robot’s

linear and angular speeds (v,w). From the diagram, it is clear that:

81+ S9
v =
2
S92 — 81
= . 4.1
w = 2o (11)
Or conversely, that
S = v— —
b 2W
w
Sa = V+ —== (4.2)
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Figure 4.5: Robot kinematics. By varying the speed of the two drive wheels, the
robot can be made to execute curves of any radius, from turning in place to straight-

line motion.
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where W is the distance between the robot’s wheels. Thus, a robot can be controlled
in two ways: one can either specify the target wheel speeds (81, §), or one can specify
the target linear and angular speeds (0, ). Naturally, since the PID control loops
driving the individual motors are far from perfect, the actual speeds may differ from
the target speeds.

Determining the position and orientation of a robot using odometry is also
straight-forward: one simply integrates the measured velocity of the robot over
time. The position (z,y) and orientation 6 of the robot is therefore given by:

t
r = /vcosﬁdt'
0

¢
y = /vsin@dt'
0

t
h = / wt! (4.3)
0

This result assumes that the robot is travelling over a planar surface.

Odometry is, of course, subject to two important limitations:
e The position of the robot is measured relative to some arbitrary origin.

e The estimate will tend to ‘drift’ over time as errors accumulate. Sources of
error include the limited resolution in the optical encoders and variation in

the elevation of the surface over which the robot is travelling.

Nevertheless, odometry does provide useful information. Throughout this thesis,
I will refer to the robot’s odometric position. In doing so, I am referring to both
the position (z,y) and orientation # of the robot computed using Equation 4.3. I
will also make use of the concept of an odometric coordinate system, which is the

coordinate system in which this position is defined.
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4.2 Software

In the course of this research, the basic software architecture has evolved many

times. Certain elements, however, have remained constant.

e The system is object-oriented, with each module being represented by a specific
class. This leads to a highly modular design in which subsystems can be
developed and tested independently. It also enhances code portability, since
any operating system specific code can be encapsulated within a few base

classes.

e The system is multi-threaded. Each module has its own thread of execution,
which facilitates multi-tasking between modules; from the programmers per-
spective, modules appear to run in parallel. This is an extremely useful feature;
it allows, for example, the visual mapping module to be building maps at the
same time as the global planning module is thinking about what the robot

should be doing next.

e The system employs a message-passing mechanism. Modules communicate
with one another by sending and receiving messages; all connections between
modules are determined at run time and are invisible to the programmer.
Furthermore, there is no central message-passing module to cause a commu-
nications bottleneck. This greatly enhances both the modularity and the re-
configurability of the system. One can, for example, add new modules (or

replace existing modules) without any modification of the existing code.

Another feature of the architecture that has not changed is the implementation

language: C++4. A number of other languages where considered — including Lisp and



4.2. SOFTWARE

71

[ Modul e

[ Message

HwJEdgar | nt er f ace

HWPi gl et I nterface

HwWTi gger I nterface

HWSi M nt er f ace

T T T T T

U Manager

N N N/ N N N

LcSonar Map

LcVi sual Map

LcNav

GbLandnar k

GbModel

GbLocal i sati on

A R R R R

GbPl anner

N NI N A N N N N

HwMPoseDat a

HwSonar Dat a

HwM nmageDat a

HwSet Speed

Ui Updat el nagePane

Ui Updat eLocal Pane

U Updat ed obal Pane

Ui ProcessComrmand

LcGetProximty

LcSet Goal

NN NN N N N N N N/ N

GbLandmar kDat a

GbModel Dat a

GbLocDat a

LT T LT LT T T I T T T

GbSet Goal

NN N N

Figure 4.6: Class hierarchy chart. Some classes have been omitted for the sake of

clarity.
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Java — but C++ ultimately won out because of its familiarity, (relative) portability
and speed.
Figure 4.6 shows a class hierarchy for the overall system. I will note just three

features of this hierarchy.

e All modules are derived from the common base class Module. This class en-
capsulates a range of commonly used functions and provides support for multi-
threading and message passing. A new module, with its own thread of execu-
tion and the ability to send and receive messages, can be created by simply

deriving a new class from this base class.

e All messages are derived from the common base class Message. New messages
can be created by declaring a new class that is derived from this base class.
The actual mechanism used to pass messages between subsystems is entirely
hidden by this class. At various times, a number of different mechanisms have
been employed, including shared memory queues, UDP sockets and function

lookup tables.

e Since the vast majority of the operating specific code is encapsulated within
just three classes — Module, Message and UiManager (which is responsible
for managing the user interface) — it is fairly easy to port the system to new
operating systems. The original system, written under OS/2, has since been

ported to Windows NT and Linux with relatively little effort.

The overall software architecture has shown itself to be extremely flexible. In ad-
dition to the research described here, this architecture has been used to support a
wide range of undergraduate projects. These projects have considered topics rang-

ing from the control of mobile robots using natural language [237] to biologically
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Chapter 5

Building Local Maps Using Sonar

“There’s a South Pole,” said Christopher Robin,“and I expect there’s
an East Pole and a West Pole, though people don’t like talking about

them.”

from Winnie-The-Pooh, by A. A. Milne.
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Abstract

This chapter addresses the problem of building environment maps from sonar range
data. It describes a novel mapping technique known as the response grid, which
offers a partial solution to the problem of specular reflections. The response grid
can be viewed as a generalisation of the occupancy grid approach proposed by FElfes
[74, 76, T7]. This chapter presents the mathematical formalism that underpins the
response grid approach, and describes how this approach is implemented through the

sonar mapping module.

5.1 Introduction

Building maps from sensory data is an important aspect of mobile robot navigation.
Ultrasonic range sensors are, superficially, an attractive sensor modality to use in
building such maps, due mainly to their low cost, high speed and relatively simple
output. Unfortunately, these sensors have a number of properties that make map

building a non-trivial process.

Properties of Ultrasonic Range Finders

Standard ultrasonic range sensors, such as the widely used Polaroid device, emit a
series of short ultrasonic pulses in a beam that is about 20° wide [126]. The pulses
propagate through the air, reflect off solid objects and arrive back at the sensor. By

timing the interval between the emitted pulse and the returned echo, these devices
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can measure ranges of up to about 10 meters with an accuracy of a few centimetres.

The difficulty with these devices is two-fold.

e Limited angular resolution. The broad beam produced by the sensor re-
sults in very poor angular resolution; i.e. the location of the object generating
the reflection is known accurately in only one dimension — along the beam

axis.

e Specular reflection. Normally, when the ultrasonic pulse encounters a sur-
face, it undergoes diffuse reflection; that is, the incoming pulse is re-radiated
in all directions. Therefore, regardless of the orientation of the surface, part
of the pulse will be echoed back to the sensor. With some surfaces, however,
the pulse will undergo specular reflection; that is, the pulse will reflect off the
surface in the same way that light reflects off a mirror. In such cases, the pulse
may not be reflected back to the sensor; in effect, the surface will appear to
be invisible. Alternatively, the pulse may undergo multiple reflections before

returning to the sensor, generating a misleading range measurement.

Environments such as offices and factories typically contain a mixture of surface

types, giving rise to both diffuse and specular reflections.

The Occupancy Grid Approach

The problem of limited angular resolution can be partially overcome by combining
range measurements from multiple viewpoints. Elfes [77] and Moravec [172] describe
a technique in which range measurements from multiple viewpoints are combined
in a two-dimensional ‘occupancy grid’. With this technique, the environment is

modelled as a two dimensional grid in which each cell must be in one of two states:
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occupied or unoccupied. The occupancy state of each cell is determined using a
simple Bayesian technique, in which measurements from multiple viewpoints are
combined to determine the probability that the cell is occupied.

The occupancy grid has two key advantages: it is fast and it is simple. Unfortu-
nately, it also has a major drawback — it does not cope well with specular reflections.
In the occupancy grid approach, specular reflections present a contradiction — a cell
may appear to be occupied when viewed from one direction, but unoccupied when

viewed from another.

The Response Grid Approach

To address the problem of specular reflections (at least in part), I have developed
a novel technique — called the response grid — that generalises the occupancy grid
concept. The response grid attempts to model the behaviour of ultrasonic range
sensors in a more physically realistic fashion, by accepting that a cell may generate
a response (i.e. appear to be occupied) when viewed in one direction, but will
not generate a response when viewed from another. The response grid approach
has most of the advantages of the occupancy grid approach — such as speed and
simplicity — but unlike the occupancy grid approach, it handles specular reflections
comparatively well.

In this chapter, I will present two different methods for generating response grids
from ultrasonic range data. The difference between the two methods lies in the
data fusion technique they employ: the first method employs Bayesian probabilistic
reasoning [28]; the second employs a Dempster-Shafer evidential reasoning [191,
218]. Both methods can be implemented in real time with modest computational

resources, which makes them well suited to the task of map building.
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The Sonar Mapping Module

The response grid approach is implemented through the sonar mapping module.
This module is responsible for building a local map, i.e. a map describing the area
within a few meters of the robot. No attempt is made to generate a global map,
which is a much more difficult task. In later chapters, I will show how the local map

can be used for both obstacle avoidance and landmark detection

Chapter Structure

The remainder of this chapter is structured as follows. Section 5.2 reviews some
related approaches to sonar-based mapping. Section 5.3 develops the mathematical
formalism that underpins the response grid approach, while Section 5.4 describes,
in detail, the implementation of this approach through the sonar mapping module.
Section 5.5 presents some experimental results obtained with the robot J Edgar. The
chapter concludes with a discussion of the strengths and weaknesses of the response
grid approach in Section 5.6.

Note that an early version of the work described in this chapter can be found in

[119].

5.2 Related Work

There is a vast amount of literature relating either directly or indirectly to the
problem of building maps from ultrasonic range data. Consequently, this review
will be restricted to a few representative examples. The approaches described in
these examples can be loosely grouped into three categories: grid-based approaches,

feature-based approaches, and advanced sensors (i.e. ultrasonic sensors that do more
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than simply determine the range of an object).

Grid-based Approaches

Perhaps the most common approach to sonar mapping in use today is the occpancy-
grid approach described by Elfes [74, 76, 77] and Moravec [172]. As stated in the
Introduction, this approach models the world in terms of a regular grid in which
cells may be in one of two states: occupied and unoccupied. A Bayesian data-fusion
technique is applied to determine the occupancy state of each cell, based on the
measurements made by an ultrasonic range sensor. Odometry is used to combine
measurements taken from different viewpoints. While the occupancy grid approach
is both fast and simple, it does not handle the problem of specular reflection. Pa-
gac at al [189, 190] describe a straight-forward modification of the occupancy-grid
approach, in which the Bayesian data-fusion technique is replaced with a technique
based on Dempster-Shafer evidential reasoning [191, 218].

It is worth noting that the response grid approach described in this chapter can
be thought of as a generalisation of both the original occupancy grid approach (due
to Elfes and Moravec) and its Dempster-Shafer variant (due to Pagac et al). As I
will show in Section 5.3, one can recover either of these formulations by choosing an
appropriate set of parameters for the response grid.

Beckerman et al [24] take an interesting alternative approach to the problem of
building grid-based maps with sonar. Whereas the occupancy grid approach is prin-
cipally concerned with managing stochastic errors (such as errors due to noise in the
sensor), the approach described by Beckerman is principally concerned with system-
atic errors. In particular, the authors are concerned with the errors that arise from

the limited angular resolution of standard ultrasonic range sensors. Their solution
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entails a four-valued labelling scheme in which each cell in the grid is assigned one of
four labels — occupied, empty, unknown, or conflict (meaning there is disagreement
about the state of a cell). Simple logic is used to combine cell labellings arising from
different range measurements. This logic is, however, driven by an understanding
of the underlying physical properties of the sensor. Up to this point, the approach
described by these authors is very much like a discrete logic version of the original
occupancy grid approach. However, the authors introduce one more step: a labelling
consistency algorithm. This algorithm is applied to force some cells to change state.
For example, isolated ‘occupied’ cells are changed to ‘unknown’ cells, on the assump-
tion that there are no point-like objects in the environment. This is very different
from the occupancy grid approach, in which each cell is treated in isolation. With
this approach, the state of a cell depends, at least in part, upon the state of its
neighbours. Potentially, this could be a very useful property. Unfortunately, despite
some musings on the subject by the authors, it is not clear how this approach could

be extended to handle specular reflections.

Harris [108] describes a biologically inspired approach in which the occupancy
grid is replaced with a network of artificial neurons. The neurons have lateral
connections that allow likely features (such as lines) to be reinforced, and unlikely
features (such as random scatter) to be inhibited. While this approach is potentially
interesting, the work described in [108] is very preliminary. It does not, for example,
consider the issue of how the network should be trained to maximise the quality of
the map (the network, as described, uses hand-coded weights). In principle, however,

this approach might be able to solve the problem of specular reflections.

Thrun [243] also uses a neural network for building occupancy maps. Readings

from a number of sensors are fed into a neural network, which then determines



5.2. RELATED WORK 83

the probability that a cell is occupied. The network is trained, oddly enough, on
simulation data. Nevertheless, very good results are reported. The key advantage
of this approach is that readings from multiple sensors can be processed at the same
time; in some cases, this allows specular reflections to be suppressed, as the network
considers the readings obtained from two or more different range sensors. Note that,
this approach is quite different from that proposed by Harris: there are no lateral

connections between cells, so each cell is treated independently.

Feature-based Approaches

One of the earlier attempts at handling the problems associated with specular re-

flections is due to Brown [43]. He writes:

Using an ultrasonic sensor to look at arbitrary objects in a room is
rather like standing in a room completely filled with mirrored objects

and having only a penlight glued to your forehead as a source of light...

Brown considers the problem of an ultrasonic range sensor mounted on a robot arm.
He develops a mathematical theory for determining the bearing of a planer surface
(which gives rise to specular reflections), based on measurements taken from three
different positions (or by three well spaced sensors). He goes on to show how the
robot might ‘track’ that surface, much in the way that a mobile robot might follow
a wall. Unfortunately, despite the elegance of this approach, it is unclear how well
it would ‘scale up’ to a mobile robot applications, where the environment is much
more cluttered, and contains a mixture of surface types (both diffuse and specular).

Bozma et al [33] also look at the problem of specular environments. They go
further than Brown, developing a method for classifying environmental features into

planes, corners and edges (or outside-corners). Planes and corners are distinguished
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from edges by rotating the sensor; planes are distinguished from corners by trans-
lating the sensor. These features are then used to build an environment map. The
limitations of this approach are two-fold: it works only in environments made up
of specular surfaces (diffuse surfaces are not handled), and features that are close

together cannot be resolved (due to the limited angular resolution of the sensor).

In a related piece of work, Kuc et al [150] describe a navigation strategy that
makes use of the approach described by Bozma. This strategy is designed to ensure
that the robot builds an accurate and complete map as it goes about reaching
its goal. Using its knowledge of the physical properties of the sensor, the robot can
follow a path that ensures that it does not have any nasty surprises, such as colliding
with a wall it has not detected. Unfortunately, as is the case with [33], this approach

works only in environments made entirely of specular surfaces.

Lee [155] builds on the earlier work on Leonard et al [158] to construct feature-
based maps of the environment. With this approach, similar sonar readings are
grouped to form regions of constant depth (RCD’s). This reduces the uncertainty
associated with bearing of a detected object, since the object must lie in the overlap
between the various sonar beams making up the RCD. Individual RCD’s are then
formed into clusters, with each cluster corresponding to a possible feature, such as a
plane or an edge. When a cluster becomes big enough, it is added to the map. The
advantage of this approach is that it builds very nice maps, even in environments
containing a mixture of diffuse and specular surfaces. Unfortunately, it is also prone
to missing certain features, since there may not be enough range readings to form

either an RCD or a significant cluster. In addition, this method is quite slow.

The final feature-based approach I will consider is due to Kurz [152] (in this

case, ‘feature-based’ is used in the loosest possible sense). Kurz describes a method
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for building a topological map of the environment, in which each node corresponds
to a particular sensor ‘situation’. These ‘situations’ are learnt automatically by the
robot by applying an unsupervised clustering algorithm to the data obtained from
a ring of ultrasonic range sensors. While the results are good, this approach is
primarily focused on the problem of building global maps for localisation, rather
than the problem of building local maps for obstacle avoidance. The ‘situations’, in
particular, are difficult to interpret, since they do not necessarily correspond to the

kind of ‘situations’ that would be understood by a human.

Advanced Sensors

A number of authors have looked at the sonar mapping problem from a hardware
perspective, and have designed sensors that are much more sophisticated than the
simple time-of-flight range sensors that are normally used. A general comment that
could be applied to most of these sensors is: ‘nice if you’ve got them’.

Ohya et al [183] describe a special sensor that is capable of measuring the orien-
tation of a surface. The sensor has one transmitter and two receivers; the orientation
of a reflecting surface can be determined from phase difference measured by these
receivers. Thus, the sensor returns two pieces of information: the range to a surface,
and the orientation of that surface with respect to the sensor. Armed with this in-
formation, one can build a vector representation of the environment, in which each
vector represents a surface normal. Some basic continuity conditions are then ap-
plied to form these surface normals into features, such as walls and corners. The map
building process is significantly simplified by the availability of surface orientation
information.

Bozma et al [34, 35] also describe a special sensor, but one which requires only
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a single transducer. By measuring both the echo-energy and echo-duration of the
return signal (as opposed to just the time-of-flight), it is possible to determine the
texture of the reflecting surface. That is, the surface can be classified as smooth,
rough, very rough, etc. A feature-based map is then constructed, in which the

surface texture is used to distinguish between types of feature.

Yata et al [261] present a method for accurately determining both the range and
bearing of an object with a single ultrasonic transducer. Since the transducer is
not equally sensitive in all directions, the power spectrum of the return signal will
depend upon the bearing of the reflecting object. Hence, by carefully monitoring
this spectrum, it is possible to determine both the bearing and range of the object
with a reasonable degree of accuracy (there is, unfortunately, an ambiguity in the
sign of the bearing, due to the symmetric nature of the transducer). As it stands,
this method is quite computationally expensive. While the authors suggest that
the computation could be done in hardware, at this point, such hardware remains

a proposal only.

Kleeman et al [137] describe a quite remarkable ultrasonic sensor that is capable
of determining both the range and bearing of objects to a very high degree of accu-
racy (sub-centimetre in range, and sub-degree in bearing). The sensor is also able to
classify objects into planes, corners and edges. Physically, the sensor is made up of
two transmitters and two receivers, spaced about 20cm apart (actually, the sensor
has three transducers — one transmitter, one receiver and one transmitter/receiver).
The sensor is able to measure the bearing of objects by considering the phase dif-
ference between the signals measured by the two receivers. It is able to distinguish
between different types of objects by using the two transmitters. Perhaps the only

drawback with this type of sensor is its size, and the amount of computation re-
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quired to generate the final measurements. A three dimensional version of this
sensor, which can measure the range, bearing and elevation of an object is described
Akbarally [3].

Unfortunately, advanced sensors of this kind are not readily available. Therefore,
the response grid approach described in this chapter makes use of standard ultrasonic

range sensors. These are commercially available, off-the-shelf devices.

5.3 Mathematical Formalism

5.3.1 The Response Grid

The response grid models the environment as a set of cells arranged in a regular
two-dimensional grid. A given cell in the grid may either be entirely empty, or else
it may contain one or more surfaces which reflect ultrasonic pulses (see, for example,

Figure 5.1). A pulse entering a cell will do one of three things:

e If the cell is entirely empty, the pulse will pass through the cell unaffected.

e If the cell contains one or more reflective surfaces, the pulse may be reflected

back to the ultrasonic detector.

e If the cell contains one or more reflective surfaces, the pulse may be reflected

away from the ultrasonic detector.

The behaviour of a pulse reflecting off a surface contained in the cell will depend
upon the orientation of the surface and the direction of the incoming pulse. If a
pulse which is propagating in some given direction is reflected back to the detector,
the cell is said to have a response in that direction. Furthermore, any cell having a

response in one or more directions is assumed to be occupied.
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Figure 5.1: Tllustration of the response grid approach. In this particular grid, each

cell may have up to 8 response directions (n = 8).
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Note that this leaves open the possibility of a cell being occupied, but not having
a response in any direction. This situation can arise either when the cell contains
a material that entirely absorbs incident pulses, or else contains a surface that re-
flects the pulses in such a way that they can never return to the detector. The
former case arises rarely in real world situations, and can be ignored; the latter
case requires more careful consideration. The model that is proposed here is two
dimensional, being intended for use with mobile robots whose ultrasonic sensors are
constrained to motion in a plane. To an ultrasonic sensor so constrained, certain
three-dimensional shapes are effectively invisible. Thus any algorithm using ultra-
sonic sensor data to determine occupancy must fail under certain environmental
conditions. Fortunately, such conditions are rare in most environments, particularly

human-made environments such as offices and factories.

A second problem arises when a surface reflects pulses in such a way that they
travel to another surface and are then reflected back to the detector. Without
some way of knowing that this ‘multiple reflection’ effect has occurred, the detected
response will be attributed to the wrong cell. Consequently, a cell which is in fact
empty may appear to be occupied. The method described in this chapter does not
explicitly model such effects; as a result, multiple reflections can manifest themselves

as artefacts in the generated maps.

The model described above can be expressed mathematically as follows. The
occupancy of a cell at location (z,y) is measured by the state variable Occ(z,y)

which can have one of two values:

Occ(z,y) = [occupied, unoccupied). (5.1)
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The response of a cell in some direction 7 is measured by the state variable Res(z, y,1):
Res(z,y, 1) = [response, no response]. (5.2)

The direction ¢ is allowed to take integer values between 1 and n. The two state
variables are bound together by a logical implication. In order to express this clearly,

we define a set of propositions:

Ozy = Occ(z,y) = occupied

R,,: : Res(z,y,i) = response. (5.3)

That is, the proposition O,, states that the cell at (z,y) is occupied, and the
proposition R, ,; states that the cell at (z,y) generates a response in direction i.

We can therefore write the implication:
OI,Z/ ~ Rmyy;l V RI,Z/Q T V Rz’ya”_l v RI,%”' (54)

That is, the cell is said to be occupied if it generates a response in any of n different
directions; and unoccupied if fails to generate a response in all n directions. Note
that while the response grid is very good at determining which cells are occupied; it
is not very good at determining which cells are unoccupied. A cell can only be said
to be occupied if it has been viewed from every possible direction. Unfortunately,
this does limit the applicability of this technique to robot navigation tasks — it tends
to lead to very conservative behaviour on the part of the robot.

In the following sections, I will present two different methods for using ultrasonic
range data to determine the response properties of each cell, and thence to determine
its occupancy. The first method employs Bayesian probabilistic reasoning [28], the

second employs Dempster-Shafer evidential reasoning [191, 218].
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5.3.2 Method 1: Bayesian

The objective of the Bayesian method is to determine, for each cell, the probability
that the cell is occupied. That is, for a cell at (x,y) we wish to determine the
probability that the proposition O, is true. Rather than attempting to calculate
this probability directly from the range data, we compute it indirectly. Since O,
is related to the cell responses by the logical implication expressed in Equation 5.4,

the probability that the cell is occupied must be given by:
p(Ozay) = p(Rzayyl V R$7y52 e V Rl‘,y’n_l \/ Rﬂf,y,n)' (55)

To expand the right hand side of this equation, we make use of the fact that for two
independent propositions A and B, the probability of either A or B being true is
given by [28]

p(AV B) = p(A) +p(B) — p(A)p(B). (5.6)

Applying this to the above equation, one obtains after a little algebra:

P(Osy) =1 = ILi(1 = p(Rayy))- (5.7)

This expression can be used to compute the probability that a cell is occupied once
we have determined the cell response probabilities. Note that this involves the
determination of n separate probabilities for each cell, since {Ry 1 Ryyn} is a
set of n independent propositions.

Consider now just one proposition R, ,; corresponding to the response in direc-
tion ¢ for a cell at (z,y). We can apply Bayes’ rule to determine the probability that
R, 4. is true, given that the sonar sensor has measured an object with range r and

bearing 6:
p(”" 0 ‘ szyvi)

Rw i T,9 =
P(Beys |20 = 2200 0)

p(Rw,y,i). (58)
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In this expression p(R;,;) is the prior probability of obtaining a response. In
Bayesian approaches it is very common to set the prior probability to 0.5 to in-
dicate no opinion. However, in our case this leads to undesirable results. Consider a
single cell for which we have no measurements; applying Equation 5.7 to determine
the probability that the cell is occupied would yield p(O,,) = 1—0.5". So for n =8
we would have p(O,,) = 0.996. That is, on the basis of no measurements what-
soever we would conclude with near certainty that the cell is occupied. A better
way to set the prior probabilities in this case is to demand that p(O,,) = 0.5 in the
absence of any measurements. This implies that we should set the prior probability

to:

S|

P(Rzyi) =1—(0.5)n. (5.9)

where n is the number of response directions.
The denominator in Equation 5.8 gives the probability of obtaining the measure-
ment (7, 0), and can be thought of as a normalisation constant. That is, p(r, #) must

be such that:
p(Rw,y,i

T, 0) +p(_'Rz,y,i ‘ T, 0) =1 (510)

where =R, ,; denotes the proposition that the cell at (z,y) does not produce a
response in direction ¢. The probability p(—=R;,, | 7,0) is also computed using

Bayes’ Law:
p(r7 0 ‘ _‘Rmayvi)

p(r,0)
The most important term in Equation 5.8 and Equation 5.11 is the sensor model

p(_'Rz,y,z' T, 0) = p(ﬁRm,y,Z’). (511)

described by p(r,0 | R;,:) and p(r,0 | = Ry,;). The first term indicates the proba-
bility of obtaining the measurement (r, ), given that the proposition R, ,; is true;

while the second term indicates the probability of obtaining the measurement (r, ),

given that the proposition R, ,; is false. The sensor model is the key element in
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the Bayesian formalism, since it encodes all of the robot’s knowledge about the
properties of the sensor. Qualitatively, the sensor model used by the sonar mapping

module can be expressed as follows:

e If the cell’s bearing is such that it lies within the detection region of the sensor
(see Figure 5.2), and the bearing of the cell is the same as the response direction
1, and the cell is closer to the sensor than the recorded range, the cell probably

does not a generate response in this direction:

p(r,0 | Ryyi) = 0.1
p(T,0 | _'Rw,y,z') = 0.9. (512)

e If the cell’s bearing is such that it lies within the detection region of the sensor,
and the bearing of the cell is the same as the response direction ¢, and the cell
is at about the same distance from the sensor as the recorded range, the cell

may generate a response in this direction.

p(r,0 | Ryyi) = afr
p(r,0 | ~"Rzyi) = 0.1 (5.13)

e Otherwise, we know nothing about this cell:

p(r,0 | Ryyi) = 0.5
p(r,8 | ~Ryyi) = 0.5. (5.14)

The first and last parts of this model are self-explanatory, but the second requires
some explanation. When the sensor records a range r we know that something

at this range has generated a response. Due to the finite angular resolution of
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the detector, however, there may be a number of cells that may have generated
this response. In general, the number of such cells will be proportional to the
measured range, so the probability that any individual cell generated the response
is wnversely proportional to the measured range. In effect, we give more weight
to short range measurements than to long range measurements. This rule is both
physically plausible and intuitively appealing. The « that appears in the above rule
is a normalisation constant: summing over the probabilities assigned to each cell at

range r should yield a total probability of 1.

Note that, in practice, we only need to update those cells that lie within the
detection region of the sensor. The appropriate response probabilities will be either

increased or decreased, according to the sensor model given above.

While it is possible to construct more complex sensor models than the one given
above, this heuristic model is sufficient for most purposes.! Note also that the origi-
nal occupancy grid approach (due to Elfes [74, 76, 77]) can be recovered (albeit with
a somewhat simplified sensor model) by setting the number of response directions

n equal to 1.

Equations 5.7 and 5.8 provide us with the mathematical tools required to con-
struct a Bayesian response grid. A discussion of the practical implementation of such
a grid is presented in Section 5.4, where the implementation of both the Bayesian

and Dempster-Shafer methods is considered.

LConstructing a sensor model that is both mathematically and physically justifiable is a some-
what involved process. Since this process makes use of Kolmogoroff’s theorem (which involves a
summation over all possible world states), one must have a detailed understanding not only of the

sensor, but of the environment in which it is to be used. See [75] for details.
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5.3.3 Method 2: Dempster-Shafer

The Dempster-Shafer Theory of Evidence [142, 191, 218] can be applied to the
response grid in a straight-forward fashion. The objective is to determine the support
for the proposition O, ,; that is, the amount of evidence for the proposition that the
cell at (x,y) is occupied. From the logical implication expressed in Equation 5.4, we

can write the following:
Sup(Oyy) = Sup(Ray,1 V Roy2 -V Royn-1V Royn)- (5.15)

To expand the right hand side of this equation, the Dempster-Shafer analogue of
Equation 5.7 is used. Given two independent propositions A and B, the support for
the combined proposition AV B is given by [16]:

Sup(A Vv B) = Sup(A) + Sup(B) — Sup(A)Sup(B). (5.16)
Applying this to Equation 5.15, one obtains:
Sup(Oyy) =1 —I1;(1 — Sup(Ruy)), (5.17)

which allows us to calculate the support for the proposition that a cell is occupied,
once we have determined the support for each of the propositions {Ry 41+ Ry yn}-

Consider now just one proposition R, ,;, corresponding to the response in di-
rection i for a cell at (z,y). In order to determine the support for the proposition
that the cell responds in this direction, the Dempster-Shafer approach requires that
we construct a relevant frame of discernment, which is a set containing all the
propositions of interest. In our case, the frame of discernment contains just two

propositions: that the cell responds, or that it does not:

O ={Rypy,i, " Ryyi}- (5.18)
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In general, support for these propositions cannot be determined directly from the
available evidence. Instead, support is computed indirectly via a mass distribution.
The mass distribution allows us to allocate a ‘weight’ to any element in the frame
of discernment, or to any proper subset of the frame of discernment. Thus, in this

application, the mass distribution can assign weight to any element in the set:
29 = {R$5y’i’ _‘Rzayyi’ Rmzyai v _‘Rz5y7i}' (519)

The weight assigned to an element in this set indicates the amount of evidence that
supports that element directly. Support for propositions in the frame of discernment
can be calculated according to the rule:

Sup(A) = > m(B). (5.20)

BCA

Thus the support for the proposition R, ,; is trivially equal to

The mass distribution is somewhat similar to a probability distribution in that it
must be non-negative and must sum to one. Consider the following mass distribu-

tion:

m(Rw,y,i) =0
m(—Ryy;) = 0
For brevity we write this as m = (0,0, 1). This distribution corresponds to complete

ignorance, since it will yield no support for either R, ,; or its negation. Contrast this

with the distribution m = (1, 0, 0), which indicates complete support for R, , ; and no
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support for its negation; and with m = (0.5, 0.5, 0), which indicates a contradiction
— there is equal support for R;,; and its negation. One of the attractive features of
the Dempster-Shafer approach is the way in which ignorance and contradiction are
clearly distinguished; this is not true of the Bayesian approach.

In our problem, every new measurement arriving from the ultrasonic sensor is
treated as a new piece of evidence for which we must generate a mass distribution.
These separate distributions can then be combined to generate a collective opinion.
If m(A | ry,6,) and m(B | re,0;) represent mass distributions arising from a pair
of independent measurements (r1,6;) and (rq,6s), the combined mass distribution
m(C | 71,6172, 65) is given by Dempster’s rule [160]:

1

m(C’ ‘ ’/’1,91;7"2,92) = 1— Z m(A ‘ T1, Hl)m(B | ’/'2,02), (523)
— K AnB=C
where x is defined as
k= Y m(A|r,0)m(B|rs,0s), (5.24)
ANB=0

and A, B and C are elements of the set { Ry, "Ry, Ry V 7Ry }. Inspecting the above
equation, one can see that when a contradiction exists (for example when there is
support for both a proposition and its negation), x will be non-zero. As a result & is
usually interpreted as indicating the degree of contradiction between the two mass
distributions. Dempster’s rule can be thought of as Dempster-Shafer equivalent of
Bayes’ rule.

The rule used by the sonar mapping module for generating mass distributions
from range measurements is analogous to the sensor model used in the Bayesian

case. Qualitatively, it is expressed as follows:

o If the cell’s bearing is such that it lies within the detection region of the sensor,

and the bearing of the cell is the same as the response direction i, and the cell
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is closer to the sensor than the recorded range, then there is evidence that the

cell does not generate a response in this direction:

m(Ryyi|m8) = 0
m(—Rgyi|7,0) = 0.9
m(Rw’y’i V ﬁRx,y,i ‘ T, 0) = 01 (525)

o If the cell’s bearing is such that it lies within the detection region of the sensor,
and the bearing of the cell is the same as the response direction %, and the cell is
the same distance from the sensor as the recorded range, then there is evidence

that the cell may generate a response in this direction:

Mm(Ryyi |7 0) = afr
m(—Rgyi|7,0) = 0
M(RyyiV " Ryyi|7,0) = 1—afr (5.26)

e Otherwise, we know nothing about the response of this cell:

m(Ryyi |7, 60) = 0
m(—Rgyi|7,0) = 0
m(Rx,y,i Vv _‘Rm,y,i | T, 9) = 1. (527)

The reasoning used to arrive at this model is identical to that used in the Bayesian
case. Note, however, that the initial, or prior, mass distribution used corresponds
to complete ignorance — m = (0,0, 1).

The implementation of the Dempster-Shafer method is considered in the next

section.
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5.4 The Sonar Mapping Module

The sonar mapping module is capable of implementing both of the update methods
described in the previous section. The implementation for these methods is, in fact,
remarkably similar.

The map is represented by a two-dimensional array, with each cell corresponding
to a small region of the environment. Associated with each cell is a value repre-
senting the cell’s occupancy, together with an array of values representing the cell’s
responses. The meaning of these values will depend upon the particular update
method being used. Odometry is used to combine measurements taken from dif-
ferent robot locations. Unfortunately, since odometry is prone to cumulative drift,
it can only be used over short distances. Consequently, the sonar mapping module
does not attempt to build a map of the robot’s global environment. Instead, it builds
a local map. The local map can be thought of as a moving ‘window’ defined with
respect to the odometric coordinate system. As the robot moves, the window is also
moved so that it remains centred around the robot (strictly speaking, the window is
moved whenever the robot leaves the central cell in the map, and it is always moved
by an integral number of cells). This situation is illustrated in Figure 5.2.

The map is updated in response to two different events.

e When the robot moves, the entire map is translated. As a result, some cells
will ‘fall off” the edge of the map (at which point the information encoded in
these cells is lost). At the same time, new cells will be added at the opposite
side of the map. These cells are initialised to some set of prior values according

to the rules described in the following sections.

e When a sonar measurement is taken, the sonar mapping module first deter-
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y
" —
Local Map
‘J;H ‘Jn
Odometric Coordinte System X

(a) (b)

Figure 5.2: (a) The sensor model. Only those cells lying between the robot and
the detected obstacle in an arc of 20° are updated. (b) Relationship between the
odometric coordinate system and the local map. The local map ‘window’ remains

centered around the robot at all times.
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mines which of the cells in the array need to be updated. Since the pulse
emitted by the ultrasonic sensor propagates outward through a conical region
of space, only the cells corresponding to this region of space need be updated.
See, for example, Figure 5.2. Furthermore, for each of the candidate cells, only
one of the response directions needs to be updated — that corresponding to
the direction of the emitted pulse. Once this determination has been made,
the appropriate cell response can be updated and the overall cell occupancy
recomputed. The details of the update process depend upon the method being

used, as described in the following sections.

Note that, for the sake of speed, many of the operations used in this process are

pre-computed, with the results stored in look-up tables.

5.4.1 Method 1: Bayesian

Consider first the Bayesian method. The cell occupancy is represented by the prob-
ability p(O,,) and the cell responses by an array of probabilities p(Ry ;). These

probabilities are initialised according to the rules discussed in Section 5.3.2:

p(Reyi) < 1—05%
p(0s,) « 0.5. (5.28)

This initialisation is also applied to cells that are ‘added’ when the map is translated.
When the sonar sensor generates a measurement (7, ), a single response probability
is updated as follows:

p(ra 0 ‘ Rm,y,z’)p(Rw,y,i)
T, 0 | Rm,y,i)p(Rz,y,i) + p(T‘, 0 | _'Rm,y,i)p(_'Rm,y,i)

P(Rayi) « o (5.29)
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This is simply Bayes’ law (equation 5.8) recast in an incremental form, with the
current response probability used as the prior probability. The sensor model, Equa-
tions 5.12 to 5.14, is used to determine p(r,0 | R, ;) and p(r,0 | =R, ;). There is
no attempt to interpolate between response directions — the measurement is simply
‘binned’, and one response probability is updated. A more sophisticated version
(which has not been implemented) would update adjacent response directions.

The new cell occupancy p(O,,) is recomputed using Equation 5.7.
P(Ozy) ¢ 1 = IL(1 — p(Roy.:))- (5.30)

Note that the incremental form of Bayes’ Law (Equation 5.29) assumes that
successive measurements are statistically independent [28]; i.e. that the uncertainty
associated with each measurement is due to random, not systematic, effects. Since
this is most certainly not the case for sonar measurements (the majority of the
uncertainty is associated with the finite angular resolution of the sensor), the overall

validity of the response grid approach must be tested experimentally.

5.4.2 Method 2: Dempster-Shafer

In the Dempster-Shafer implementation, cell occupancy is represented by the sup-
port Sup(O;,), and cell responses by an array of mass distributions m(R, ),

m(— Ry yi), M(RgyiV —Ryyi). These are initialised to ‘don’t know’ values:

m(Rzyi) < O

m(—Ryyi) < 0

M(RyyiV Ryyi) « 1
Sup(Ogzy) < 0. (5.31)
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This initialisation is also applied to cells that are ‘added’ when the map is translated.
When the sonar sensor generates a measurement (r,6), the mass distribution for a

single response direction is updated as follows:

1
m(Ryyi) < 1_r [Mm(Ray,i | 7, 0)m(Ra,y,:)

+m(Ryyi V Ry | 7,0)m(Rey)
+m(Ryyi | 7,0)m(Ryyi V Ry yi)]
M(Reyi) o (R | 7, O)m( Ry
+m(Ryyi V Ry | 7,0)m(—Ryyi)
+ (=R | 7,0)m(Reyi V - Ray,)]
MRV ~Ra) ¢ 1 (R VR | 7, 0)m(Rays V Ry )(5.32)

where
k=1m(Ryyi | 7,0)m(—Ryy;) + m(—Ryyi | 7,0)m(Ryy)- (5.33)
The three expressions in Equation 5.32 represent an expanded version of Dempster’s
rule, Equation 5.23 (the third expression is, in fact, redundant; m(R, , ;V— R, ;) can
be computed from the normalisation condition). The sensor model, Equations 5.25
to 5.27, is used to determine the value of the terms m(Ry,; | 7,6), m(— Ry, | 7,0),
M(Ryyi V " Ryyi | 7,0). The new cell occupancy Sup(O,,) is recomputed using
Equation 5.16:
Sup(Oyzy) =1 —1IL[1 — m(Ryy4)], (5.34)

where we have made use of Equation 5.21 to rewrite the support in terms of the
mass distribution.

Note that, as in the Bayesian case, the incremental form of Dempster’s Rule
(Equation 5.32) assumes that successive measurements are independent [191, 218].

This assumption must be validated experimentally.
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5.5 Experimental results

The results presented in this section were obtained using the robot J Edgar, which is
equipped with a single Texas Instruments/Polaroid ultrasonic range-finder attached
to a pivoting head (Figure 5.3). The sensor has an unobstructed view and can rotate
through 360° in 7.5° increments. Consequently, 48 range readings are generated by
each ‘sweep’ of the pivoting head. Figure 5.3 shows the environment in which the
experiments were conducted; this is a relatively complex environment containing
a number of boxes, a hatstand and a chair. The boxes were deliberately chosen
because they give rise to specular reflections. The robot was allowed to travel in a
more-or-less straight line between the obstacles, taking range readings as it went.
The results presented in this section include readings from about 30 complete sweeps
of the sensor head, i.e. about 1440 individual readings. The robot’s location was
determined by odometry.

Figure 5.4 shows the maps produced by the two different methods (Bayesian
and Dempster-Shafer) for varying values of n (i.e. varying numbers of response
directions). Each pixel in these maps represents a region 4 centimetres square.
Cells which are probably occupied (or for which there is strong support) appear
darker than cells which are probably unoccupied. The dotted line shows the path
taken by the robot.

Consider first the result for 8 response directions (n = 8). The Bayesian and
Dempster-Shafer maps are quite similar (not withstanding the fact that in the
Bayesian map, ‘unknown’ cells appear as grey, whereas in the Dempster-Shafer
map they appear white). These maps clearly show the various boxes, the hatstand
and the chair in the test environment. A surprising feature of these maps is that

multiple reflections (in which the ultrasonic pulse reflects off a number of surfaces
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Figure 5.3: (a) J Edgar’s rotating sonar head. (b) The test environment.
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Bayesian Dempster-Shafer
XN
Ideal
n=1
n=4
n=3~8
n =16

Figure 5.4: Occupancy maps obtained for the test environment. The dotted line

shows the path taken by the robot.
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before returning to the sensor) have not generated spurious features.

Comparing the n = 8 result with the n = 1 case, it can be seen that there is a
sharp decrease in the quality of the maps as n becomes small. Note particularly the
n = 1 case, where we are effectively ignoring the response behaviour and attempting
to compute cell occupancy directly (the Bayesian n = 1 case corresponds more-or-
less to the original occupancy grid method). The reason for this fall off is simple
— the evidence obtained from multiple measurements is contradictory when n is
small. Consider a smooth surface for example. A pulse whose angle of incidence
on this surface is greater than about 40° will not be reflected back to the sensor.
Consequently, this measurement will suggest that there is no response from the cell
corresponding to the surface. Imagine that a second pulse is emitted, this time at
an angle of incidence less than 40°. This time a response is recorded. If n is large,
these two measurements are consistent — the cell responds in one direction, but not
in another. On the other hand, if n is small, a contradiction presents itself — two
pulses were emitted in more-or-less the same direction (they correspond to the same
direction ‘bin’), but one generated a response and the other did not. In the extreme

case, n = 1, the entire approach collapses.

On the other hand, close comparison of the n = 16 and n = 8 maps reveals
that the n = 8 map is somewhat less ‘noisy’ (this applies to both the Bayesian
and Dempster-Shafer methods). For large values of n, the chances that two mea-
surements will fall into the same response direction ‘bin’ becomes very small. Con-
sequently, for large n, there is very little combination of evidence occurring, and
the quality of the map suffers. For this particular experimental configuration, the

optimal value of n seems to be about 8.

Comparing the Bayesian result to the Dempster-Shafer result for n = 8, we can
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see that there is not a great deal of difference. As far as the implementation is
concerned, however, the Bayesian method is slightly faster (it has fewer multiplica-
tions) and is more efficient in its use of memory (it requires n + 1 values per cell,
as opposed to 2n + 1 for the Dempster-Shafer method). Consequently, of the two
methods, the Bayesian approach appears to be the best compromise between the
quality of the map and the efficiency of the implementation. While it would be nice
to conclude that the response grid approach yields better results that the standard
occupancy grid approach (at least in specular environments), the results presented
here do not warrant that conclusion. In particular, the results for n = 1, which
should approximate the standard occupancy map approach, are significantly worse
than those reported by other authors. Possibly, the differences are due to the differ-
ent sensor models being used, and not the response grid approach per-se. Further

experimentation needs to be done.

5.6 Conclusion

The experimental results in Section 5.5 clearly demonstrate the utility of the re-
sponse grid approach in highly specular environments. There are, however, two
important limitations in the work presented here.

Firstly, while the generated maps are very good at indicating which cells are
occupied, they are very bad at indicating which cells are unoccupied. In the response
grid approach, the only way to be sure that a cell is unoccupied is to view it from
every possible direction. This is clearly impractical for robot navigation tasks. Un-
fortunately, for such tasks, it can be argued that knowing where obstacles are is

less important than knowing where they are not (so long as the robot knows where
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obstacles are not, it can reliably avoid collisions).

Secondly, with only a single sonar sensor (which generates about 10 measure-
ments per second), the rate at which the map is updated is extremely low. It takes
five seconds for the head to make one complete sweep, and much can happen in these
five seconds. High speed navigation, for example, is completely out of the question.
To some extent, this problem can be addressed by replacing the sonar head with a
sonar ring containing a number of sensors. This is the practice with many robot
systems.

Of course, one way to avoid both of these limitations is to make use of an
entirely different sensor modality. This was the solution adopted in Chapter 6,

which described a method for building local maps using vision.
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Chapter 6
Building Local Maps Using Vision

“There’s no earthly way of knowing
Which direction they are going!

There’s no knowing where they’re rowing,
Or which way the river’s flowing!

Not a speck of light is showing,

So the danger must be growing,

For the rowers keep on rowing,

And they’re certainly not showing

Any signs that they are slowing...”

From Charlie and the Chocolate Factory, by Roald Dahl.

111
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Abstract

This chapter looks at the problem of building environment maps using a single black-
and-white camera. It shows how this camera can be turned into a ‘virtual’ range
sensor, provided one makes certain assumptions about the environment the robot
wnhabits. The data produced by this ‘virtual’ sensor can be used to form an occupancy

map describing the robot’s local environment.

6.1 Introduction

One of the key difficulties facing any mobile robot is obtaining accurate, relevant and
timely maps of the environment it inhabits. This chapter describes a vision-based
mapping system that fulfils all these criteria, and is, in addition, fast, simple and
relatively inexpensive (both computationally and financially). The system comes in
two parts: a wvisual range sensor and a wisual mapping module. The visual range
sensor acts as a kind of ‘virtual’ range sensor: it takes as input a stream of images
from the robot’s camera and produces as output a stream of range-and-bearing
measurements. The visual mapping module then fuses this data stream into a
coherent grid-based representation of the environment, known as an occupancy grid
[74, 76, 77, 172]. The motivation for this design arises from the observation that
very good environment maps can be obtained by combining scanning laser range
finders with grid-based data fusion techniques [128]. In this system, the laser range

finder has been replaced with a vision-based ‘virtual’ range finder that produces
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comparable output, but at a fraction of the cost.

The Visual Range Sensor

The key part of this system is the visual range sensor. This ‘virtual’ sensor takes
the stream of images produced by a single camera and translates it into a stream of
range-and-bearing measurements. To do this, the sensor must solve two problems: it
must determine the location of the obstacles in an image, and it must subsequently
infer their location in the world. Clearly, in the general case, both of these problems
are extremely difficult to solve. The visual range sensor therefore makes use of some
assumptions about the environment the robot inhabits. Specifically, it is assumed

that the robot inhabits an ‘ndoor environment such that:

e There are no overhanging obstacles on which the robot can ‘bump its head’.
This assumption allows us to reduce the general problem of finding an obstacles
in an image to the much simpler problem of finding the boundary between an
obstacle and the ground. So long as the robot stays outside this boundary, it
will not collide with the obstacle. Note that the definition of what constitutes
an ‘overhanging’ obstacle is dependant on the height of the robot. A table, for
example, is an overhanging obstacle only if the robot is taller than the table

(otherwise the robot will pass safely beneath it).

e The ground is untextured. This assumption makes it easier to find the obsta-
cle/ground boundary, since it must correspond to the boundary of an untex-

tured region.

e The ground is flat. If the robot is on a flat surface, there must exist a one-

to-one correspondence between points in the image and points on the ground.
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In computer vision, this is known as the ground plane constraint. Once the
obstacle/ground boundary has been located in the image, the ground plane
constraint can be used to determine the location of the corresponding boundary

in the world.

Given that these assumptions hold, the visual range sensor can locate the obstacle/
ground boundary, first in the image and then in the world, using a very simple (and
very fast) edge-detection algorithm. This algorithm is described in detail in Section

6.3.

The Visual Mapping Module

The role of the visual mapping module is to fuse the stream of range-and-bearing
measurements generated by the visual range sensor to form an occupancy grid [74,
76, 77, 172]. As we saw in Chapter 5, the occupancy grid is a simple grid-based
map in which each cell may be in one of two states: occupied (meaning there
is an obstacle at this location) or unoccupied (meaning that there is no obstacle
at this location). The occupancy state of each cell is determined using a simple
Bayesian technique, in which multiple measurements from the visual range sensor
are combined to determine the probability that the cell is occupied. The key benefit
of using the occupancy grid approach in this context is that it increases the overall
robustness of the system — the map building process will tend to ‘wash-out’ the
errors produced by the visual range sensor (which is far from error-free).

Note that, as was the case with the sonar mapping module, the visual mapping
module is responsible for building a local map, i.e. a map describing the area within
a few meters of the robot. No attempt is made to generate a global map, which is a

much more difficult task.
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Chapter Structure

The structure of this chapter is as follows. Section 6.2 presents an overview of some
related vision-based techniques, and provides further motivation for the particular
technique described in this chapter. Sections 6.3 and 6.4 describe, in detail, the
visual range sensor and the visual mapping module; while Section 6.5 presents a
range of experimental results that show the visual mapping system in action. The
chapter concludes with a discussion of the strengths and weaknesses of the visual
mapping system in Section 6.6.

Note that an early version of the work described in this chapter can be found in

[120].

6.2 Related Work

In this section, I will consider a number of related vision-based approaches. These

approaches fall into four categories:
e Monocular — systems with one camera;
e Stereoscopic — systems with two or more cameras;

e Motion-based — systems that rely on motion of the camera;

Structured-lighting — systems that rely on the projection of special lighting

patterns.

This list by no means exhausts the set of possible vision-based approaches (see
[126] for a more complete survey); it does however include the ones that are most

important from the point of view of robot navigation.
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Monocular Vision

Horswill [117, 118] describes an approach that is very similar to the one presented
in this chapter. He assumes that the robot inhabits an environment with an un-
textured floor, and can therefore detect obstacles by looking for edges in the image.
However, unlike the approach described in this chapter, no attempt is made to infer
the location of the obstacles in the world. Instead, the robot avoids obstacles by
monitoring their position in the image. Lorigo et al [159] extend Horswill’s basic idea
by adding colour information. Instead of just looking for edges, the robot employs
three different obstacle detection modules. One of these modules looks for intensity
gradients, the other two look for gradients in the RGB and HSV components of
the image. The output of the three modules is combined by taking the median
value. Experimental results indicate that this system is more robust using all three
modules than it is using any one module (if one module fails, the other modules will
usually compensate). As with Horswill, however, there is no attempt to infer the
location of obstacles in the world; the robot avoids obstacles by monitoring their
position in the image.

A similar idea is also presented by Cheng et al [51]; this time, however, a sim-
ple template matching scheme is used to distinguish between floor and non-floor
regions. The robot is shown examples of the floor over which it is to travel, which
are then stored as templates. At run time, the robot compares the stored templates
against image and marks any mis-matches as obstacles. While this approach is quite
attractive (it may even have the potential to handle textured floors, given a suffi-
ciently large set of templates), the particular system demonstrated by the authors
requires specialised hardware to achieve real-time performance. In addition, there

is no attempt to determine the location of obstacles in the world; the robot avoids
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obstacles by monitoring their position in the image.

Crisman et al [61] describe a colour vision system (SCARF) for tracking roads
and intersections for use in AGVs. There are two basic parts to this system: a pixel
classifier, which classifies pixels into road and not-road based on their colour; and a
geometric modeller, which attempts to fit a model of the road or intersection to the
classified pixel data. The clever part of this system is the way in which it adapts
automatically to changing road conditions: once the road has been located, the
system extracts a set of sample road and not-road pixels from the original image;
these sample pixels are used to classify pixels on the next frame. This approach
could easily be applied to indoor robots, and represents a natural extension to the
system described in this chapter.

A common feature of all of these monocular systems is that they work in un-
structured environments. That is, they do not make strong assumptions about the
geometric and structural properties of the environment (they make other assump-
tions instead). Also, with the exception of Crisman [61], none of these approaches
build an intermediate representation of environment, such as occupancy map. Since
they fall within the behaviour-based paradigm, vision is used to control the robot’s

behaviour directly.

Stereopsis

Many papers have been written on the subject of recovering range or structure from
stereo image pairs (see [181] and [64] for a pair of reviews). Likewise, the use of stereo
vision for robot navigation tasks has a very long history, dating all the way back to
Stanford Cart [170]. Generally, these systems attempt to establish correspondences

between the features found in a pair of images, given that the relative geometry
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of the two cameras is known. Commonly used features are points [171, 180] and
line-segments [36, 148]. A number of authors have also described self-calibrating
stereo vision systems [42, 103], in which the relative geometry of the cameras is only
partially known (these systems usually rely on motion to provide extra information).
Trinocular stereo vision (i.e. stereo vision with three cameras) is also popular [14,
266]. The additional geometric constraints imposed by adding a third camera can
simplify the correspondence problem significantly, leading to a substantial increase
in system speed. Some commercial trinocular systems are now claiming near-real-
time performance (10 frames/sec) using a Pentium MMX 166 MHz PC [199].
While stereo vision systems are well understood and readily implemented, they
have a number of limitations when it comes to detecting obstacles in indoor en-
vironments. Firstly, indoor environments often contain large featureless surfaces,
such as walls and doors. Using stereo, the robot can detect the boundaries of these
obstacles, but cannot detect the obstacles themselves. Thus, for example, the robot
cannot distinguish between an open door and a closed one (if the door is feature-
less). Secondly, stereo vision systems tend to be computationally expensive. One
usually requires dedicated hardware or very fast computers to achieve near real-time
performance. In contrast, the visual range sensor described in this chapter has been

implemented on an 8-bit microcontroller, where it processes 10 frames/sec.

Motion

There is a substantial overlap between research on stereo (which involves one or more
fized cameras) and research on motion stereo (which involves one or more moving
cameras). As is the case with stereo, there is much literature describing general

techniques [45, 176, 248, 247, 254], but relatively few examples of motion-stereo
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applied to actual mobile robot systems. As with static stereo, these systems are
usually feature-based, with popular features being points [267] and line-segments
[154, 253].

The use of optical flow is also quite popular [55, 213]. Much of this research,
however, is focused on controlling the motion of the robot directly, rather than on
locating obstacles or building maps. The work of Srinivasan [230, 229] is particularly
interesting in this respect, since it derives its inspiration from neurological studies
of the visual-motor control mechanisms of bees.

The key limitation of motion-based approaches is, of course, that the robot
has to move in order to detect obstacles. In addition, both the motion-stereo and
optical flow based approaches suffer from the same problem: in indoor environments,
features can be rather sparse. The optical flow based approaches, in particular, tend
to require richly textured environments (having all visible surfaces covered with

random dot paint would be ideal).

Structured lighting

There is a broad range of systems employing structured lighting to determine the
range and structure of objects. Typically, these systems project some sort of pattern
onto the object, and use one or more cameras to record this pattern. The structure
of the object is the inferred from triangulation. Simple projection patterns include
points [193] and lines [188, 228, 212]. These patterns must usually be scanned
mechanically across the object of interest, which leads to relatively low frame rates
for these systems. To increase the frame rate, more complex patterns are sometimes
used. Unfortunately, this introduces a correspondence problem — one must match the

observed features against the known features in the pattern. A common solution to
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this problem is to use coded structured light, in which the pattern carries additional
information to simplify the correspondence problem. See [23] for a recent review of
such techniques.

An interesting alternative to such coded light approaches is described by Ohya
et al [187]. In this system, a regular array of dots is projected onto the floor in front
of the robot. A camera mounted on the robot monitors these dots, and if a dot is
displaced, the robot knows that there is an obstacle at this location. Thus, while
the system is unable to extract full 3D information about the obstacle, it can at
least detect the presence of an obstacle, and determine its location in 2D.

The simplicity of the structured lighting approach makes it very attractive for
obstacle detection tasks. Indeed, the visual range sensor described in this chapter
can be thought of a structured lighting technique, without the structured-lighting.
There are two reasons I have choosen not to pursue a structured lighting approach.
Firstly, the robot’s camera must be fitted with a filter (usually an IR filter) so
that only the structured light pattern remains visible. This prohibits the use of
the camera for other purposes. Secondly, structured lighting introduces problems
in multi-robot domains, where the patterns generated by different robots can cause
interference. In contrast, the visual range sensor described in the chapter has been

used very successfully in a number of multi-robot experiments [156].

6.3 The Visual Range Sensor

As noted in the Introduction, the task of the visual range sensor is to determine
the range-and-bearing of any obstacles in the robot’s environment. This ‘virtual’

sensor takes as input a stream of images from the robot’s camera and produces



122 CHAPTER 6. BUILDING LOCAL MAPS USING VISION

as output a stream of measurements that indicate the range-and-bearing of the
detected obstacles. To do this, the visual range sensor must solve two problems:
it must determine the location of obstacles in the image, and it must subsequently

infer their location in the world.

6.3.1 The Algorithm

In practice, the visual range sensor actually determines the location of the boundary
between obstacles and the ground. Finding this boundary in an entire 512 x 512
or 256 x 256 image can be computationally expensive. Therefore, the visual range
sensor adopts a ‘sampling’ technique, in which only some of the columns in an image

are processed. The following algorithm is employed.

e Step 1. Apply a one-dimensional edge filter to each of the selected columns.
Some of the edges located in this step will correspond to the obstacle/ground
boundary; others will correspond to occlusion boundaries (i.e. to places where
one object occludes another) and to features on the obstacles themselves. If
the texture assumption described in the Introduction is satisfied, there will be

no edges on the ground.

e Step 2. For each column in the image, select the edge that is closest to the
bottom of the image. Most, but not all, of these edges will correspond to the
obstacle/ground boundary.

e Step 3. Assume that all of the edges found in step 2 do, in fact, correspond to
the obstacle/ground boundary. Using the ground plane constraint, compute

the location of the corresponding obstacles in the world.
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Clearly, this is an ad-hoc algorithm with little theoretical justification. However,
so long as the assumptions listed in the Introduction hold, it is a very effective
technique that can be implemented with minimal computational cost. In Section
6.3.2 we will look at some examples of the visual range sensor in action, and look

at what happens in situations in which the assumptions do not hold.

The algorithm generates one sample — i.e. one range-and-bearing estimate — for
each of the selected columns. An interesting feature of the algorithm is that the
rate at which such samples are generated depends purely on the processing power
available to perform the edge filter operations; it does not depend on the rate at
which image frames are processed. Thus, for example, the visual range sensor could
inspect 1 frame per second and generate 256 samples; or it could inspect 8 frames per
second and generate 32 samples from each frame. In either case, the rate at which
samples are generated is the same — 256 samples per second. This is an extremely
useful feature: one is free to choose a frame rate that suits the environment the
robot inhabits (dynamic environments generally demand higher frame rates than

static environments), knowing that this choice will not affect the sampling rate.

Finding Obstacles in the Image

In Steps 1 and 2 of the algorithm, a one-dimensional filter is used to locate significant
edges. While there are many, many filters that could be used for this purpose
[47, 174], the particular filter used by the visual range sensor has been chosen purely

for its speed.

In general, for some filter F, the filter response R(n) of the n™ pixel on in a
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Figure 6.1: Filter profile and filter response for a sample image column; the sampled

column is indicated by the line in the image.
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column can be calculated as follows:

+4

R(n) = Y F(i)I(n+1), (6.1)

i=—0

where I(n) is the intensity of the n'* pixel in the column and § is the filter size. The

particular filter used by the visual range sensor has the following form:

-1 -0<i<0
) 1
F(i) = 5 0 i=0 (6.2)
+1 0<e< 40
For this filter, it is straight-forward to show that the response at R(n + 1) can be

calculated from the response at R(n) as follows:
1
R(n+1) = R(n) + 5 {-I(n)—=In+1)+In—08)+I(n+46+1)}. (6.3)

Thus, instead of re-evaluating the filter response for each point (which involves in-
specting 20 pixels), the filter response can be computed incrementally (inspecting at
most 4 pixels for each point). Use of this incremental technique yields a significantly
faster algorithm when the filter size is large. To find significant edges, the filter re-
sponse is thresholded. That is, an edge is regarded as significant only if the absolute
value of R(n) exceeds some preset filter threshold. It is assumed that the camera
has automatic gain control, so that the average image intensity remains relatively
constant.

The graph in Figure 6.1 shows the result of applying this filter to an image
column. This particular column was taken from the middle of the image shown on
the left. The top curve shows the raw pixel intensity values; the bottom curve shows

the filter response. The first peak in the response curve indicates the location of
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the obstacle/ground boundary, while the second and third peaks correspond to the
boundary between two facets and an occlusion boundary, respectively.

There are two free parameters associated with this part of the algorithm: the
filter size and the filter threshold. Appropriate values for these parameters must be
chosen empirically to suit the environment the robot inhabits. One can, however,

write down a couple of general rules.

o If the filter size is too small, or the filter threshold is too low, the visual range
sensor will detect many false obstacles (shadows or stains on the carpet will

look like obstacles). These are known as false positive errors.

e [f the filter size is too large, or the filter threshold is too high, the visual range
sensor will fail to detect genuine obstacles (obstacles which are similar in colour

to the ground will not be detected). These are known as false negative errors.

Thus, one must generally make a trade-off between detecting too many false ob-
stacles (having a high false positive error rate) and failing to detect genuine ones
(having a high false negative error rate). Note that the visual range sensor does not
have to be perfect, any more than a sonar or laser range finder must be perfect. The
visual mapping module, which fuses the data produced by the visual range sensor,

will tend to ‘wash-out’ most of the errors produced at this stage.

Finding Obstacles in the World

Having determined the location of an obstacle in the image, the next step is to
determine its location in the world; that is, to determine the range-and-bearing of
the obstacle with respect to the camera. The transformation of a point from image

coordinates to camera-centred coordinates can be done in a straight-forward manner
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by making using of the ground plane constraint —i.e. that fact the robot operates on
an even surface. In this case, there must exist a one-to-one correspondence between
points in the image and points on the ground. Hence, a point (Z,{) in the image
can be mapped onto a point (z,y) in the camera-centred coordinate system via a

simple two dimensional transform:
y = My(,9) (6.4)

Furthermore, if we are using a pinhole camera (or if the camera is fitted with a
lens such that it approximates a pinhole camera), it can be shown that this trans-
formation must take the form of a two dimensional projective transform [99]. This
transform is defined as follows:

a13§+a2ﬂ+a3
xr = ” =
d1$+d2y+1
01T + boyy + b3
Y= i + dog + 1

(6.5)

The transformation is controlled by eight coefficients (a1, ag, as, by, ba, b3, d1, d2) whose
values must be determined through a calibration procedure (this procedure is de-
scribed in Section 6.3.3). Given Equation 6.5, the range and bearing (r,6) of an

obstacle can then be determined using elementary trigonometry:

=

0 =tan '(y/z) (6.6)

To save time, the visual range sensor does not actually use Equations 6.5 and 6.6
every time it wants to convert an image point to a range-and-bearing measurement.
Instead, it pre-computes the values of (r, ) for every point in the image and stores

the values in a lookup table.
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6.3.2 Some Examples

As a concrete illustration of the visual range sensor in action, consider the series of
images shown in Figure 6.2. In this example, the robot Tigger has been placed on
a carpeted surface with a simple box-shaped obstacle in front of it. The first three
images show, in order: the view from the robot’s camera; the output of the edge
filter (step 1 in the algorithm); the output of the edge selection stage (step 2 in
the algorithm). The final image shows the output of the visual range sensor, after
the ground plane constraint has been applied (step 3 in the algorithm). The dots
indicate the location of the detected obstacle. In this case, all of the assumptions
have been satisfied and the algorithm correctly locates the obstacle.

As an example of what happens when the assumptions are not satisfied, or are
only partially satisfied, consider the series of images shown in Figures 6.3 and 6.4.

In Figure 6.3, a chair has been placed in front of the robot. This object contains
overhanging parts and consequently violates the first assumption. While the algo-
rithm does find the obstacle in the image, it fails to correctly determine its location
in the world. Specifically, it over-estimates the distance to the overhanging parts.
Fortunately, in this case, the failure makes no functional difference, i.e. it does not
affect robot’s behaviour. The castors on the chair — which are correctly located —
are too close together for the robot to pass between them; as a consequence, there
is no chance that the robot will collide with this obstacle.

In Figure 6.4, the robot is sitting at the boundary between two dis-similar floor
coverings — one surface is covered in carpet, the other in linoleum. This situation
violates the texture assumption, and as a result, the robot will detect this boundary
as an obstacle. This is perhaps the most severe limitation of this algorithm — the

robot cannot move between parts of the environment with dis-similar floor coverings.
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Figure 6.2: The visual range sensor in action, with a box placed in front of the
robot. The top row shows: the view from the robot’s camera; the result of applying
a one-dimensional edge filter; the result after thresholding. The bottom row shows:
an overhead view of the situation; the located obstacle, in camera-centred polar

coordinates.
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Figure 6.3: The visual range sensor in action, with a chair placed in front of the
robot. The top row shows: the view from the robot’s camera; the result of applying
a one-dimensional edge filter; the result after thresholding. The bottom row shows:
an overhead view of the situation; the located obstacle, in camera-centred polar

coordinates.
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e — Y

Figure 6.4: The visual range sensor in action, with the robot at a doorway. The
top row shows: the view from the robot’s camera; the result of applying a one-
dimensional edge filter; the result after thresholding. The bottom row shows: an
overhead view of the situation; the (mis-)located obstacle, in camera-centred polar

coordinates.
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Sometimes, however, this limitation can be used constructively — the robot can be
‘penned’ into a particular area, for example, by simply marking out the boundary
of that area with an appropriately coloured tape.

Two other situations are worth noting:

e The algorithm will not detect floor coloured obstacles. For example, it will
not detect the boundary between a carpeted floor and a carpeted step. If such
obstacles are common, an entirely different approach must be employed (one

based on stereo or structured lighting, for example).

e The algorithm will not detect obstacles that occupy the entire field-of-view
of the camera. For example, if the robot is very close to a wall, there will
be no floor-obstacle boundary for the algorithm to detect. Fortunately, it is
relatively easy to limit such occurrences through the use of an appropriate

camera geometry (see Section 6.3.4).

6.3.3 Calibration

The two dimensional projective transform (Equation 6.5) can be calibrated by spec-
ifying four points whose position in both the image and camera-centred coordinate
systems is known. Mathematically, the procedure is as follows. Let {(Z1, 91), (Z2, ¥2),
(Z3,93), (Z4,74)} denote a set of four calibration points defined with respect to the
image coordinate system. Let {(z1,v1), (22, ¥2), (23,y3), (z4,vs)} denote the corre-
sponding set, of points defined with respect to the camera-centred coordinate system.
Inserting these values into Equation 6.5, and after some re-arrangement, we get a

set of 8 simultaneous linear equations.

1 = a1+ aglh + a3 — diZ171 — dofh 71
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(c)

Figure 6.5: The camera calibration procedure. (a) Tigger on the calibration pattern.
The lines are at 20cm intervals. (b) The view from the robot’s camera. Four
calibration points have been selected (the white dots). (c¢) The result of the camera
calibration process. The entire image has been transformed into camera-centred

coordinates.
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The eight free parameters (a1, as, as, by, b, b3, d1, da) can be found by solving this set

of equations. Typically, this is done by re-expressing the equations in matrix form:
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g1 0 0 0 —xy —fhi1 ax
0 0 2 o 1 =2y —Hi a2
go 1 0 0 —Zoxz —Yoko as
0 @ g2 1 —Zoy2 —toye | | b (6.8)
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and applying a standard matrix inversion technique [195]. Note, however, that some

care must be taken in selecting the calibration points: if any three of the calibration

points are collinear in either coordinate system, Equation 6.8 will have no solution.

In practice, the entire camera calibration process is largely automated. Figure

6.5 shows the three steps in the calibration process.

e The robot is placed on a special calibration pattern (with the camera carefully

positioned above the origin) and is instructed to capture an image.
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e A human operator selects four points and estimates their position in both the
image coordinate system (by counting pixels) and the camera-centred coordi-

nate system (by counting the divisions in the calibration pattern).

e Using these four points, a calibration program computes the 8 parameters
that control the projective transform. The entire image is then mapped into

camera-centred coordinates to test the accuracy of the calibration.

Figure 6.5(c) shows the result of mapping the original calibration image into camera-
centred coordinates. Note the slight distortion in parts of this image — this distortion
indicates that the real camera deviates somewhat from the pinhole model assumed
by the projective transform. In this case, the distortion is minor — less than a few
centimetres in the worst case. However, for cameras with short focal length lenses,
the distortion can become much larger. For such cameras, the projective transform
must be generalised to include higher order terms, which in turn necessitates the

use of more calibration points.

6.3.4 Camera Geometry

The geometry of the camera determines three important characteristics of the visual
range sensor — its minimum and maximum range, and its resolution.

Consider Figure 6.6, which shows the typical camera geometry. Clearly, the vi-
sual range sensor will only be able to detect obstacles that lie in the range [min, "max)-

Simple geometry tells us that these values are given by:

T«
min — dt PO
r an<2 2 ﬁ)

Tmax = dtan (g + % - B) (6.9)
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where « is a measure of the camera’s field of view, d is the camera’s height above
the ground and S is the camera tilt angle. Note that « is generally a fixed property
of the camera (or of the camera/lens system); for standard cameras, « is typically
less than 45 degrees.

The camera geometry also dictates the resolution of the visual range sensor, i.e.
the accuracy with which obstacles can be located. For the geometry shown in Figure
6.6, the resolution will be worst at the top of the image, where each pixel corresponds
to a much larger region on the ground. Consequently, the range resolution of the
visual range sensor is given by:

Ar = ad sec’ (E +2- B) (6.10)

h 2 2
where h is the height of the image, in pixels, and Ar measures the resolution in
cm/pixel. One can also write down an approximate expression for the angular

resolution of the sensor, which is simply:
Af = afw (6.11)

where w is the width of the image, in pixels, and Af is measured in degrees/pixel.
For all realistic camera configurations, the angular resolution is better than 1°/pixel.

Ideally, we would like the visual range sensor to be able detect all obstacles with
ranges from zero to infinity, and with unlimited resolution. In practice, of course, this
is not possible. One must choose a camera geometry that represents a compromise
between the competing demands of range and resolution. Figure 6.6 shows a set
of graphs that make the situation clear. The first graph shows the minimum and
maximum sensor range as a function of the camera tilt angle 5. There are two sets
of curves in this graph: one corresponds to a camera mounted at a height of 70cm,

the other to a camera mounted at a height of 30cm. The second graph shows the
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resolution of the sensor as a function of camera tilt angle. Once again, there are two
curves: one for a height of 70cm, another for a height of 30cm. Consider now the
two configurations marked on these graphs. Both of these configurations have about
the same minimum and maximum range, but they have very different resolutions.
By mounting the camera at 70cm instead of 30cm, one obtains an almost two-fold
increase in the resolution. Using graphs such as these, it is fairly easy to select a
camera geometry that is appropriate to the situation. Alternatively, if the camera
is mounted on a tilt head, one can select a number of different tilt angles at which
to operate (unfortunately, one also has to calibrate the system separately for each

particular tilt angle).

6.4 The Visual Mapping Module

The visual mapping module fuses the stream of range-and-bearing measurements
generated by the visual range sensor to form a local occupancy map. This is a simple
grid-based map in which grid cells may be in one of three states: occupied (meaning
there is an obstacle at this location), unoccupied (meaning that there is no obstacle
at this location), and unknown. The occupancy state of each cell is determined
using a simple Bayesian technique, in which multiple measurements are combined

to determine the probability that the cell is occupied.

6.4.1 Mathematical Formalism

The occupancy grid approach can be expressed mathematically as follows. The

occupancy of a cell at location (z,y) is represented by the state variable Occ(z, y),
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, je

Local Map

Odometric Coordinte System X
(a) (b)

Figure 6.8: (a) The sensor model. Only those cells lying between the robot and the
detected obstacle are updated. (b) Relationship between the odometric coordinate
system and the local map. The local map ‘window’ remains centred around the

robot at all times.
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which can have one of two values:
Occ(z,y) = [occupied, unoccupied). (6.12)

The aim of the occupancy grid approach is to determine, for each cell, the probability

that the cell is occupied. That is, to determine the probability of the proposition:
Oy y : Occ(z,y) = occupied (6.13)

Given some range-and-bearing measurement (r,#), the probability that the cell at

(x,y) is occupied can be determined using Bayes’ Law:

7,0 | Ogy)

o
p(OI,y T, 0) = p(T’, 9)

P(Oyzy) (6.14)

where p(Og,) is the prior probability that the cell is occupied (usually set to 0.5 to
indicate complete ignorance) and p(r,#) is a normalisation constant.

The other term in Equation 6.14 is the sensor model p(r,0 | Oy ,), which indicates
the probability of obtaining the measurement (r,#), given that the cell at (z,y) is
occupied. The sensor model is the key element in the Bayesian formalism, since it
encodes all of the robot’s knowledge about the properties of the sensor. The sensor

model used for the visual range sensor is as follows:

e If a cell has the same range and bearing as the measured value, this cell is

probably occupied:

p(r,0 | Ozy) = 0.9
p(r,0 | =0gzy) = 0.1 (6.15)

Note that =0, denotes the probability that the cell is unoccupied.
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e If a cell has the same bearing as the measured value, but its range is less than

the measured value, this cell is probably empty:

p(r,0]0;y) = 0.1
p(r,0 | —0zy) = 0.9. (6.16)

e For all other cells, the measurement tells us nothing:

p(r,0]0;y) = 0.5

Figure 6.8 depicts the sensor model in graphical form.

Note that this sensor model is much simpler than that used for ultrasonic range
sensors (see Chapter 5). Compared to an ultrasonic range sensor, the visual range
sensor has extremely good resolution in both range and bearing. So good, in fact,
that the sensor model can entirely ignore the issue of limited resolution — the un-
certainty associated with the sensor’s finite resolution is almost always less than the

cell size in the occupancy map.!

6.4.2 Implementation

In practice, the occupancy map is implemented as a simple two-dimensional array in

which each cell represents a small region of the environment. For each cell, the map

LAs is the case with sonar (see Chapter 5), it is possible to derive a much more sophisticated
sensor model by considering both the properties of the sensor (in particular, the false positive and
false negative error rates), and the environment in which it is to be used. However, the value of
such a model is debatable, since the heuristic model described above works extremely well in a

wide range of environments.
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stores the probability p(O,,,) that the corresponding region (z, y) of the environment
is occupied. Cells are classified as being either occupied, unoccupied or unknown by
applying a simple threshold operation to this probability value. Odometry is used to
combine measurements taken from different robot locations to form a local map, i.e.
a map describing the area within a few meters of the robot. This map can be thought
of as a moving ‘window’ defined with respect to the odometric coordinate system.
When the robot moves, the window moves with it. This situation is illustrated in
Figure 6.8.

The map is updated in response to two different events.

e When the robot moves, the entire map is translated. As a result, some cells
will ‘fall-off” the edge of the map, while others will be ‘added’ to the opposite

side of the map. The new cells are initialised to the default prior probability:

p(Ogy) 0.5 (6.18)

e When a range-and-bearing measurement (r,#) arrives from the visual range
sensor, the visual range sensor first determines which cells need to be updated.
In this case, this is all of the cells that lie along the line joining the camera
and the detected obstacle. These cells are updated using the incremental form
of Bayes Law:

p(r,0 | Ow,y)
T, 0 | Om,y)p(ow,y) + p(T, 0 | _'O:c,y)p(_'ow,y)

P(Osy) < o( P(Ozy) (6.19)

This equation assumes that successive measurements are statistically indepen-
dent, i.e. that the errors associated with each measurement are due to random,

not systematic, effects [28].
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This update procedure is quite fast — on a Pentium 166 PC, a map containing 1600
cells can be updated in less than 100 psec — which is fortunate, since the visual
range sensor can easily generate measurements at a rate of around 600 samples per

second.?

Note that, in any given image, there will generally be more than one image
column that contributes to the occupancy state of a cell. Usually, this leads to a
very reliable determination of the occupancy state of the cell. There is, however, at
least one situation in which this is not the case. Consider a robot that is looking at
the corner of an obstacle: some columns see the obstacle, while adjacent columns
see past the obstacle. If these columns contribute to the same occupancy cell, the
resultant state of the cell will be ‘unknown’. Fortunately, this situation is very
rare (since it requires a very particular alignment of obstacle, image and occupancy
map). Furthermore, the effect on the map is negligible — in the worst case, corners

of obstacles will be ‘clipped’ by one cell.

2If extra speed is required, one can make use of the more efficient log-likelihood formulation of

Bayes Law [28]. In this formulation, the probability p(O,,,) is replaced with a log-likelihood:

P(Oz.y)

L(O,.,) = log 2Zz)_
(O=y) =log 503

(6.20)

Unlike probabilities, which takes values in the range [0, 1], log-likelihoods take values in the range

[—00, +00]. With this definition, Bayes Law becomes:
L(Oyg,y | 7,0) = L(r,6 | Og,y) + L(Oy y) (6.21)
where L(r,8 | O,,,) is the log-likelihood analogue of the sensor model. Since this form of Bayes

Law requires only a single addition, as opposed to three multiplications and one division, it can be

evaluated much more quickly.
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6.5 Experiments

6.5.1 Properties of the Visual Range Sensor

The visual range sensor described in Section 6.3 has been implemented on two robots:
J Edgar and Tigger. The two robots implement this sensor in very different ways,
reflecting their very different capabilities. J Edgar is a fairly conventional robot, and
is equipped in a fairly conventional manner: it has an ordinary monochrome camera
connected to a frame grabber and a PC motherboard. The frame grabber acquires
images measuring 256 x 256 pixels, which are then sampled using the algorithm
described in Section 6.3. The robot Tigger, on the other hand, is somewhat unusual
— it is equipped with a colour digital camera connected to an 8-bit microcontroller.
This camera acquires images measuring 60 x 80 pixels, which are then processed in
their entirety by the microcontroller. The output of both implementations is the
same however — they both produce a stream of range-and-bearing measurements
that are sent back to the host computer via a radio modem. The visual mapping
module runs on this computer; the same module is used for both J Edgar and Tigger.

The properties of the visual range sensor, as implemented on J Edgar and Tigger,

are shown in Table 6.1. This table describes five key characteristics of the sensor:

Frame rate — the rate at which images are processed.

Sampling rate — the rate at which range-and-bearing measurements are gen-

erated.

Field of view — the region within which obstacles can be located.

Resolution — the accuracy with which obstacles can be located.
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J Edgar Tigger
Image size 256 x 256 pixels 60 x 80 pixels
Frame rate 10 frames/sec 10 frames/sec
Sampling density 32 samples/frame 60 samples/frame
Sampling rate 320 samples/sec 600 samples/sec
Field of view (range, angular) [20cm, 140cm]|, £35° [20cm, 200cm], +16°
Resolution (range, angular) 2cm, < 1° 10cm, < 1°
Filter size, threshold 10, 20 4, 20
Error rate (false positive, false negative) 8%, 9% 10%, 13%

Table 6.1: Characteristics of the visual range sensor for J Edgar and Tigger.
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e Error rate — the rate at which both false positive and false negative errors are

produced.

I will discuss each of these characteristics in turn.

Frame Rate

The frame rate is an important measure of how quickly the robot will respond to
changes in the environment. On both J Edgar and Tigger, the frame rate is quite
high — around 10 frames/second. This particular frame rate was chosen because it
is just fast enough to capture the motion of a human walking at a normal pace; as
a result, the robot can usually avoid collisions with pedestrians. Higher frame rates
are possible (up to the limits imposed by the image acquisition hardware), but do
not automatically lead to improvements in performance. This is partly due to the
fact that the sampling density (i.e. the number of columns that are processed in
each image) must drop as the frame rate increases (see Section 6.3). Consequently,

the sensor is more likely to ‘miss’ an obstacle.

Sampling Rate

The sampling rate is an important measure of the amount of information being
generated by the visual range sensor. Generally speaking, higher sampling rates
lead to more reliable occupancy maps, since the visual mapping module has more
information upon which to base its assessment of the occupancy state of a cell. Both
J Edgar and Tigger have quite high sampling rates: 320 and 600 samples per second,
respectively. This is more than enough to generate useful occupancy maps, even if
the robot is travelling at quite high speeds (in excess of 30 cm/second). At first sight,
the fact that Tigger has a higher sampling rate than J Edgar appears paradoxical.
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Whereas Tigger is equipped with a simple 8-bit micro-controller, J Edgar has an
entire 486 PC motherboard at its disposal. The disparity is partly explained by the
difference in image sizes — Tigger is processing images that are one third the height
of those processed by J Edgar — and partly by the difference in image acquisition
hardware. The digital camera on Tigger is state-of-the-art and is very fast; the

frame grabber on J Edgar is over 10 years old and is very slow.

Field-of-View

The field-of-view of the visual range sensor is determined principally by the camera
geometry. Here, J Edgar has an advantage over Tigger — J Edgar is much taller, and
consequently has a much greater field of view. The larger images used by J Edgar
also give it much better resolution. In practice, resolution is not been a problem —
being able to determine the location of obstacles to the nearest 10cm is more than
adequate for most navigation tasks. In contrast, the limited field-of-view possessed
by both robots is a problem — the robots may experience glancing collisions with
objects that are just outside the camera’s field of view. Consequently, it useful to
pan the camera back-and-forth to increase the effective field of view; both robots

are equipped with pan platforms for this reason.

Error rates

The visual range sensor will produce two kinds of errors: false positives, in which
the robot detects an obstacle that is not really there, and false negatives, in which
the robot fails to detect a genuine obstacle. These error rates are a key measure
of the overall usefulness of the visual range sensor — if either rate is too high, the

sensor will become ineffective.
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Figure 6.9: Some images from the test set. The top set of images show the view
from the robot’s camera, the bottom set shows the obstacle/ground boundary, as

determined by a human operator.
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The error rates quoted in Table 6.1 were determined using the following proce-

dure.

e The robot is manually transported to a number of different locations, and
instructed to take an image from each. This set of images forms a test set,
and contains examples of all of the obstacles the robot is likely to encounter.
Figure 6.9 shows three images taken from the Tigger’s test set (the full set

contains 12 images).

e From this set of images, the operator manually generates a set of ‘ground
truth’ images, in which the location of the true obstacle/ground boundary is

highlighted. Figure 6.9 shows a set of such images.

e Both sets of images are fed into an evaluation program, which computes the

false positive and false negative error rates for the test set.

The evaluation program applies the first two steps of the algorithm described in
Section 6.3 to every column of every image in the test set. The result is compared
against the ‘ground truth’ image to determine whether or not the obstacle has been
correctly located. The result is decreed to be a false positive error if the obstacle
found by the algorithm is too close to the bottom of the image. The result is decreed
to be a false negative error if the obstacle found by the algorithm is too close to the
top of the image. Otherwise, the result is deemed to be acceptable. The overall
error rates for the test set are computed by counting the number of columns which

generate each type of error, and dividing by the total number of columns.?

3A similar procedure can be used to find an optimal value for the filter size and threshold
parameters (see Section 6.3.1). Of course, one must then use a different set of images to test the

system.
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Inspecting Table 6.1, it can be seen that J Edgar and Tigger have similar error
rates — around 10% for both false positive and false negative errors. While these
rates are far from perfect, they are certainly low enough to produce useful occupancy

maps, as I will show in the next section.

6.5.2 An Experiment with Tigger

Figure 6.10 shows a series of occupancy maps produced by Tigger during an ex-
perimental run. In this example, the test environment is an artificial one, made by
laying out carpet tiles on a linoleum floor. The robot will detect the edge of the tiled
region as an obstacle. The maps represent an area 400 X 400cm with a cell size of
S5cm. At the start of each experiment, the robot builds up a map of its surroundings
by turning in-place through 360 degrees.

Note the slight ‘bending’ effect that is apparent in some of these maps; this is a
result of the cumulative drift associated with the odometric measurements used to
determine the robot’s position. This effect becomes more pronounced as the map
becomes larger. Nevertheless, these maps are clearly adequate for the purposes of

local navigation (i.e. obstacle avoidance).

6.5.3 An Experiment with J Edgar

Figure 6.11 shows series occupancy maps produced by J Edgar during a much longer
experimental run. This time, the environment is a set of corridors in an ordinary
office building (the environment has not been modified in any way). These maps
measure 300 x 300cm with a cell size of 4cm. J Edgar is equipped with a panning
head, which it uses to sweep the camera back-and-forth through an angle of about

60 degrees. This greatly increases the effective field-of-view. The construction of
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Figure 6.10: Occupancy maps produced by Tigger during an experimental run.
Each of these maps is a ‘snapshot’ taken at a different point in time — the top
map corresponds to the start of the run, the bottom map to the end. Dark pixels
correspond to cells that are probably occupied, light pixels correspond to cells that
are probably unoccupied; and grey pixels correspond to cells whose occupancy state

is unknown.



152 CHAPTER 6. BUILDING LOCAL MAPS USING VISION

G
e

i
i

o
B

S

Figure 6.11: Occupancy maps produced by J Edger during a typical experimental
run. Each of these maps is a ‘snapshot’ taken at a different point in time — the top
map corresponds to the start of the run, the bottom map corresponds to the end.
Dark pixels correspond to cells that are probably occupied, light pixels correspond
to cells that are probably unoccupied; and grey pixels correspond to cells whose

occupancy state is unknown.
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the panning head (a spur gear system driven by a stepper motor) is such that the
camera angle can be accurately determined.

As with the results for Tigger, the maps exhibit the ‘bending’ effect arising from
odometric drift. The maps are, however, somewhat better than those produced by
Tigger. This simply reflects the fact that J Edgar’s odometry is more accurate than
Tigger’s. Note also that the maps are very ‘clean’, despite the fact that about 20%
of the measurements generated by the visual range sensor are erroneous (either false
positives or false negatives). Clearly, the Bayesian data fusion technique used by
the visual mapping module is very effective at ‘washing-out’ these errors. The final
significant feature of these maps is the way in which walls, doorways and intersections
can be clearly resolved. In Chapter 8, I will describe a mechanism for extracting

these landmarks from the local occupancy map.

6.6 Conclusion

The visual range sensor described in the chapter is extremely simple. Nevertheless,
when combined with the visual mapping module, it produces very good results. It
is certainly fast enough to support navigation at a relatively high speed (Tigger
is routinely operated at a speed of 30cm/sec, with a peak speed of 50cm/sec).
It does, however, have one very pronounced limitation: it can only be used in
environments with untextured floors. In the future, it should be possible to overcome
this limitation by using colour information to improve the segmentation of the image
into floor and non-floor pixels.

The approach described in this chapter has shown itself to be quite robust to the

presence of moving obstacles (in the form of both humans and other robots). This is



154 CHAPTER 6. BUILDING LOCAL MAPS USING VISION

despite the fact that it was never designed to handle dynamic environments. So long
as moving obstacles remain within the robot’s field-of-view, they appear within the
occupancy grid as moving clusters of occupied cells. However, if the robot shifts so
that the obstacle is outside the robot’s field-of-view, some very strange artefacts can
arise (since the obstacle is assumed to have stopped at its last recorded position).
If one were serious about handling dynamic environments, the standard occupancy
grid approach would need to be extended, perhaps with the addition of a ‘forgetting’

factor. Such extensions are, unfortunately, beyond the scope of this thesis.



Chapter 7

Local Navigation

“I try to plan, in your sense of the word, but that isn’t my basic mode,
really. I improvise. It’s my greatest talent. I prefer situations to plans

you see...”

from Neuromancer, by William Gibson.

155
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Abstract

This chapter describes the local navigation module, which is responsible for local
navigation tasks. For this, the module makes use of a novel approach, which explicitly
takes into account the robot’s dynamics, as well as its kinematics. As a result, the

motion produced by the local navigation module is both fast and smooth.

7.1 Introduction

Within the navigation system described in this thesis, the overall navigation task is
divided between the local and global layers. While the global layer is responsible for
long term navigation problems, which may involve moving the robot many tens of
meters, the local layer is responsible for short-term navigation problems, which will
involve moving the robot a few meters at most. As noted in Chapter 3, this division
of responsibilities has a double benefit: the global layer can treat navigation as a
fairly abstract planning problem, in which all the messy details of actually detecting
and avoiding obstacles is delegated to the local layer, while the local layer can
treat navigation as a reactive problem, in which no long-term planning is required.
Within the local layer, it is the local navigation module that is responsible for local

navigation tasks.



158 CHAPTER 7. LOCAL NAVIGATION
The Local Navigation Module

The local navigation module has two basic roles: to avoid obstacles, whilst simulta-
neously seeking some nearby goal. The obstacles it avoids are those present in the
local occupancy map, and the goals it seeks are those given to it by the global layer.
The local navigation module has been designed to support relatively high speeds —
up to 50cm/sec. At these speeds, many of the standard navigation techniques (which
are reviewed in Section 7.2) fail to produce reliable behaviour. The problem with
these techniques is simple: they fail to adequately account for the robot’s dynamics.
Specifically, they fail to allow for the fact that the robot is capable of only limited
acceleration. The local navigation module therefore makes use of a novel approach,
one in which the dynamics of the robot are considered in an explicit manner. For
reasons that will become apparent, this approach is called dynamic utility fusion
(DUF for short).

The local navigation module has three components: a set of constraints, a set of

behaviours and an arbiter.

e The set of constraints determines which sequences of actions are physically
possible. The robot’s maximum speed and acceleration, for example, are ex-

pressed as constraints.

e The set of behaviours expresses the utility of different sequences of actions. The
avoid-obstacle behaviour, for example, indicates that it is generally undesirable
to collide with an obstacle. The move-to-goal behaviour, on the other hand,
indicates that moving towards the goal is generally preferred over moving away

from it.!

!The term ‘behaviour’ is something of a misnomer in this context. The ‘behaviours’ in the
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e The arbiter looks for the most desirable sequence of actions that satisfies all

of the constraints.

A key aspect of this approach is that it considers the effect of sequences of actions,
rather than the effect of individual actions. That is, the local navigation module
understands that, at high speeds, the action the robot performs now must be con-
ditioned by the actions it intends to perform later. Consider, for example, a robot
which is approaching a wall at the relatively low speed of 20cm/sec. If the robot
has a maximum rate of deceleration of 50cm/sec/sec, it will take only 0.4 seconds
to come to a complete stop; in this time, it will travel 4cm. Consequently, the robot
does not need to take any action until it is very close to the wall. Now imagine that
the same robot is travelling towards the wall at 100cm/sec. The robot will take at
least 2 seconds to come to a complete stop, and in this time, it will travel 100cm.
The robot must start decelerating a full 2 seconds before it reaches the wall. At
20cm/sec, the robot does not need to plan more than a fraction of a second ahead;
at 100cm/sec, the robot must plan at least 2 seconds ahead. For a detailed analysis
of the requirements for high speed robot navigation (including the issue of finite
look-ahead), see Kelly et al [132, 133]

The second key aspect of the DUF approach is the manner in which the arbiter
selects sequences of actions for the robot to perform. The arbiter must search
the space of all possible sequences of actions (subject to the set of constraints) to

find the one with the highest overall utility (according to the set of behaviours).

local navigation module do not propose specific sequences of actions; they merely comment on
the various alternatives. Hence, they would be better described as ‘desires’. Nevertheless, the
term ‘behaviour’ will be retained, since it is consistent with the current usage of this term in the

literature [9, 39, 204, 203].
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Unfortunately, the space of all such sequences is very large, and the arbiter has
very little time in which to make a decision (a few hundred milliseconds, at most).
Since the arbiter cannot possibly search the entire space in this time, it makes use
of a stochastic search strategy. This strategy involves evaluating a small subset of
randomly chosen sequences, and executing the best one found in the time available.
As I will show in Section 7.4, this strategy will almost never find the best sequence,
but it will almost always find a sequence that is good enough.

There are a number of advantages to the DUF approach.

e Dynamic constraints can be expressed easily and explicitly. One can, for ex-

ample, limit both the robot’s speed and acceleration.

e Dynamic behaviours can also be expressed. One can, for example, construct a
behaviour that expresses the utility of moving forwards over moving backwards

(while still allowing the robot to back away from nearby obstacles).

e There is a high degree of modularity — it is easy to add both new constraints

and new behaviours.

Finally, and most importantly, the resultant motion is both fast and smooth: the
robot will decelerate into corners and accelerate out of them again, it will swerve to

avoid collisions, and it will decelerate smoothly to a stop at the goal.

Chapter Structure

The remainder of this chapter is structured as follows: Section 7.2 presents a review
of related navigation techniques; Section 7.3 describes the local navigation module

in detail, and Section 7.4 presents experimental results obtained with the robots



7.2. RELATED WORK 161

J Edgar and Tigger. Finally, Section 7.5 presents some conclusions and indicates

directions for further research.

7.2 Related Work

Local navigation is a very well-studied area. There are, it seems, almost as many
local navigation/obstacle avoidance techniques as there are mobile robots. This
review does not attempt to present an exhaustive survey of these techniques; instead,
it has much more modest objectives: to identify the major paradigms in this area,
and to indicate the sources of inspiration for the dynamic utility fusion approach.
The navigation techniques described in this review are divided into four cate-

gories:
e Potential field methods
e Command arbitration methods
e Fuzzy logic and neural network methods
e Analytic methods

While these categories by no means cover the full range of possible techniques, they

do cover those that are most closely related to the dynamic utility fusion approach.

Potential Field Methods

Among the most popular techniques in use today are those based on artificial po-
tential fields [8, 9, 15, 113, 134]. This technique, first popularised by Khatib [134]

and Krogh [149], is based on an analogy with electrostatics: the robot is imagined
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to be a charged particle which is repelled from obstacles and attracted to the goal.
The potential field approach can be framed in one of two ways: one can either
construct a scalar potential field, and determine the imaginary force on the robot
by computing the gradient of this field; or one can determine the imaginary force
directly, by summing all of the forces acting on the robot. While the later case
tends to be somewhat more efficient from a computational viewpoint, the former
case admits the use of more complex potential fields. One can, for example, make
use of harmonic functions [264] or distance transforms [127], both of which have the
useful property of having no local minima. Unfortunately, these more complex fields
are also expensive to compute; their use for real-time navigation has therefore been
somewhat limited.

Part of the reason for the popularity of the potential approach is its simplicity
and its versatility. It can, for example, be used for both sensor-based and model-
based navigation: in the former case, the potential is generated by the obstacles
that the robot has sensed, in the latter, the potential is generated by the obstacles
in the model. Hybrid approaches, in which both sensor and model data are used,
are also possible.

Unfortunately, potential fields suffer from two key problems (see [144] for an

analytic treatment):

e The robot may become trapped in local minima (if one is using simple poten-

tials).

e The robot may experience oscillations in cluttered environments or narrow

corridors.

The first of these problems arises mainly from the fact that, for the sake of speed,
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most robots rely on very simple potentials, which exhibit local minima. These
robots often become trapped behind obstacles or in dead-ends. Various solutions
have been proposed for this problem. Arkin [8, 9] adds a random ‘noise’ component
to the field, the purpose of which is to drive the robot out from behind obstacles.
A more comprehensive solution is described by Balch and Arkin [15], in which the
robot is repelled from places that it has already visited. This not only drives the

robot out from behind obstacles, it also drives the robot out of dead-ends.

The problem of oscillations is a more serious one. Oscillations arise as a direct
consequence of the failure of the potential field approach to account for the dynamics
of the robot. Generally, the robot is treated as a massless particle, with zero momen-
tum and infinite acceleration. Since this is most definitely not the case, the robot
can find itself ‘bouncing’ back and forth between obstacles, as its own momentum
causes it to overshoot the ideal path. At low speeds, such effects are rarely observed;
as the robot’s speed increases, however, they become increasingly common. There
have been many modifications of the potential field approach that have been aimed,
directly or indirectly, at addressing the problem of oscillations. Some of these are
fairly ad-hoc: both Borenstein et al [30] and Holenstein et al [113] describe modified
versions of the potential field approach in which a velocity dependant damping term
is added. The effect of this term is to increase the repulsion from obstacles that lie
in the direction of the robot’s motion, and decrease the repulsion from other obsta-
cles. This allows, for example, the robot to travel down a narrow corridor at high
speed, yet still brake to a halt when it reaches a dead-end. Guldner et at [104, 105]
take a different approach, and attempt to address the problem from the point of
view of control theory. In [105], they look at how a robot with dynamic constraints

may employ a sliding mode controller to ‘track’ a potential. The advantage of this
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technique is that it offers a rational procedure for transforming the potential field
into actuator commands (as opposed to the heuristic rules used in [30] and [113]).
Unfortunately, none of these approaches are able to offer a guarantee that the robot

will not collide with an obstacle as a result of dynamic effects.

The next two approaches do not, strictly speaking, fall into the category of poten-
tial field approaches. Nevertheless, the general concepts they employ are sufficiently
similar to potential field approaches that they are included in this part of the review.
Furthermore, these approaches are specifically designed to address the problem of

robot dynamics.

Borenstein et al [31] describe a vector field histogram approach (VFH for short).
The starting point for this approach is a simple occupancy grid, from which one
calculates a polar histogram around the robot’s location. Nearby obstacles produce
peaks in the histogram; open spaces produce valleys. Hence, by steering towards
valleys in the histogram, the robot can avoid collisions. In this form, the VFH
approach does not consider the robot’s dynamics; however, Ulrich and Borenstein
[251] describe an extended approach (VFH+) that overcomes this limitation. The
original polar histogram is subject to further processing steps, including a ‘masking’
stage. The ‘masked’ polar histogram shows which directions of motion are possible at
the current speed. If no directions are possible, the histogram must be re-generated
for a lower speed. Ultimately, if the robot is unable to find any open directions at

any speed, it comes to a complete stop.

Fox et al [93, 244] describe a dynamic window approach (DWA for short). Instead
of attempting to control the robot in position space, the approach attempts to
control the robot in wvelocity space, i.e. the space made up of the robot’s linear

and angular velocity. Since the robot is capable of only finite accelerations (either
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because of torque limitations in the motors, or because the robot will topple over
at high accelerations), the authors define a ‘dynamic window’ in the velocity space
that includes all of the velocities that can be reached by the robot in the next
time interval. An objective function is applied to every velocity within this window
to determine the optimal velocity. The objective function considers such issues as
the distance to the nearest obstacle and the progress being made towards the goal.
The authors report very good results, with speeds of up to 95cm/sec in cluttered

environments.

An interesting extension to this approach (#UDWA) is given in [94]. In its original
form, the dynamic window approach relies on sensor data to determine the location
of obstacles. In this latter form, obstacles that the robot expects to be present,
based on a model of the environment, are included. In this way, the robot can avoid
obstacles that have not been detected. It does, of course, assume that the robot has
a global model of the environment and is able to determine its location with respect
to this model. Nevertheless, very good results are reported (the system was trialed

in a heavily populated museum).

The dynamic utility fusion approach described in this chapter is strongly influ-
enced by the dynamic window approach. Indeed, to some extent it can be viewed
as generalisation of this approach. However, unlike the dynamic window approach,
which considers only the next time interval when choosing actions, the dynamic util-
ity fusion approach considers extended sequences of actions that may take several
seconds to execute. In this respect, it is somewhat similar to the approach described

by Singh and Kelly [227], which constructs plans in the robot’s action space.

Unfortunately, one corollary of this is that the dynamic utility fusion approach is

computationally expensive; more expensive, in fact, than any of the potential field
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techniques described in this section. Nevertheless, as I will show in Section 7.4, the
dynamic utility fusion is fast enough to support real time navigation. Furthermore,
this approach has the advantage of being much less prone to problems associated
with local minima and oscillations, and can guarantee that the robot will not collide

with any obstacle that has been detected by the robot’s sensors.

Command Arbitration

The basic idea behind command arbitration is to facilitate modularity in the design
of robotic systems. Rather than having one huge sense-plan-act module, which is
responsible for all aspects of the robot’s behaviour, the robot has a set of modules,
each of which is responsible for certain tasks or behaviours. Each of these modules
takes some form sensory data as input, and produces as output some form of com-
mand for the robot to perform. Command arbitration is used to fuse these outputs
into a single command for the robot to perform. While there are many ways in which
this command arbitration can be carried out (see [8, 9, 37, 98, 169, 205, 204, 203]
for example), I will consider only a few key examples.

In Brooks’ original Subsumption Architecture [37], modules are formed into lay-
ers, with each layer representing a new level of competence for the system. Lower
layers express simple behaviours, such as ‘avoid-obstacle’, while higher layers express
more complex behaviours, such as ‘follow-wall’. Command arbitration is hierarchi-
cal: higher layers are able to override the outputs of lower layers, but not vice-versa.
Consequently, the Subsumption Architecture could more accurately described as a
command selection scheme. It is, as a result, comparatively inflexible.

In Arkin’s Motor Schema approach [9, 8], control is divided between a number

of different motor schemas. Each schema expresses a different behaviour, such as
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‘avoid-obstacle’ or ‘stay-on-path’. Each of these schemas produces an output vec-
tor, indicating a desired direction of motion. Command arbitration between various
motor schemas is achieved by performing a simple summation of the vectors pro-
duced by each schema. This is, unfortunately, not a particularly good mechanism —
vectors may add constructively in such a way that the robot is drawn too close to an
obstacle [15], or they may add destructively in such a way that the robot becomes

indecisive (like Buridan’s Ass, caught between two equidistant piles of hay).

A much better solution is described by Rosenblatt [205] with his Distributed
Architecture for Mobile Navigation (DAMN). Here, the system is made up of a
set of behaviours and a central command arbiter. Each behaviour may vote either
for or against an action; the arbiter collates the votes and executes the winning
action. A key difference between the DAMN approach and both the Subsumption
Architecture and Motor-Schema approaches is that the ‘behaviours’ in DAMN do
not indicate any specific action for the robot to perform. Instead, they are able to
vote for a range of actions. This makes the approach both flexible and powerful, as
demonstrated by the fact that it has been used extensively to control both on- and
off-road vehicles. There is even a fuzzy logic version of DAMN [263], for which the

authors claim improved results.

The dynamic utility fusion approach described in this chapter is heavily influ-
enced by Rosenblatt’s DAMN architecture. From it, the dynamic utility fusion
approach takes the idea of having multiple behaviours connected to a central ar-
biter. In addition, while it lacks the relatively rich voting mechanism of DAMN (a
much simpler summation-of-utilities mechanism is used), the dynamic utility fusion
approach considers much longer sequences of actions, and adds explicit consideration

of the robot’s dynamics.
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Fuzzy and Neural Approaches

Local navigation systems based on fuzzy logic and neural networks have been widely
explored [27, 49, 50, 250] (see Saffiotti [211] for a more complete survey). One
advantage of these approaches is that the system can be trained to carry out certain
tasks, such as obstacle avoidance. For example, Beom and Cho [27] describe a
navigation system consisting of two fuzzy modules: an obstacle avoidance module
and a goal-seeking module. Each of these modules contains a set of fuzzy rules
that map the input vector (a set of sonar readings) onto an output vector (a motor
command). The two modules are trained using a reinforcement learning scheme,
so that the system can learn directly from experience. Interestingly, a non-fuzzy
command selection routine is used to determine which of the two modules is in
control of the robot at any given time.

While fuzzy logic and neural network approaches tend not to consider the robot’s
kinematic or dynamic constraints in an explicit fashion, their ability to learn implies
that such constraints may be encoded implicitly into the fuzzy rule set or neural
network. One drawback, however, is that it can take a great deal of time to train

these systems for the full range of conditions the robot is likely to encounter.

Analytic Approaches

A number of authors have tackled the local navigation problem from the perspec-
tive of classical mechanics and control theory [5, 13, 81, 82, 95, 153, 223, 222].
These authors have considered the problem of generating an optimal path for the
robot, whilst taking into account the robot’s kinematic and dynamic constraints.
In this case, ‘optimal’ can have a number of meanings — it may involve minimis-

ing the amount of time required to reach the goal, or it may involve maximising
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the ‘smoothness’ of the generated path [81, 153]. Unfortunately, most of these ap-
proaches assume that the robot has a complete world model, which makes them
inappropriate for sensor-based navigation.

An exception to this rule is the work of Shkel and Lumelsky [5, 223, 222|, who
consider the problem of generating optimal trajectories using only sensory data.
In this approach, the robot generates canonical trajectories, which represent time-
optimal paths in the absence of obstacles. The trajectories are then modified to
create near-canonical trajectories, which take into account any obstacles that are
visible to the robot’s sensors. The trajectories take into account both the robot’s
kinematics and its dynamics. Despite the fact that these trajectories are found by
solving a quite complex optimisation problem, the authors claim that the system
can run in real time (less than 20ms). Since most of the results presented to date are
for simulated data only, it is not clear how this approach compares to the dynamic
utility fusion approach, either in terms of its computational complexity or the results

it produces.

7.3 The Local Navigation Module

As was noted in the Introduction, the local navigation module has three key com-

ponents: a set of constraints, a set of behaviours and a command arbiter.
e The set of constraints determines which sequences of actions are allowable.
e The set of behaviours determines the utility of various sequences of actions.

e The arbiter searches through the space of all possible sequences to find the

most desirable sequence that satisfies all of the constraints.
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In the following sections, each of these components is discussed in detail. First,
however, we must consider the relationship between actions, sequences of actions

and trajectories.

7.3.1 Actions, Sequences of Actions and Trajectories

Most of the behaviours employed by the local navigation module do not evaluate
the utility of sequences of actions directly. Instead, they evaluate the utility of the
trajectory that results from a particular sequence. A trajectory describes the evolu-
tion of the robot’s position, velocity and acceleration as a function of time. A key
assumption, therefore, is that the relationship between sequences of actions and tra-
jectories is known — that is, that the robot’s motion is predictable. Mathematically,

we assume that we have some model of the robot such that
n = Model(() (7.1)

where ( is a sequence of actions and 7 is the resultant trajectory.

The exact nature of what constitutes a sequence of actions ( is determined by
the physical construction of the robot. J Edgar and Tigger have the same basic
construction: a pair of independent drive wheels and a pair of passive idler wheels.
This arrangement is depicted in Figure 7.1. The motion of the robot is determined
by the speeds (si,s2) of the two drive wheels. If these speeds are identical, the
robot will drive in a straight line; if these speeds are identical in magnitude, but
opposite in sign, the robot will turn in place. Other values will cause the robot to
execute some curved path. Both robots have PID controllers that will — to a very
good approximation — maintain a given wheel speed. For these robots, a sequence of

actions ( therefore takes the form of a function which describes the time evolution
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sl

Figure 7.1: Robot kinematics.
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of the wheel speeds (s1, s9). We write this as:

C(t) = [s1, 2] (7.2)

where ((t) is defined on some time interval [¢;,¢;]. The difference ¢; —¢; is known
as the sequence duration — it describes how far ahead the robot is planning. The
sequence duration is an important parameter, and is discussed in detail in Section
7.3.6.

Unlike the sequence of actions, the robot’s trajectory n can be described quite
generally by specifying the time evolution of the robot’s position (z, vy, 6), its linear
and angular velocity (v,w), and its linear and angular acceleration (0,w). We write
this as

n(t) = [z, y,6; v, w; 0, ] (7.3)
Naturally, the trajectory is defined with respect to the odometric coordinate system.

Given that the actual wheel speeds match the commanded wheel speeds (to a
very good approximation, at least), the trajectory n that will result from a sequence
of actions ¢ can be readily determined. Inspecting Figure 7.1, it is apparent that
the linear and angular velocities (v,w) are related to the wheel speeds (si,s;) via

the following equations:

581+ $2
V=
2
S2 — 81
= 7.4
w=""2r (7.4)

where W is the distance between the wheels. It therefore follows that the acceleration

of the robot is given by:

P
o dt
o= (7.5)

Tt
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and that the position of the robot is given by:

t

f
T = v cos Odt
t;

ty
y:/ v sin Odt

ti

ty
0= /t wdt (7.6)

Together, these equations constitute the model of the robot. Note, however, that
they rely on two important assumptions: that the robot’s PID controllers are ac-
curate, and that there are no significant latencies in the system. Latency is an

interesting problem, one that we will return to in Section 7.3.5.

7.3.2 Constraints

The local navigation module is equipped with a set of constraints. These constraints
serve a dual role — they describe which sequences of actions are possible, and they
describe which sequences of actions are permissible.

As an example of the former, consider the constraints that are imposed by the
physical construction of the robot. The motors driving each wheel will have both
a maximum speed and a maximum acceleration (or more accurately, a maximum

torque). The robot is therefore subject to the constraints:

|81,2‘ < Smax

[$1,2] < Smax (7.7)

where sy is the maximum wheel speed and sy, is the maximum wheel acceleration.
Any sequence of actions ¢ proposed by the arbiter must, at the very least, satisfy
these constraints.

As an example of the latter, consider the following constraints.
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Velocity Constraints Acceleration Constraints
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Figure 7.2: (a) Constraints on robot wheel speeds (si,s2). The horizontal and

- .
0 0
s1 (cm/secf

vertical lines indicate the direct constraints on the wheel speeds; the diagonal lines
indicate the constraints on the robot’s linear and angular speed. The shaded region
indicates the allowed wheel speeds. (b) Constraints on robot wheel accelerations
(81, $2). The horizontal and vertical lines indicate the direct constraints on the wheel
accelerations; the diagonal lines indicate the constraints on the robot’s linear and

angular accelerations. The shaded region indicates the allowed wheel accelerations.
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e The robot’s linear velocity is limited to ensure it stays within safe limits (we
don’t want the robot moving so fast that it damages itself in the event of a

collision).
e The robot’s angular velocity is limited to minimise motion blur in the camera.

e The robot’s linear acceleration is limited to make sure the robot doesn’t topple

over when starting or stopping.

e The robot’s angular acceleration is limited to ensure that the torques expe-
rienced by the robot are within structural limits (in practice, this is only a

concern if parts of the robot are not properly secured).

The robot is therefore subject to the constraints:

Umin < U < Umax

|w| < Wiax

9] < Bimax
|w] < Wmax (7.8)
Note that these constraints are expressed in terms of the robot’s trajectory 7, rather
than the sequence of actions (. We can, however, convert them into constraints on

the sequence of actions using the model of the robot described in Equations 7.4 to

7.6:

2Umin < 81 + 82 < 2Upax
|59 — 82| < Wwmax
|s1 + S2| < 20max

155 — 51| < Wimax (7.9)
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These constraints are illustrated in graphically in Figure 7.2, which shows the range
of allowed actions in both (s1, $3) and (81, $2) space.

Note that all of the above constraints can be expressed as behaviours. The
maximum-speed constraint, for example, can be framed as a velocity-dependent
behaviour that assigns very low utility to very high velocities. However, a key dif-
ference between behaviours and constraints is that while the former are generally
time-dependent, the latter are always time-independent. Consequently, constraints
can be used to reduce the size of the arbiter’s search space. This, in turn, increases
the probability that the arbiter will find a near-optimal sequence. In practice, this is
done by ‘pre-compiling’ the constraints to form a constrained action graph.2 This is
a graph in which nodes correspond to velocities that satisfy the velocity constraints,
and arcs correspond to accelerations which satisfy the acceleration constraints. Con-
sequently, any path through the constrained action graph is a valid sequence of ac-
tions. See, for example Figure 7.3, which shows a fragment of the constrained action
graph for J Edgar.

The algorithm used to construct the constrained action graph is as follows.

e The wheel velocity space (s1, $2) is discretized and a node is assigned to each
point in this discretized space. Nodes that violate the velocity constraints are

then eliminated.

e Every node is connected to every other node via an arc. Arcs that violate the

acceleration constraints are then eliminated.

21f constraints are holonomic, we can reduce the dimensionality of the search space by defining
a new set of generalised coordinates [101]. Unfortunately, any constraint that is expressed in terms
of an inequality is necessarily non-holonomic. More subtle techniques, such as the constrained

action graph, must therefore be used.
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Figure 7.3: A fragment of the constrained action graph. Each node corresponds to
one possible set of wheels speeds (the node marked (0,5), for example, indicates
that the left wheel is stationary and the right wheel has a speed of 5 cm/sec). The

arcs indicate allowed changes in speed.
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Note that, in order to generate the arcs in this graph, the sequence of actions must
be discretized — i.e. it is assumed that a new action is selected every At seconds. In
practice, this is exactly what happens — the robot is sent a new velocity command

at periodic intervals, typically on the order of 100ms.

7.3.3 Behaviours

In addition to the set of constraints, the local navigation module is equipped with
a set, of behaviours whose role is to determine the wutility of different sequences of
actions. Mathematically, behaviours are expressed in terms of a wutility function
U(¢,n) which assigns a utility to a sequence of actions ¢ and the corresponding
trajectory n. The total utility of a sequence ( is given by a weighted sum of the

utility functions for each individual behaviour:

Usotal (¢, 1) = Z/‘fz’Uz’(C,U) (7.10)

where the set of terms {k;} are known as gain terms. The overall behaviour mani-
fested by the robot will depend upon the relative strength of the various gain terms.
Consider, for example, a robot that is equipped with two behaviours: avoid-obstacle
and move-to-goal. If the gain on the avoid-obstacle behaviour is very high (relative
to the gain on the move-to-goal behaviour), the robot will tend to take very long
paths around obstacles, possibly increasing the amount of time required to reach
the goal. If, on the other hand, the gain on the avoid-obstacle behaviour is set very
low, the robot will tend to ‘cut-corners’ on its way to the goal —i.e. it will follow
paths that only just avoid collisions. Clearly, these gain terms must be set according
the task being attempted — they may even vary over time as the task changes. In

practice, some degree of experimentation is involved in setting these terms. Note
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that since the U((, n) terms are not normalised, and can take any value in the range
—o00 to +00, the gain k; terms have no other physical or mathematical interpreta-
tion — they simply dictate the way in which individual behaviours are combined to
produce an overall behaviour for the robot.

The local navigation module implements four different behaviours: avoid-obstacle,

move-to-goal, move-forward and avoid-wheel-slip.

Avoid-Obstacle

To prevent the robot from colliding with obstacles, an ‘avoid-obstacle’ behaviour
is used. This behaviour assigns a high negative utility to sequences that take the

robot towards obstacles. It has the following utility function:

UG == [ 7 [Prox(z,y) — R dt (7.11)

where Prox(z,y) measures the distance between the robot and the nearest obstacle,
and R is the radius of the robot. The distance Prox(z,y) is determined using the
local occupancy map. This function assigns a utility of —oco to sequences in which
the robot collides with an obstacle. In addition, it encourages the robot to seek
open spaces by assigning a high utility to sequences in which the robot spends most

of its time well away from obstacles.

Move-to-Goal

The move-to-goal behaviour encourages the robot to move towards a local goal. This
goal can be specified either as a 2D position, or as a 3D position and orientation. The
latter is particularly useful for docking tasks. The move-to-goal behaviour assigns a

high utility to sequences that take the robot closer to the goal, and a low utility to
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sequences that take it farther from the goal. It has the following utility function:

UG = + (fa(t) = agoul? + [W(t) — vyoul?)
- ([x(tf) - xgoa1]2 + [y(ty) — ygoal]z) 3
) |w(tf)‘ (7.12)

where (Zgoa1, Ygoa1) is the goal position. This function simply computes the difference
between the distance to the goal at the start of the sequence, and the distance to
the goal at the end of the sequence. That is, it determines how much closer the
robot will get to the goal as a result of a particular sequence of actions.

The utility function also has a velocity dependent term w(t;) whose purpose
is not immediately obvious. This term is used to encourage the robot not only to
reach the goal, but to stop when it reaches the goal. The need for an explicit velocity
dependant term was discovered after early experiments yielded some unexpected be-
haviour — the robot would move to the goal, but instead of stopping, it would either
turn on the spot, or execute very tight orbits around the goal. After some consid-
eration, it was realised that without an explicit velocity dependent term, stopping
at the goal was no more desirable than turning on the spot, and was only slightly
more desirable than executing orbits. The w(t) term has the effect of encouraging
the robot to stop at the goal, and the side-effect of discouraging rapid turning (if
necessary, this side-effect can be eliminated by making the term dependent on the
distance to the goal). As with potential-field-based techniques, the dynamic utility
fusion approach occasionally suffers from the problem that the emergent behaviour
of the system is not always that which the designer intended.

Note that, unlike the utility function for the avoid-obstacle behaviour, the utility

function for the move-to-goal behaviour is not path-dependent. That is, we do not
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care what path the robot follows to reach the goal, so long as it gets there in the end.
Thus, the robot may temporarily move away from the goal — to avoid an obstacle,
for example — without being penalised. This is an important feature of the dynamic
utility fusion approach: it rarely suffers from the local minima problems that beset

potential-field-based techniques.

Move-forward

The move-forward behaviour encourages the robot to move forwards, as opposed
to backwards. Without this behaviour, robot has no a priori preference for either
direction. Most of the time, moving backwards is an undesirable behaviour (since
the robot has forward-facing sensors, it will tend to back into things it cannot
see). Sometimes, however, the robot needs to move backwards — to back out of
a corner or away from an obstacle, for example. Consequently, while the move-
forward behaviour assigns a low utility to negative velocities, it does not prohibit
them entirely. The utility function for the move-forward behaviour has the following
form:

tf

UC,n) = — / h(v)dt (7.13)

ti

where h(v) is a step function such that

0 if v(t) >=0
h(v) = ®) . (7.14)
1 otherwise

This function assigns sequences a negative utility which is proportional to the

amount of time spent moving backwards.
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Avoid-wheelslip

Most wheeled robots use some kind of odometry to derive an estimate of their ve-
locity and position. Errors in this process derive in part from ‘slippage’ between the
robot’s wheels and the surface over which the robot is travelling. The avoid-wheel-
slip behaviour helps to minimise this source of error by assigning low utilities to
sequences that subject the robot’s wheels to high accelerations. The utility function

for the avoid-wheelslip behaviour is as follows:

UG == [ (sl + s (7.15)

This function returns a negative utility which is proportional to the average wheel

acceleration over the duration of the sequence.

7.3.4 The Arbiter

The arbiter is the key component in the local navigation module. Every 100ms
or so, the arbiter must select a new sequence of actions for the robot to perform.
Ideally, such sequences should be selected by considering the space of all possible
sequences (i.e. those that satisfy the set of constraints) and selecting the one with
the highest utility (according to the set of behaviours). See, for example, the three
trajectories shown in Figure 7.4. Unfortunately, in practice, the space of all such
sequences is very large, and the arbiter has very little time in which to make a
decision. Consequently, the arbiter makes use of a stochastic search process, in
which only a subset of possible sequences — selected at random — is considered.

The algorithm used by the arbiter is as follows.

e Generate a set of random sequences using the constrained action graph.
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e Determine the total utility of each of the sequences in this set.
e Execute the sequence with the highest utility.

Naturally, the number of sequences generated and tested depends upon the available
time. In practice, therefore, the arbiter keeps generating and testing sequences until
it runs out of time, at which point it uses whatever sequence has the highest utility.

Recall that sequences are constructed by selecting a random path through the
constrained action graph — the arbiter simply chooses arcs at random, starting from
the node corresponding to the current wheel speeds. Since there are only a finite
number of sequences that can be generated in this way, the total size of the arbiter’s
search space can be (approximately) determined. Let n denote the number of dis-
crete steps in a sequence of actions; n is determined by the sequence duration ¢y —1;

and action duration At:
ty—t;
At

(7.16)

n =

Let « denote the average number of arcs possessed by each node (i.e. the average
connectivity of the constrained action graph); the value of o will depend upon the
nature of the constraints in the constraint set — the more heavily constrained the
problem is, the lower o will be. Let N denote the average number of sequences that

start from an given node; clearly, N must be such that:
N=a" (7.17)

Typical values for o and n are 10 and 15 respectively, yielding 10 possible se-
quences.
Using the stochastic search algorithm described above, the arbiter can typically

generate and test at most 1000 sequences in the time available to it. That is, it will
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explore less than 0.0000000001% of the search space. The question must therefore
be asked — why does this procedure work at all? The answer lies in the fact that
while it is very difficult to find the optimal solution, it is relatively easy to find a
near optimal solution. To put this another way, the arbiter will almost never find
the best sequence of actions, but will almost always find a sequence that is good
enough. This effect is quantified in Section 7.4, where we look at some experimental

results.

There is one exception to the procedure described above: the first sequence the
arbiter generates will always correspond to the maximal braking sequence. That is,
the arbiter constructs a sequence that will bring the robot to a complete stop in
the shortest possible time, subject to the acceleration constraints. In this way, the
arbiter can guarantee that the robot will avoid collision with any obstacle that has

been detected by the robot’s sensors.

In this section, it has been assumed that the arbiter selects a new sequence of
actions every 100ms, i.e. it operates at a rate of 10Hz. In principle, the arbiter
might operate better at a lower rate — at 1Hz, for example — since this would give
it time to explore a larger portion of the search space. Unfortunately, at a rate of
1Hz, the robot would respond very slowly to changes in its environment — the time
between detecting an obstacle and starting to swerve around it, for example, could
be as long as 2 seconds. At 10Hz, however, the robot will respond tolerably well to
the presence of moving obstacles, such as people and other robots. Unfortunately,
neither J Edgar nor Tigger will support higher rates than this: 10Hz is the maximum

rate at which the robot hardware will accept new commands.
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7.3.5 Latency

Asnoted in Section 7.3.1, an important aspect of the dynamic utility fusion approach
is the ability to predict the outcome of actions, i.e. to determine the trajectory that
will result from a particular sequence of actions. An important element of this
prediction process is to take into account any latencies in the system. Consider, for
example, the time that elapses between the evaluation and execution of a sequence.
If the arbiter is operating at 10Hz, this delay could be up to 100ms. If the robot is
travelling at high speed, its position may have changed significantly in this time. The
arbiter must take this change into account when predicting the trajectory generated
by a sequence of actions. Fortunately, this can be done fairly easily — the arbiter can
use the model described in Equations 7.4, 7.5 and 7.6 to predict where the robot will
be when the sequence is executed, and generate a trajectory based on this prediction.

Latencies are also present in the robot’s communication links and in the PID
controllers. It takes a finite amount of time to transmit a new command to the robot
(from a few milliseconds to a few tens of milliseconds), and it takes a finite amount
of time for the PID controllers to match the commanded wheel speeds (typically a
few tens of milliseconds). The local navigation module makes no attempt to model

these latencies, since they only become significant at speeds in excess of 100 cm/sec.

7.3.6 Sequence Duration

The sequence duration is an important parameter for the local navigation module.
The question must therefore be asked — how long should sequences be? There are a

number of advantages associated with long sequences.

e Oscillations are suppressed. Oscillations occur when the robot rapidly switches
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back-and-forth between two actions. Consider, for example, a robot placed be-
tween a pair of parallel walls. If the sequence duration is very short, the robot
will tend to ‘bounce’ back and forth between the walls (this is the sort of be-
haviour often observed in potential field approaches). If the sequence duration
is longer, the robot will follow a path that is parallel to, but equidistant from,

both walls.

e The probability that the robot will get stuck in some local minimum is reduced.
Consider, for example, a robot which has an obstacle between it and the goal.
If the sequence duration is very short, the robot may be unable to find any
sequence that takes it around the obstacle — it will become stuck behind the

obstacle. With a longer sequence, it will move around the obstacle.

On the other hand, there are also a number of disadvantages associated with long

sequences.

e The size of the search space increases dramatically. Since the arbiter has only
a fixed amount of time in which to make decisions, it will have less chance of

finding a near-optimal trajectory.

e The predicted trajectories become less reliable. It is relatively easy to predict
the state of the robot 100ms in the future; it is much more difficult to reliably
predict the state of the robot 10s in the future. This is partly due to the
uncertainty in the outcome of individual actions and partly due to the fact

that the environment itself may be changing.

Clearly, there will exist a ‘sweet-spot’ that lies between the two extremes of very long

and very short sequences. The location of the sweet-spot is dictated by the physical
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properties of the robot, the behaviours being used and the environment the robot
inhabits. The ideal sequence duration must therefore be determined experimentally.
For J Edgar and Tigger, sequence durations of between one and two seconds have
been found to be most appropriate.

It is possible, however, to place a lower bound on the sequence duration by
considering the constraints on the robot’s motion. For example, if the robot is to
avoid collisions with stationary obstacles, the sequence duration must be long enough
to allow the robot to come to a complete stop. That is, the sequence duration must
be such that

tf —1; > Uma.x/i)max- (718)

Similarly, if the robot is to reach a goal that is directly behind it, the sequence
duration must be long enough to allow the robot to turn through 180°. That is, the

sequence duration must be such that
tr — ti > Wmax/Wmax- (7.19)

For J Edgar and Tigger, these two constraints imply that sequences must have a
duration of at least 1 second.

Note that, to some extent, it is possible to make a trade-off between the length
of sequences and the complexity of behaviours. For example, rather than expecting
the arbiter to discover that it must decelerate when nearing an obstacle, one can
express this requirement through the avoid-obstacle behaviour itself. Using the
utility function, one can say that when the robot is near an obstacle, high velocities
have a low utility. Thus, the robot would tend to decelerate when approaching
an obstacle, even if it is not looking far enough ahead to realise that a collision is

imminent. Effectively, by encoding more knowledge into behaviours, we can make
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it easier for the arbiter to find near-optimal solution. The extent to which this

trade-off should be made remains an open question.

7.4 Experiments

Three different experiments are described in this section. The first two experiments,
using the robots Tigger and J Edgar, demonstrate the basic functionality of the local
navigation module. In particular, these experiments illustrate the goal seeking and
obstacle avoidance behaviours. The third experiment, which was conducted using
a simulator, establishes the relationship between the number of sequences that are
tested, and the utility of the best sequence found by the arbiter. This experiment
demonstrates that, for most situations, it is not very difficult to find a near-optimal
sequence.

Note that, while these experiments are far from exhaustive (they do not, for
example, examine the effects of varying the sequence duration), they do suffice to

demonstrate the effectiveness of the local navigation module.

7.4.1 Tigger

Figure 7.5(a) shows the environment used to evaluate the local navigation module
on the robot Tigger. This environment was constructed by laying carpet tiles on a
linoleum floor — the robot sees the edges of the tiled area as obstacles. A box was
also placed on the floor to act as an obstacle. For this experiment, the robot was
placed at the bottom-left hand corner of the environment and given a goal at the
top right corner; all global navigation was disabled.

Figure 7.5 also shows the results for this experiment: Figure 7.5(b) shows the
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Figure 7.5: Results for the experiment with robot Tigger. (a) Photo of the experi-
mental setup. (b) Map showing the robot’s path (as determined using odometry).

(c) Graph showing the robot’s velocity as a function of time.
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path taken by the robot (according to odometry) and Figure 7.5(c) shows the robot’s
velocity as a function of time. There are two important features that are apparent

in these results:

e Smooth cornering. Upon detecting the obstacle (point A in the figure),
the robot executes a smooth left turn; when it is clear of the obstacle (point
B in the Figure), the robot executes a smooth right turn. Looking at the
velocity-time graph, we can see that the robot’s speed drops slightly during
these turns, as it first decelerates into the turn and then accelerates out again.
Note that the change in speed is relatively small, as the radius of curvature of

the turn is quite large.

e Smooth acceleration. From its starting position, the robot quickly accel-
erates up to its maximum speed of 30 cm/sec. It slows somewhat to swerve
around the obstacle (points A and B), then decelerates to a stop at the goal.
At no point does the robot undergo sudden accelerations, and the average

speed over the course of the experiment is high.

Note that the velocity-time graph for this experiment is quite ‘noisy’. This noise
arises mostly from uncertainty in the odometric velocity estimates (encoders have
limited resolution and integration time is short), and partly from the random nature
of the search algorithm used by the arbiter. Since the arbiter is selecting a new
sequence of actions every 100ms, the robot may rapidly switch between different
velocities. At no point, however, is the change in velocity such that the acceleration
constraints are violated. Consequently, despite the noise, the path followed by the
robot (in position space) is very smooth.

The results shown in Figure 7.5 seem all the more remarkable when one considers
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that the average number of sequences tested by the arbiter in each 100ms interval
was less than 50. That is, the arbiter was able to find good sequences of actions
after testing only a tiny fraction of the space of all possible sequences. Clearly, for

this situation at least, finding near-optimal sequences is not very difficult.

7.4.2 J Edgar

Figure 7.6(a) shows the environment used to evaluate the local navigation module
with robot J Edgar. This is a section of office corridor. In this experiment, the robot
was ‘joysticked’ around the environment — i.e. joystick commands were fed into the
local navigation module as a local goal. All global navigation was disabled.

Figure 7.6 also shows the results for this experiment: Figure 7.6(b) shows the
path taken by the robot (according to odometry), Figure 7.6(c) shows the robot’s
velocity as a function of time. In reality, the robot was taken on a tour that returned
it to its starting position. Some degree of odometric drift, however, is apparent in

Figure 7.6(b). There are a number of events worth noting in these results.

e At points A and C, the robot performed in-place turns in response to sudden
changes in the goal position — the robot decelerated to a stop, turned through

180 degrees and accelerateed up to speed once again.

e At point B, the robot executed a smooth turn through 90 degrees to handle a

corner.

e At point D, the robot overshot the turn (as a result of operator inattention
— the robot was given a goal position that would have required it to move
through a wall). The robot handled this situation by coming to a rapid stop,

backing up, and attempting the turn again.
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Figure 7.6: Results for the experiment with robot J Edgar. (a) Photograph of the
experimental location (a section of office corridor). (b) Map showing the robot’s
path (as determined using odometry). Note that there is a significant amount of
odometric drift apparent in these results. (¢) Graph showing the robot’s velocity as

a function of time.
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Overall, the robot maintained a high average speed throughout the course of the
experiment.

Note that, despite its size, J Edgar is capable of much higher speeds than Tigger
(100cm/sec versus 50cm/sec), albeit at lower accelerations (30cm/sec/sec versus
50cm/sec/sec). For these experiments, however, the speed of the robot was limited
to 50cm/sec. This was partly for the sake of safety (the robot is quite dangerous
at these speeds, both to itself and to others), but mostly because of the limited
field-of-view of the robot’s camera. This field-of-view is such that the robot can
only detect obstacles that are within 120cm; furthermore, the robot has an effective
radius of 30cm. Consequently, the robot must be able to come to a complete stop in
less than 90cm if it is to reliably avoid collisions. The stopping distance for a robot
travelling at a speed of vy, with a maximum rate of deceleration of v, is given

by:

,U2

max (7.20)

20max

dstop =

Therefore, in principle, the J Edgar can travel safely at speeds of up to 73cm/sec. In
practice, once the various latencies in the system are taken into account, 50cm/sec
is the maximum realistic speed. Higher speeds would require either higher acceler-

ations or sensors with a longer range.

7.4.3 Simulation

Figure 7.7(a) shows the simulated environment used to assess the relationship be-
tween the number of sequences tested and the utility of the sequence selected by the
arbiter. The robot was placed at the bottom-left corner of the environment and was
given a goal at the top right corner. Initially, the robot was facing away from the

goal.
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Figure 7.7: Simulation results. (a) Map showing the path of the robot through the
simulated environment. (b) Velocity time graph. (c) Graph showing the utility of

the selected sequence as a function of time.
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In the experiments involving Tigger and J Edgar, the arbiter tested an average of
50 sequences in each 100ms interval. In this experiment, the simulation was slowed
down to allow the arbiter to test many more sequences. Figure 7.7(c) shows the
results — this graph plots the utility of the selected sequence as a function of time.
The three curves in this graph correspond to the utility of the best sequence found
after testing 10, 100 and 1000 sequences. Inspecting this graph, it is clear that the
sequences found after 100 tests are much better than those found after 10 tests.
One the other hand, there is very little difference between the sequences found after
1000 tests and those found after 100 tests. Clearly, for this situation at least, it is
very easy to find a near optimal sequence. It is not surprising, therefore, that the
local navigation module works well even when it is testing, on average, only 100

sequences in each 100ms interval.

7.5 Conclusion

The experiments described in Section 7.4 demonstrate that the dynamic utility fu-
sion approach described in this chapter works well — the motion produced by the
local navigation module is both fast and smooth. The system has also undergone
a number tests of a much more difficult (but much less formal) nature. During
University Open Days, members of the public (principally children) are given the
opportunity to ‘joystick’ one or more of the robots around a specially laid out en-
vironment (the joystick commands are fed into the local navigation module as a
nearby goal). Very few collisions have been observed on these occasions, which is
surprising when one considers that many of the children are trying to crash the

robot. Furthermore, these collisions appear to arise from a failure of the local map-
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ping module, rather than the local navigation module per-se. Typically, the robot
turns into a nearby obstacle that was just outside its field-of-view. Further testing
under controlled conditions needs to be done in order to properly assess the failure
modes of the local navigation module.

There are many variations to the basic DUF approach that could be pursued; I
will mention just two here.

The first variation involves extending the prediction process to handle uncer-
tainty in the outcome of actions. That is, the model of the robot can be extended
to reflect the fact that any given sequence of actions may give rise to many different
trajectories, each of which has a different probability. With this scheme, the total

utility for a sequence of actions ( is given by

U)=>Unpnl<) (7.21)

where p(n | () is the probability that the robot will follow the trajectory 7, given
that it executes the series of actions (. For robots operating in indoor environments,
this extension is probably unnecessary (over the timescales we are considering, the
motion of the robot is highly predictable). In outdoor environments, where the
terrain is rougher, this extension may well be worth considering (indeed, such an
extension can already be found in Rosenblatt’s DAMN architecture [204, 203]).
The second variation involves extending the arbiter so that it is capable of learn-
ing which sequences of actions are more useful. That is, instead of simply testing
randomly generated sequences, the arbiter could keep track of those sequences that
have worked well in the past, and apply these sequences to current problems. The
difficulty with this particular extension is that it is far from clear how sequences
can be encoded to facilitate rapid learning. This particular topic is the subject of

ongoing research.
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Chapter 8

Landmark Detection

To see a thing one has to comprehend it. An armchair presupposes the
human body, its joints and limbs; a pair of scissors, the act of cutting.
What can be said of a lamp or a car? The savage cannot comprehend
the missionary’s Bible; the passenger does not see the same rigging as

the sailors. If we really saw the world, maybe we would understand it.

from The Book of Sand, by Jorge Luis Borges.
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Abstract
This chapter describes a mechanism for detecting landmarks — such as walls, door-
ways and intersections — using the local occupancy map. These landmarks are used

by the global localisation module to help determine the robot’s location.

8.1 Introduction

Determining the location of a robot with respect to the environment is an important
aspect of mobile robot navigation. There are four basic methods the robot can

employ for this task:

e The robot can use a dead-reckoning system, such as odometry or inertial nav-
igation. However, since dead-reckoning systems are prone to cumulative drift,

they are, by themselves, inadequate for the task of localisation.

e The robot can use a global positioning system, such as satellite GPS. Unfortu-
nately, GPS cannot be used in environments such as office buildings, factories

and underground mines.

e The robot can make use of pre-placed artificial beacons, such as bar-coded rods
or coloured tags. Not all environments, however, can be fitted with artificial

beacons.
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e The robot can make use naturally occurring landmarks; ideally, these land-

marks will be time-invariant features of the environment,.!

It is this last of these methods that is employed in this thesis. Consequently, this
chapter describes a method for identifying natural landmarks — such as walls, door-
ways and intersections — in indoor environments. In Chapter 9, I will show how
these landmarks can be used to localise the robot with respect to a model of the

environment.

The Landmark Detection Module

The landmark detection module that is responsible for detecting significant land-
marks. Instead of looking for landmarks in the robot’s raw sensor data (in camera
images, for example), this module looks for landmarks in the local occupancy map.

There are a number of good reasons for doing this.

e Key landmarks, such as doorways and intersections, are fairly abstract fea-
tures. Detecting these landmarks in raw sensor data can be extremely difficult,
while detecting the same landmarks in the local occupancy map is a relatively

straight-forward process.

e Landmarks that appear only briefly in the raw sensor data will persist for some
time in the local occupancy map. It may take several seconds, for example,
for the robot’s motion to carry a landmark beyond the bounds of the local oc-
cupancy map. Consequently, the landmark detection process can be relatively

slow.

INote that, since the environment is assumed to be static throughout this thesis, the time-

invariance of landmarks is not an really an issue.
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e The same landmark detection module can be used with a number of different
sensors, so long as those sensors can be used to produce a local occupancy
map. In this thesis, we have considered occupancy maps derived from sonar

and vision, but one could equally well use laser range finders or radar.

It is still possible, of course, to design a module for detecting landmarks in the
raw sensor data. One could, for example, look for extended line segments in the
raw camera images. However, for the reasons stated above, the navigation system
described in this thesis uses landmarks extracted from the local occupancy map.
To locate landmarks, the landmark detection module makes use of a simple tem-
plate matching scheme. The module maintains a relatively large set of templates,
each of which corresponds to a particular landmark at a particular orientation. These
templates are used to search the local occupancy map for matching landmarks. The
key challenge for the landmark detection module lies in making this process fast
enough to be useful. A typical set of templates, for example, will contain 128 ele-
ments (corresponding to 4 different types of landmarks at 32 different orientations),
while a typical map will contain 6400 different locations at which these templates
might be tested (corresponding to a local map that is 4m on a side, with 5cm cells).
This yields a total of 819,200 possible comparisons. Clearly, a very fast matching
mechanism is required. In Section 8.3, I will describe one such mechanism, which
is based on the notion of ‘early jump out’ [56]. Put simply, when searching the
local map, the landmark detection module will quickly abandon comparisons that
are unlikely to lead to good matches. In fact, as I will show in Section 8.4, the vast
majority of potential matches can be eliminated after inspecting only one or two
map cells. As a result, use of this early-jump-out mechanism can lead to a 10-fold

improvement in the overall speed of the system.
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Chapter Structure

The remainder of this Chapter is structured as follows. Section 8.2 reviews some
related work on landmark detection for mobile robot applications. Section 8.3 de-
scribes, in detail, the landmark detection module, while Section 8.4 evaluates the
performance of this module in an experimental context. Section 8.5 draws some con-
clusions and indicates a range of possible enhancements to the somewhat simplistic

approach described in this chapter.

8.2 Related Work

In this section, I will consider some of the different types of landmarks that are used
for mobile robot localisation. In doing so, I will take a somewhat liberal interpreta-
tion of what constitutes a landmark (the term landmark is readily understood but
difficult to define). Landmarks can be classified according to a number of different

criteria:

e The sensor modality from which the landmarks are extracted — sonar, vision,
laser range finders, or some intermediate representation (such as occupancy

grids).
e Whether the landmark is used in indoor or outdoor environments.

e Whether the landmark is natural or artificial. In this context, a natural land-
mark is a pre-existing feature of the environment, irrespective of whether or
not that environment is natural or built. In contrast, an artificial landmark is
some object that is added to the environment specifically for the purpose of

aiding robot localisation.
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e Whether the landmark is active or passive. This applies only to artificial

landmarks, of course.

e Whether the landmark is a pre-defined feature selected by a human opera-
tor, or is selected automatically by the robot. This applies only to natural

landmarks.

This review will concentrate mainly on indoor environments, and on landmarks
derived from visual information or from occupancy grids. The review is therefore

divided into four sections:
e Detecting artificial landmarks using vision.
e Detecting natural landmarks using vision.
e Detecting natural landmarks using occupancy grids.
e Automatic selection of natural landmarks.

Note that the first and last sections are included more for the sake of completeness

than for their direct relevance to this chapter.

Detecting Artificial Landmarks using Vision

Fitting the environment with artificial landmarks, in the form of easily identifiable
visual patterns, is pragmatic solution to the localisation problem. Patterns that
have been used for this purpose include: black squares on a white background [141];
alternating black and white strips [135]; black circles on a white background [10];
red and white road cones [207]; and patterns of coloured lights [48]. Typically, these

landmarks are mounted high on the walls or ceiling to maximise their visibility.
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However, a limiting factor with simple patterns such as these is that all of the land-
marks are identical; this introduces a correspondence problem into the localisation
process. This correspondence problem can be avoided only if each landmark in the
environment is uniquely identifiable. Hence, a number of authors have employed
patterns that, in addition to being easily detectable, encode their unique identity.
Examples include Kortenkamp et al [145], who employ binary-coded black-and-white
rods, and Ellepola et al [80, 79], who employ binary-coded black-and-white disks.
In some ways, the use of artificial landmarks makes the localisation problem too
easy — many of the navigation problems discussed in Chapter 9 become moot if the
environment is littered with uniquely identifiable landmarks. Hence, this thesis is

concerned with the more difficult problem of navigation using natural landmarks.

Detecting Natural Landmarks using Vision

The vast majority of the vision-based natural landmark detection systems that have
been described to date make use of either point-like or line-like image features as
landmarks [12, 14, 36, 62, 88, 106, 148, 154, 170, 253, 262, 266]. Systems based
on wvertical lines are particularly popular. There are two arguments generally put
forward for using vertical lines. Firstly, long vertical lines generally correspond
to invariant features of the environment, such as windows, doorways, the sides of
bookshelves, and so on. Secondly, for robots using stereo vision, the range of vertical
lines can be determined very accurately, and very robustly; in contrast, horizontal
lines yield much less accurate range information. (With vertical lines, one need only
know the line’s position on the image’s x-axis; with horizontal lines, one must rely
on the matching the end-points of the lines, whose location is generally not robust

to errors in the low-level edge extraction process).
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Another popular approach is to use features on the ceiling as landmarks [1, 2,
70, 71, 96]. Once again, the argument for using these features is that they are
largely invariant. In addition, these landmarks have the advantage that they are
rarely obscured and remain visible over the full range of robot orientations. Robots
employing such landmarks are generally equipped with a camera that points straight
up at the ceiling. Dulimarta et al [70, 71] go even futher, describing a robot with
two cameras: one pointing straight up, to observe features on the ceiling, and the

other pointed straight out, to read the numbers off doors.

As an alternative to using image features as landmarks, a number of authors have
considered the possibility of detecting landmarks through direct image matching. In
this scenario, the robot operates in two different modes. During a recording run, a
human operator guides the robot through the environment while the robot records
a series of images. During an autonomous run, the robot determines its location
by matching the observed images against those learnt during the recording run.
The image matching might be done using simple correlation [109, 125], or it might
involve more complex methods, such as the use of Fourier analysis [164, 165, 257]
or image eigenspaces [162]. These techniques are simplified somewhat by the use of

an omni-directional camera, which gives the robot a 360° field of view.

While all of the approaches described above have their merits, I have chosen, for
the reasons stated in the Introduction, not to employ any of them. There are, in
addition, certain technical considerations: the robots I am using are not equipped
with multiple cameras, and the one camera the robots do have is pointed at the
floor (to detect obstacles). To detect vertical lines or features on the ceiling, this
camera would have to be tilted back, which would mean that the camera would have

to alternate between obstacle detection and landmark detection tasks. While this is
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an interesting problem in itself, it is a complication I wanted to avoid. In particular,
I wanted to avoid a situation where the robot has to periodically stop and ‘take a

look’ to see where it is.

Detecting Natural Landmarks using Occupancy Grids

A number of authors have considered the problem of extracting natural landmarks
from occupancy grids. The methods used mirror those used to extract landmarks
from raw image data — one can either look for a direct match with a previously learnt
grid, or one can attempt to extract features from the grid.

Both Thrun [243] and Yamauchi [258] describe methods for matching a local
occupancy grid against a previously learnt (global) grid. The basic problem is
to find a translation and orientation of the local grid such that it matches the
previously learnt grid. Both authors use gradient descent to speed up this search
process. One difficulty with these techniques is that the match functions for grid-
based representations tend to be non-differentiable, and hence not well suited to
gradient descent search. To overcome this difficulty, Thrun uses interpolation to
produce a match function which is differentiable; this both speeds up the search
process and improves the accuracy of the match. Unfortunately, it is also assumes
that the robot has a relatively good initial estimate of the correct translation and
orientation of the local grid. In contrast, Yamauchi employs a non-differentiable
match function and does not assume that the robot has a good initial estimate. As
a result, the amount of computational power required to find a match is quite high;
a figure of 20 seconds on a DecStation 3100 is quoted.

From a personal perspective, I have found gradient descent methods to be largely

ineffective — in the absence of good initial estimate, the search tends to quickly get
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bogged down in local minima. While it is possible to construct more complex match
functions, which do not produce a multitude of local minima, the extra computation
required to evaluate these functions tends to negate their utility. Consequently,
the approach described in this chapter, which employs a combination of stochastic
search with early-jump-out, can locate landmarks faster than a gradient-descent-

based method, despite its apparent simplicity.

As an alternative to direct matching of occupancy grids, some authors have
looked at extracting features from occupancy grids [59, 116, 140, 215, 216, 268].
While these approaches are superficially attractive, each of them also has its prob-

lems.

Scheile et al [215, 216] describe a method for extracting straight lines using a
simple Hough transform [63]. The reasoning here is much the same as the reasoning
for using vertical lines in images: extended line segments most probably correspond
to invariant features of the environment. Unfortunately, with a simple Hough-based
approach, it is difficult to distinguish between walls and doorways; in the Hough
space, there is no difference between continuous lines (walls) and broken lines (door-

ways). In an indoor environment, this distinction can be vitally important.

Horst [116] describes a general method for extracting object boundary curves
from occupancy grids. This high-level description, which describes the boundary of
objects in terms of piece-wise linear segments, can be analysed to find walls, corners
and so on. While this technique appears promising, it is not clear that it can be
made sufficiently robust for applications involving real (as opposed to simulated)

data.

Courtney et al [59] borrow yet another technique from pattern recognition, and

make use of invariant moments [17]. By treating the occupancy grid as a simple
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greyscale image, it is possible to form a number of statistical moments that are
invariant to translation, rotation and scaling.? An occupancy grid can therefore be
classified according to the set of moments it generates. Unfortunately, while invari-
ant moments offer an interesting method for classifying occupancy grids, they do not
really indicate the location of landmarks as such. Consequently, their applicability
to landmark-based localisation is unclear.

Simmons and Koenig describe a method for extracting features from a local
occupancy grid, as implemented on the Xavier robot [140]. This feature detector
finds walls by projecting virtual ‘rays’ from the robot. When a ray intersects an
occupied cell, the robot computes the line of best fit through the adjacent occupied
cells; if the fit is good, the feature is classified as a wall. A similar method is used
to find openings. One limitation of this approach, however, is that it does not
generalise in an obvious way to more complex features. One is therefore limited to

a very impoverished feature set (walls and openings).

Automatic Selection of Natural Landmarks

Within each of the paradigms described above, some attempts have been made at
automatically selecting the environmental features that make the best landmarks
[102, 163, 241, 242, 262, 269]. For example, Yeh at al [262] consider this problem in
the context of lines extracted from a monocular image. They demonstrate a method
for selecting, from the set of all possible lines, the subset which is least likely to be

confused. This simplifies the landmark correlation problem, which in turn leads to

2Although in this case, one would probably be better off with scale dependent moments —
unlike the normal 2D image recognition tasks to which moments are normally applied, scale is an

important cue in occupancy maps.
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more robust localisation. Thrun [241, 242] goes even further, describing an algorithm
that automatically selects landmarks from raw sensor readings, based on the degree
to which they improve the accuracy of the localisation task. A neural net is then
trained to recognise those landmarks. This kind of approach seems promising, since
it raises the possibility of constructing a robot that can not only learn a map of the
environment, but can also learn the set of landmarks from which to construct that

map. Regrettably, such topics are beyond the scope of this thesis.

8.3 The Landmark Detection Module

The landmark detection module has three principal components.

o A set of pre-defined landmark templates corresponding to the landmarks of
interest. These templates are provided by a human operator; a typical set of

templates is shown in Figure 8.1.

e A match function, which determines the degree to which a particular template,
at a particular location, matches the local occupancy map. The match func-
tion returns its highest value when all of the occupied cells in the template
correspond to occupied cells in the map, and all of the unoccupied cells in the

template correspond to unoccupied cells in the map.

o A search algorithm, which determines which templates are evaluated, and at

which locations.

In the following sections, I will consider each of these components in turn.
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|,

Figure 8.1: A typical set of landmarks. The top row shows the robot Tigger next
to: a wall, a doorway, an inside corner, an outside corner. The middle row shows
a corresponding set of local occupancy maps — dark cells in these maps indicate
regions that are probably occupied, light cells indicate regions that are probably
unoccupied, and grey cells indicate regions whose occupancy state is unknown. The
bottom row shows the set of templates — dark cells indicate regions that should
be occupied, light cells indicate regions that should not be occupied and grey cells

indicate regions whose occupancy state is irrelevant.
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8.3.1 Templates

These templates used by the landmark detection module are encoded as simple grids.
Each cell in this grid may be in one of three states: occupied, empty, and don’t
care. Figure 8.1 shows a typical set of templates; the dark cells in these templates
correspond to regions that should be occupied, the light cells to regions that should
be empty, and the grey cells to regions whose occupancy state is irrelevant (i.e. to
‘don’t care’ regions). To simplify the matching process, the cell size in these grids

is chosen to match the cell size used in the local occupancy map.

Each of the templates used by the landmark detection module corresponds to a
particular landmark at a particular orientation. This is done to save time during the
matching process: the landmark detection module does not have to rotate templates
in order to match them, instead, it can simply choose one of the variants from the
set. Note that, in principle, the number of orientations required for each type of
landmark depends on a number of factors, including the size of the landmark and the
number of rotational symmetries it possesses. Larger landmarks generally require
more orientations; landmarks that are rotationally symmetric require fewer. For the
sake of simplicity, however, the landmark detection module simply uses 32 different

orientations for each type of landmark.

Templates are supplied, in advance, by a human operator. The operator does
not, however, have to supply templates for all possible landmarks at all possible
orientations. Instead, the operator supplies the landmark detection module with
a single template for each type of landmark. From these templates, the module
automatically constructs a much larger set of templates, in which there is a template

representing every possible orientation of every possible landmark.
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8.3.2 The Match Function

The match function measures the similarity between a template — at a particular
location — and the local occupancy map. The particular match function used by the
landmark detection module simply determines the number of matching cells in the
template and the map; that is, it counts the number of instances in which occupied
cells in the template correspond to occupied cells in the map, and in which empty
cells in the template correspond to empty cells in the map. ‘Don’t care’ cells in the
template are ignored.

The match function can be defined formally as follows. Let Occ(z,y) denote the
local occupancy map. For every cell (z,y) in the map, this function returns one of
three values

Occ(z,y) = { occupied, unoccupied, unknown} (8.1)

Let T;;(Z, ) denote a template of type ¢ and orientation j. For every cell (z,7) in

the template, this function returns one of three values:
T;;(Z,9) = {occupied, unoccupied, don’t care} (8.2)

Let the match function S(7};, z, y) indicate the degree to which a template T;; placed

at (x,y) matches the local occupancy map. The value of this function is given by:
1 .. . N
S(Tzijaxay) = NZ(s[ﬂj(ﬂj,y),OCC($+$,y+y)], (83)
z,9

where the delta function returns 1 if its arguments are equal, and 0 otherwise. Note
that the summation is restricted to significant cells in the template (i.e. to cells that
are either occupied or empty), and that N denotes the total number of such cells.
As a result, this expression completely ignores cells in the template that are marked

as ‘don’t care’. On the other hand, cells in the map which are marked as ‘unknown’
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are counted as evidence against a landmark being present; the match function is
designed to detect landmarks that are present, not landmarks that might be present.

A template is said to match the map at location (z,y) whenever the value of
the match function S(7T};, z, y) exceeds the pre-set match threshold Spin. The match
threshold allows for the presence of noise in the local occupancy map — if it is set too
low, the landmark detection module will detect false landmarks; if it is set too high,
the landmark detection module will fail to detect genuine landmarks. Typically, the
match threshold is set to around 0.9, so that at least 90% of the significant cells in
the template must match those in the map. The issue of selecting an appropriate

match threshold is discussed further in Section 8.3.5.

8.3.3 The Search Algorithm

The choice of search algorithm for the landmark detection module is somewhat
constrained by the fact that the match function defined in Equation 8.3 is non-
differentiable. Consequently, as noted in 8.2, a simple gradient descent style search
is not always effective. Instead, the landmark detection module employs a simple

stochastic search. The algorithm for this is as follows:
e Step 1. Select, at random, one possible template from the set of templates.

e Step 2. Select, at random, one possible location from the set of all possible

locations in the local occupancy map.
e Step 3. Evaluate the match function for this combination.

e Step 4. If the value of the match function exceeds the match threshold, notify

the global localisation module that a landmark has been detected.
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e Step 5. Go to Step 1.

The reason for using a random search, as opposed to a raster search, is that we do
not want to introduce systematic effects that might bias the search process. For
example, if the robot is in motion, we do not want the landmark detection module
to spend all of its time looking for landmarks in a part of the map that is about
to disappear. Another way of looking at this is to say that we want the search
algorithm’s coverage to be uniform with respect to the entire odometric coordinate
system, not just the window defined by the local map. A raster search cannot
do this; as the robot moves, ‘gaps’ in the search pattern will inevitably appear.
In addition, this unbiased search process tends to produce measurements that are
statistically independent, which aids the global localisation process described in
Chapter 9. Note that, in the event that one is not too concerned with statistical
independence, there are more sophisticated search and matching algorithms that
can be used. For example, one could search only those areas of the occupancy map
that have been recently updated, since this is where new matches are most likely to

occur. Such extensions remain the topic of future research.

8.3.4 Early Jump Out

Since templates typically contain anywhere between 20 and 100 significant cells,
computing the match function on the entire template can be quite time consuming.
Therefore, to save time, the landmark detection module makes use of an ‘early jump
out’ technique. If, during the evaluation of the match function, it appears unlikely
that the match threshold will be exceeded, the match function is terminated, and
returns a value of 0. As we will see in Section 8.4, this early jump out technique

makes an enormous difference to the rate at which landmarks are detected.
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Uppera and lower boundaries for early jump out
100 T T T T T T T T T

nsS,

Figure 8.2: An illustration of the early jump out technique. The top curve shows
the number of matching cells as a function of the number of cells tested, for a
matching template. The bottom curve shows the result for a template that does
not match. The lines indicate the upper and lower bounds for a matching template

(Smin = 0.8N).
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The early jump out mechanism relies on the fact that the summation term in
the match function (Equation 8.3) increases monotonically with the number of cells
compared (or, strictly speaking, is monotonically non-decreasing). Alternatively,
if we let S,, denote the value of the match function after n cells have been com-
pared, the product n.S, (which simply measures the number of matching cells after
n comparisons) must increase monotonically with n. Furthermore, for a matching

template, n.S, must be such that:

nSp + (N —n) > NSuin, (8.4)

where NN is the number of significant cells in the template and Sy, is the match
threshold. For a matching template, the number of cells that have already been
matched, when added to the number cells that are yet to be checked, must exceed
the number of cells that need to be matched. Otherwise, even if all of the unchecked
cells match, the match threshold Sy, will not be exceeded. Figure 8.2 illustrates
this situation graphically.

Equation 8.4 can be used as an early jump out rule — if, at any point, this
equation is not satisfied, we can be certain that the template does not match, and
the match function can be terminated. This early jump out leads to a significant
decrease in the average time required to evaluate the match function. This time can
be decreased even further if we use an early jump out rule with somewhat different
properties: one that will sometimes reject true matches, as well as false ones. For
example, we might decide that if the first 4 comparisons yield less than 4 matches,
we will give up. This rule will quickly eliminate many false matches, but it will also

eliminate some of the true matches.

The early jump out rule used by the landmark detection module has the following
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form: the match function will be terminated if

nS, <{ " in <N (8.5)
NSuin — (N —n) otherwise

Qualitatively, the rule simply states that the first { percent of cells that are evaluated
must all match; after that, Equation 8.4 is applied to eliminate impossible matches.
The rule is parameterised by ¢, which is the called the strength of the rule. Higher
values of ¢ produce a rule that is more likely to reject false matches, but is also more
likely to reject true matches. Note that, for this rule to work as intended, cells must
be evaluated in a random order. Otherwise, this rule is equivalent to specifying a
fixed subset of the cells in the template, all of which must match exactly. This is
not the desired result.

Unfortunately, it is not possible to determine, a priori, how often or how quickly
an early jump out rule will eliminate false matches. Neither is it possible to de-
termine, in general, how often an early jump out rule will eliminate ¢rue matches.?
The effectiveness of the rule described in Equation 8.5 must therefore be established

experimentally.

8.3.5 Measuring Performance

There are two key measures of performance for the landmark detection module:

e The landmark detection rate, which measures the average number of land-

marks detected per second.

31t is possible, however, to place an upper bound on the probability that a given early jump out
rule will reject a true match if one makes some assumptions about the matching process. See [56]

for example.
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e The probability of false matches, which measures the proportion of the de-

tected landmarks that represent incorrect matches.

Naturally, we would like to maximise the former and minimise the latter.

Ideally, we would also like the measure the fraction of actuallandmarks detected:
that is, of all the ‘true’ landmarks in the environment, how many does the system
detect? Unfortunately, there are a number of difficulties associated with this mea-
surement. Firstly, the number of detected landmarks depends upon the speed with
which the robot is moving — the fraction of landmarks detected will be higher for
slow moving robots than for fast moving robots. Secondly, the classification of ‘true’
landmarks is somewhat subjective — for example, in the case of extended landmarks,
such as walls, how does one determine the number of ‘true’ landmarks? It is for
these reasons that the fraction of detected landmarks has not been measured in the
experiments described in this chapter.

The landmark detection rate depends on a number of factors: the size and
resolution of the local occupancy map, the average time taken to evaluate the match
function, and the probability of rejecting a true match. We can write down the

following relationship:
l—p

Rate ox —
Nmap X Nave

(8.6)

where p is the probability of rejecting a true match, np,,p is the number of cells in the
local map, and n,y. is the average number of cells evaluated by the match function.
Of these three terms, only the number of cells in the local map can be determined
a priori. The probability of rejecting a true match, and the average number of cells
evaluated by the match function, will both depend upon the strength of the early
jump out rule. For example, with no early jump out, p and n,, are both constant:

p = 0 and n,e = N. With early jump out, the value of p and n,. will depend
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upon the nature of the environment: if the environment contains many objects that
are very similar to, but not quite the same as, the target landmarks, one would
expect the average number of cells evaluated to be quite high. Alternatively, if
the environment consists mainly of objects that are very dissimilar to the target

landmarks, one would expect that, on average, fewer cells would be evaluated.

Equation 8.6 highlights the importance of the early jump out rule and its some-
what paradoxical consequences. If, by selecting an early jump out rule that increases
the probability of rejecting true matches, we cause a larger decrease in the average
number of cells evaluated, the rate which landmarks are detected may actually in-
crease. Consider, for example, the difference between an early jump out rule for
which (p = 0,4 = 50), and another rule for which (p = 0.5, nae = 5). Clearly,
the latter rule will lead to a much high landmark detection rate, even though there
is a 50% chance of failing to detect a true match in any given comparison. As I will

show in the next section, such results are not atypical.

The other important measure of performance is the probability of false matches.
This probability is dictated almost entirely by the match threshold value. A high
match threshold leads to a low probability of false matches, but reduces the rate
at which landmarks detected (by increasing the average number of cells n,y, that
must be evaluated); a low threshold leads to a high probability of false matches,
but increases the rate at which landmarks are detected (by decreasing the average
number of cells n,,. that must be evaluated). Thus, one can choose to have either
small amounts of reliable data, or large amounts of unreliable data. Which of these
situations is preferable depends on how the information is used. Generally speaking,
the global localisation module — which uses landmarks to determine the robot’s

location with respect to a global map — works best when the probability of false
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matches is low. Therefore, the match threshold is usually set quite high (typically
on the order of 0.90 to 0.95), regardless of the effect this has on the landmark

detection rate.

8.4 Experiments

As noted in Section 8.3, there are two key performance measures for the landmark
detection module: the landmark detection rate and the probability of false matches.
Unfortunately, in practice, it is difficult to accurately quantify either of these mea-
sures — their values depend strongly on the particular landmark templates used, the
CPU power available to the landmark detection module, the nature of the envi-
ronment the robot inhabits, and the quality of the local occupancy map. The two

experiments presented in this section therefore have a more limited aim:

e The first experiment looks at the relative landmark detection rate produced
by different early jump out rules. This experiment is intended to establish the

utility of the early jump out technique.

e The second experiment presents the performance measures obtained for a typ-
ical experimental run through a series of office corridors. This experiment
is intended to demonstrate the characteristic performance of the landmark

detection module.

8.4.1 The Landmark Detection Rate

The relationship between the landmark detection rate and the strength of the early

jump out rule is depicted in Figure 8.3. The graph shows the improvement in
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Figure 8.3: (Top) Graph showing the relationship between the landmark detection

rate and the early jump out parameter (. The vertical axis indicates the improve-

ment in speed over a match function without early jump out. (Bottom) Graph

showing the average number of cells evaluated as a function of the early jump out

parameter (.
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the landmark detection rate as a function of (; that is, it compares the landmark
detection rate obtained using the early jump out rule against that obtained without
an early jump out rule. These results were obtained using the landmark templates
and occupancy maps shown in Figure 8.1; in all cases, the match threshold Sy, was
set to 0.90. Each data point in this graph represents the average result obtained
after 1000 trials.

Consider the result for the inside corner template. At ( = 0, which corresponds
to the weakest possible early jump out rule, there is a two-fold improvement in the
landmark detection rate. This increases to a five-fold improvement for ¢ = 0.55,
which corresponds to an early jump out rule in which the first 55% of the cells
evaluated by the match function must all match. The results for other landmarks
are similar or better.

The reason for this improvement becomes clear if one inspects the second graph
shown in Figure 8.3. This graph shows the average number of cells evaluated by the
match function. The results here are quite remarkable: even with relatively weak
early jump out rules, the vast majority of potential matches are eliminated after

evaluating only a few cells.

8.4.2 Results for a Typical Run

Figure 8.4 shows a series of snapshots produced by J Edgar during a typical experi-
mental run along a corridor. Each map shows the location of a detected landmark.
The statistics for the overall run are given in Table 8.1. The robot detected 29
landmarks in total, with two of these being false matches (the pair of doorways at
t = 80 sec and ¢t = 92 sec). The robot also failed to detect either of the outside

corner landmarks at ¢t = 62 sec.
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t = 80 sec t = 92 sec

Figure 8.4: Snapshots taken from a typical experimental run. Each snapshot shows
the local occupancy map, with the location of a detected landmark indicated by the

open rectangle.
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Total landmarks detected 29
False landmarks detected 2
Elapsed time (sec) 104

Landmark detection rate (landmarks/sec) 0.28

Probability of false matches (percent) 7

Table 8.1: Results for an experimental run with J Edgar. Note that these results
where obtained with an early version of the local navigation module - hence the lack

of smooth cornering.
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Note that the failure to detect landmarks is not really a problem for the overall
navigation system. Since the global localisation module uses only those landmarks
that are detected for determining the robot’s location, the failure to detect a land-
mark has relatively little effect on the localisation process (of course, if very few
landmarks are detected, the robot will be unable to effectively localise itself). Dur-
ing the course of this run, more than enough landmarks were detected to ensure
accurate localisation.

On the other hand, the two false matches at t = 80 sec and ¢ = 92 sec do present
something of a problem, since there will be no corresponding landmarks in the global
model. It is for this reason (among others) that the localisation module employs a
probabilistic localisation technique — it makes the localisation process comparatively
robust to the presence of false matches. Note that, in subsequent experiments, it
was found that the false matches shown in Figure 8.4 could be eliminated by making

some relatively minor changes to the doorway landmark template.

8.5 Conclusion and Further Work

The approach described in this chapter is both fast and robust, principally as a
result of the early jump out technique used to increase the speed of the matching
process. Furthermore, while the landmark detection module was not designed to
operate in dynamic environments, it has shown itself to be quite robust to the
presence of moving obstacles, such as people. Generally speaking, the presence of
such obstacles simply decreases the landmark detection rate — it is hard to recognise
a doorway, for example, when there is someone standing in it. On the other hand,

such obstacles can occasionally cause the robot to mis-identify a landmark, with
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potentially serious consequences for the localisation process. On one occasion, for
example, the landmark detection module decided that a group of people standing
in a line was a wall, resulting in a failure of the localisation process. Fortunately,
such events are quite rare.

There are two natural extensions to work described in this chapter. Firstly,
one could extend the landmark detection process to detect structures that might be
landmarks, as opposed to structures that are definitely landmarks. This could be
very useful if the robot were equipped with more sophisticated planning algorithms,
ones that actually plan the robot’s perceptual activities. For example, if the robot’s
location is highly uncertain, and something that might be a landmark is detected, it
is probably worth stopping and inspecting the potential landmark. If, on the other
hand, the robot’s location is highly certain, the potential landmark can be safely
ignored.

Secondly, the landmark detection process, as described, is entirely bottom-up.
One could also add a top-down component, in which the localisation module feeds
the landmark detection module information about where it ezpects to see landmarks.
Almost certainly, this would have the effect of increasing the landmark detection
rate. Unfortunately, it would also defeat the purpose of the probabilistic localisa-
tion approach described in the next chapter, which relies on the (near) statistical
independence the measurements made by the landmark detection module for its

effectiveness.



Chapter 9

Global Navigation

“The fact is.” said Rabbit, “we’ve missed out way somehow.”

They were having a rest in a small sand-pit on the top of the Forest. Pooh
was getting rather tired of that sand-pit, and suspected it of following
them about, because whichever direction they started in, they always
ended up at it, and each time, as it came through the mist at them,
Rabbit said triumphantly, “Now I know where we are!” and Pooh said
sadly, “So do I,” and Piglet said nothing. He had tried to think of
something to say, but the only thing he could think of was, “Help, help!”
and it seemed silly to say that, when he had Pooh and Rabbit with him.

from The House at Pooh Corner, by A. A. Milne.
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Abstract
This chapter describes the three key modules in the global layer — the modelling,
localisation and planning modules. Collectively, these modules are responsible for

solving global navigation tasks.

9.1 Introduction

This chapter addresses the problem of global navigation. In its most conventional
form, this problem can be stated as follows — how does a robot, whose initial location
is known, go about reaching a distant goal? This chapter, however, addresses a
somewhat more difficult problem — how does a robot, whose initial location is either

highly uncertain or completely unknown, go about reaching a distant goal?

Modelling, Localisation and Planning

Traditional approaches to landmark-based navigation generally divide the overall
problem into three processes — modelling, localisation and planning. These processes

are defined as follows:

e Modelling is the process whereby the robot builds a model of its environment.
This model will contain at least two kinds of information: it will describe
the distribution of landmarks within the environment, and it will describe

the connectivity of the environment (i.e. how the robot can move from one
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location to another).

e Localisation is the process whereby the robot determines its location with
respect to the model. Typically, this is done by matching the landmarks

observed by the robot against the landmarks recorded in the model.

e Planning is the process whereby the robot attempts to find a series of actions

that will take it from its current location to the goal location.

Unfortunately, these approaches are not able to solve the more difficult navigation
problem posed above, since they assume that there is relatively little uncertainty in
the robot’s location. It is for this reason that the navigation system described in
this chapter makes use of a probabilistic approach. In this approach, the processes

of modelling, localisation and planning are defined as follows:

e Modelling is the process whereby a human operator provides the robot with
an a priori model of the environment (this thesis does not address the problem

of model learning).

e Localisation is the process whereby the robot infers the set of locations the
robot might have. In practice, this means constructing a probability distribu-

tion over the space of all possible locations.

e Planning is the process whereby the robot tries to find a series of actions that
will not only take the robot to the goal, but will allow the robot to know that
it has reached the goal. That is, by the time the robot reaches the goal, there

should be very little uncertainty in its location.

As I will show, there are a number of difficulties with this approach. Firstly, one must

find an efficient mechanism for encoding and updating the continuous probability
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distribution generated by the localisation process. I will discuss two mechanisms for
doing this in Section 9.5. Secondly, the generalised planning problem defined above
is extremely difficult to solve. Therefore, the probabilistic navigation approach
makes use of the concept of a navigation strategy. A navigation strategy represents
a partial solution to the planning problem — one that will enable to robot to reach
the goal most of the time, and in most environments. In Sections 9.6 and 9.7, I
will consider a number of such strategies, and compare their performance in an

experimental context.

Assumptions

Before proceeding with the remainder of this chapter, it is important to make ex-
plicit a number of assumptions about the robot and the environment it inhabits.

Specifically:

The robot is able to detect landmarks and measure their properties.

The robot is equipped with odometry (or some similar sensor) that allows it

to make estimates of its motion.

The robot is not equipped with an absolute position sensor, such as GPS.

The robot is not equipped with an absolute orientation sensor, such as a

compass.

Note that there is a further assumption here — that the landmarks detected by the
robot are intrinsically ambiguous. For example, the robot might be able to detect
a doorway, but it cannot read the room number. As a consequence, the robot may

have to undertake a complex series of actions to determine its location.
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There is one further assumption:

e The environment is (mostly) static.

This assumption is made more for the sake of simplifying the following discussion
than out of strict necessity. The navigation system described in this thesis is quite
capable of handling some forms of variation in the environment. For example, it
is not affected by moving obstacles, such as people, unless they actively set out to
block the robot’s path. Nevertheless, the following discussion will focus primarily

on static environments.

Chapter Structure

The remainder of this chapter is structured as follows. Section 9.2 discusses some
related work, and gives some background to the techniques described in this chapter.
Section 9.3 presents some mathematical preliminaries that are necessary for a proper
understanding of the sections that follow. Sections 9.4, 9.5 and 9.6 describe, in
detail, the three modules that are collectively responsible for global navigation: the
modelling, localisation and planning modules. Finally, Section 9.7 presents a range
of experimental results. In particular, it compares the effectiveness of a number of

different navigation strategies in solving the navigation problem posed above.

Note that a number of early versions of the work described in this chapter can

be found in [120], [122] and [121].
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9.2 Related Work

Modelling

The model used to support global navigation can come from one of two sources:
it can be provided by a human operator, or it can be learnt by the robot itself.
The problem of model learning is, unfortunately, beyond the scope of this thesis.
Consequently, it is assumed that a human operator provides the robot with a model
of the environment that is both complete and (reasonably) accurate. However, for
the sake of completeness, I will review some of the recent approaches to model

learning.

Model learning is a fundamentally difficult problem: in order to know its location,
the robot needs a map of the environment, but in order to generate a map, the robot
needs to know it location. Hence, this problem is sometimes referred to as SLAM,
for simultaneous localisation and mapping. It is a problem that has attracted wide-

spread attention [11, 67, 68, 139, 243, 246, 244, 259, 260, 186].

One of the most interesting recent efforts is due to Thrun [243, 246], who presents
two alternative approaches to model learning. The first approach [246] involves
a semi-autonomous procedure, in which a human operator selects a small set of
significant locations in the environment. Whenever the robot arrives at one of
these locations, the operator ‘presses a button’ to inform the robot. Using this
relatively sparse information, the robot is then able to construct a detailed map of
its environment.

The second approach is entirely autonomous [243], with the robot using an ex-

ploration algorithm to systematically explore its environment. This approach does,

however, make some fairly strong assumptions about the environment the robot
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inhabits. Specifically, it assumes that the environment is composed entirely of ex-
tended linear surfaces (walls) having only four possible orientations. It is not clear
the extent to which this approach can be applied to environments in which this

assumption is violated.

Despite the success of these techniques (the latter approach has been used to
build maps measuring up to 60m by 20m), it is clear that much work remains to be

done in this area.

Localisation

Localisation is a key problem for mobile robot navigation, for which many solutions
have been proposed. Some of these solutions focus on static localisation, i.e. deter-
mining the robot’s location entirely on the basis of the currently observed features of
the environment [234, 235, 236, 226]. These approaches have much in common with
object pose determination techniques used in computer vision [29]. Others focus on
dynamic localisation, i.e. on integrating the information obtained by the robots sen-
sors with odometric information to generate a continuously updated estimate of the
robots location [60, 72, 157, 158, 259, 260]. The majority of these approaches em-
ploy some form of statistical procedure: maximum likelihood estimates and Kalman
filters [32] are commonly used. These approaches are, however, quite limited, since
they generate only a single estimate of the robot’s location, and hence require a good
initial estimate of this location. If this estimate becomes corrupted, for whatever

reason, these systems will fail.

Of more interest are the probabilistic localisation techniques that have recently

been developed [224, 140, 243, 246, 244, 44, 130], in which the robot maintains a
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probability distribution over the space of all possible robot locations.! This approach
offers a much more robust solution, since it does not require good initial estimate of

the robot’s location.

An early version of this approach, due to Simmons and Koenig [224, 140], makes
use of topological maps of the environment. That is, the environment is represented
as a graph in which nodes correspond to ‘locations’ and arcs correspond to ‘actions’.
The representation is quite coarse: a node might correspond to an area several
meters across. Unfortunately, as I will show in Section 9.5, there are number of
severe limitations associated with such coarse-grained representations; in particular,

they are not very good at capturing small changes in the robot’s motion.

More recent approaches, due to Thrun [243, 246, 244] and Burgard [44], have
employed metric, grid-based representations of the environment. These representa-
tions tend to be quite fine: each cell in the grid typically represents an area less
than 10cm across. While these grid-based approaches are much more computation-
ally expensive than their graph-based counterparts, they have also produced very
impressive results. In Section 9.5, I will consider the grid-based representation in
more detail. In addition, I will introduce an alternative representation, called the
population-based representation, which has a number of advantages over the grid-

based representation.

IThese techniques are often referred to as Markov localisation, since they can be derived from
the theory of Markov Random Fields [86]. The same results can, however, be derived from first
principles using simple Bayesian analysis. Consequently, in this thesis, the term probabilistic lo-

calisation is used.
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Planning

There is a vast body of literature devoted to the problem of path planning for mobile
robots. Traditional methods include A* search through visibility graphs [200] or
configuration space [161]. Techniques based on distance transforms [127, 265] and
harmonic functions [264] are also relatively popular.

All of these techniques assume that the location of the robot is known, at least
approximately. Unfortunately, with a probabilistic localisation approach, it is not
always possible to make this determination. Sometimes, the best one can do is
indicate that the robot is at one of a number of possible locations. Consequently, in
this context, the relevance of these techniques is debatable.

Very few authors have paid serious attention to the problem of planning under
these circumstances. The two notable exceptions are Kaelbling [130] and Koenig
[140]. Both authors adapt results from Markov Decision Process theory (MDP) to
define policies for the robot to follow. These policies share much in common with
the navigation strategies described in this chapter; these policies are described in
detail in Section 9.6.

There are a number of other approaches to planning that are worthy of mention
here, even though they do not fall into the category of probabilistic approaches.
To some extent, however, these approaches anticipate the ideas presented in this
chapter or are aimed at solving similar problems.

Dudek et al [69], describe an algorithm for explicitly re-localising a robot. This
is a theoretical analysis that describes how a robot at some unknown location in
a polygonal environment can determine its location with the least possible effort.
That is, it describes an algorithm for obtaining the shortest path the robot can

take to unambiguously determine its location. This work is attractive because of
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the theoretical guarantees it places on the robot’s performance; unfortunately, it is
unclear how the technique can be applied to real robots, where the uncertainties

associated with both sensing and action must be considered.

Nourbakhsh et al [182] describe an mobile robot architecture that makes heavy
use of assumptions to simplify the planning process. In this approach, the robot
will make plausible assumptions about the uncertainty in initial conditions, actions
and perceptions. Importantly, these uncertainties are not simply ‘assumed away’ to
leave a completely deterministic system. Instead, the robot monitors each plan as it
is being executed, looking for evidence that one or more of the assumptions under
which the plan was formulated is false. If an assumption is falsified, the robot must
re-plan. This approach has been successfully implemented on a number of robots,

including ‘Dervish’, the winner of the AAAT'94 contest.

Another approach to planning for navigation problems is described by Koenig
and Simmons [138]. The authors take a class of real-time search algorithms, which
are normally applied to AI problems in deterministic domains, and extend these
algorithms to handle non-deterministic domains, such as robot navigation. An im-
portant feature of real-time search algorithms is that they do not attempt to consider
every possible contingency, and consequently do not necessarily produce an optimal
result. Instead, they consider as many contingencies as possible given the limited
time and computational resources available, in order to arrive at a sub-optimal, but
nevertheless workable, solution. While this approach is very interesting, it does not
appear have been tested against the kind of navigation problems described in this

chapter.

Kuipers et al [151] describe a method for exploration and navigation in the

context of topological maps. During the map building process, the possibility exists
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that the robot will arrive at a location whose sensor readings are identical to a
previously visited location, leading to a possible ambiguity in the map. To resolve
this ambiguity, the robot adopts a fairly simple procedure. Under the assumption
that it is at the previously visited location, it plans a return trip via a number of
adjacent locations. If the plan can be executed successfully, the robot assumes that
it is at a previously visited location. If the plan cannot be executed successfully, the
robot assumes it is at a new location. There are, of course, pathological environments
in which this procedure will fail. However, for most realistic environments, the
procedure is quite robust. Interestingly, the approach described in this chapter
produces very similar robot behaviour; this behaviour is, however, an emergent

property of the formalism, rather than something that has been explicitly encoded.

A different approach is taken by Takeda et al [233], who describe a planning
technique that takes account of the sensory uncertainty associated with different
parts of the environment. That is, they describe an algorithm for finding paths
that minimise localisation errors. This particular idea would provide a very useful
extension to the work described here; it would allow the robot to automatically

avoid situations that are likely to result in the robot becoming lost.

9.3 Some Mathematical Preliminaries

In the following sections, we will take a detailed look at the three modules that make
up the global layer. First, however, we must take a couple of minor detours, and

consider the problem of probabilistic localisation and of coordinate transformations.
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9.3.1 Probabilistic Localisation

The global localisation module makes use of a probabilistic localisation approach. In
this approach, the robot does not attempt to estimate its location directly. Instead,
it maintains a probability distribution p(r) over the space of all possible locations.
Note that, throughout this chapter, the term [ocation will be used to describe the
robot’s location and orientation; hence, r = (ry, 7y, 79), where (r;,r,) denotes the
robot’s location (in a two dimensional space), and 79 denotes the robot’s orienta-
tion. Two different kinds of measurements are used to update the distribution p(r):
unary measurements, which yield information about the robot’s current location;
and binary measurements, which yield information about the change in the robot’s
location. The detection of a landmark, for example, would constitute a unary mea-
surement. Similarly, a change in the robot’s position — as determined by odometry
— would constitute a binary measurement.

In the case of unary measurements, the probability p(r) can be updated using

Bayes’ Law:

p(r|u) = p(;:(l)r)p(r) (9.1)

where p(r | u) denotes the probability that the robot is at location r, given that it
has made the measurement u; and p(r) is the prior probability that the robot is at
location r. The denominator in this expression can thought of as a normalisation

term — i.e. p(u) must be such that

/p(r | u)dr = 1. (9.2)

The key term in Equation 9.1 is the numerator: p(u | r). This term — which gives
the probability that the robot will make the measurement u, given that it is at

location r — is called the unary sensor model, and forms part of the robot’s overall
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environment model. The unary sensor model can be used to encode many different

kinds of information. For example, it can be used to:

e Exclude certain locations. If p(u | r) = 0 for all u, there is no way the robot
can be at r. This allows us to specify, for example, that the robot cannot

occupy the same volume as a wall.

e Describe the visibility and distribution of landmarks within the environment.
That is, the model records which landmarks are visible when the robot is at

r, and their expected position and orientation with respect to the robot.

e Describe the uncertainty in the measurements made by the robot. For example,
if the robot has detected a landmark at some distance from the object, the

uncertainty associated with this measurement can be encoded in p(u | 7).

e Describe the uncertainty in the model. Typically, the model is prepared by a
human operator working from a set of floor-plans. These plans are often quite
inaccurate (the builders sometimes take a liberal interpretation of the archi-

tect’s designs). Such inaccuracies can be expressed as uncertainties through

p(u|r).

The unary sensor model must either be supplied to the robot by a human operator,
or it must be learnt by the robot itself. In this thesis, it is assumed that the former
is the case.

In the case of binary measurements, the probability p(r) is updated using a

slightly more complex expression:

p(r | b) = / p(r, 7 | b)p(r')dr’ (9.3)
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where p(r,7’ | b) measures the probability that the robot has moved from 7’ to 7,
given that it has made the measurement b. This expression computes the probability
that the robot is at r by considering all the locations that the robot might have been
at, and all of the ways in which its location might have changed. The term p(r, 7' | b)

is calculated by employing Bayes’ Law once again:

b|rr')

plrr’ 1) = L) (9.4

Typically, it is assumed that the prior probability p(r,r’) is constant for all (r,r'),

in which case Equation 9.3 simplifies to:
pb )
prb:/iprdr 9.5
(r | ) 0 (') (9.5)

where p(b) is a normalisation constant.

The term p(b | r,7') — which gives the probability that the robot will make the
measurement b, given that it has moved from ' to r — is called the binary sensor
model. Like the unary sensor model, this term forms part of the robot’s overall

environment model. The binary sensor model can be used to:

e Exclude certain changes in the robot’s location. If p(b | ,7') = 0 for all b,
there is no way the robot can move from r to r’. This allows us to specify, for

example, that the robot cannot move through a wall.

e Describe the uncertainty associated with the measurements made by the robot.
Odometric drift, for example, can be encoded in this way. Moreover, we can
specify that odometry is more accurate in some parts of the environment than
others (odometry is generally more accurate on smooth surfaces than on rough

ones).
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e Describe the uncertainty in the model itself. For example, the connectivity of

the environment may not be completely understood.

As with the unary sensor model, it is assumed that this model is provided by a
human operator.

An important assumption in the probabilistic localisation approach is that mea-
surements are statistically independent. Formally, this means that the probability of
obtaining the pair of measurements (u1, u2) is equal to the product of their individual

probabilities. That is:
p(ut,us | 1) = plus | r) - plug | 7). (9.6)

From this, it follows that the probability that the robot is at r, given a pair of
measurements (uy, uy), is given by:
p(ula Uz ‘ 7") ’I")

p(ula Ug)

plur | ) pluz | 7)
) puy) P ©-7)

p(r [ ui,ug) =

The unary update formula (Equation 9.1) can then be recast as an incremental

update rule — given some measurement u, the distribution p(r) is updated using:

p(r) = PO ey (9.8)

p(u)
Naturally, this argument holds for binary measurements also; given some binary

measurement b, the distribution p(r) is updated using:
b p|rr) .,
T) — / ————=p(r)dr'. 9.9
p(1) ) (99

Together, Equations 9.8 and 9.9 form the core of the probabilistic localisation ap-
proach — they allow the distribution p(r) to be updated quickly and efficiently when-

ever the robot makes a new measurement.
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Note that there is one caveat on the above results — they apply only if the
statistical independence assumption holds true. In practice, this is not entirely
unproblematic. For example, if a sensor were to generate multiple identical mea-
surements of the same landmark, this would tend to skew the distribution. In effect,
too much weight would be given to some measurements and not enough to others.
Consequently, care must be taken to ensure that the measurements generated by

the robot’s sensors conform to the statistical independence assumption.

As an illustration of the probabilistic localisation approach, consider the series of
images shown in Figure 9.1. These images show the evolution of the distribution p(r)
for a robot moving through a simulated environment. Initially, the robot’s location is
unknown, as indicated by the uniform distribution in Figure 9.1(a). Soon, however,
the detection of landmarks reduces the number of possible robot locations — the
distribution in Figure 9.1(b) has formed a number of distinct peaks. Eventually,
the robot has detected enough landmarks to unambiguously determine its location

— the distribution in Figure 9.1(c) shows a single sharp peak.

In this discussion of the probabilistic localisation approach, the problem has
been framed entirely in terms of continuous distributions, i.e. in terms of distri-
butions defined over a three-dimensional real-valued space. In some previous work
on probabilistic localisation, the problem has been treated in a discrete fashion —
see, for example, the work of Simmons [224] and Koenig [140]. Unfortunately, these
discrete approaches have a serious problem — they are not very good at capturing
the effects of changes in the robot’s location, particularly when odometry is used to
measure these changes. Consequently, the following claim is made: at a theoretical
level, probabilistic localisation should be treated as a continuous problem, despite

the fact that, in practice, it must be implemented using a discrete representation.
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Figure 9.1: Evolution of the location distribution in an environment containing wall
and corner landmarks. Dark regions indicated locations at which the robot is more

likely to be found. The robot’s initial location is unknown.
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To put this another way: the discrete representations used to implement the prob-
abilistic localisation approach should be seen as approrimations to the continuous
distributions of the formalism. Sections 9.4 and 9.5 describe a number of discrete

representations, both for the model and the distribution p(r).

9.3.2 Coordinate Transformations

The modules in the global layer receive information from, and send commands to,
modules in the local layer. Unfortunately, these two layers use completely different
coordinate systems. The global layer uses the global coordinate system, which is fixed
with respect to the environment. All modelling, localisation and planning is carried
out with respect to this coordinate system. The local layer, on the other hand, uses
the odometric coordinate system, whose origin with respect to the environment is
entirely arbitrary. If one discount the effects of odometric drift, the origin of the
odometric coordinate system corresponds to the location of the robot when it was
first switched on. The landmarks located by the landmark detection module are
described in terms of their position and orientation with respect to this coordinate
system, as are the goals that are sent to the local navigation module. For shorthand,
we will refer to the global and odometric coordinate systems as the GCS and the
OCS, respectively.

The first challenge for the modules in the global layer is to find a transformation
that maps points in the OCS into points in the GCS, and vice-versa. We write this
transform as I'. Given a point Z = (£, Z,, Z9) in the OCS, the corresponding point

x = (24, Ty, Tg) in the GCS is given by:

z=TIz% (9.10)
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Clearly, there is no way of knowing the transform I' a priori (since this would be
equivalent to solving the localisation problem). However, let us assume for a moment
that we know the robot’s location r = (r,, ry, r9) in the GCS, and its corresponding

location 7 = (7, 7y, 79) in the OCS. In this case, ' must be such that:

Ty T cosrg —sinrg 0 costg sinryg 0 Ty T

Ty | = | 1y |T]| sinrg cosryg 0O —ginry costy 0 Ty | — | Ty

Ty To 0 0 1 0 0 1 T 0 fg
(9.11)

This transform is easier to understand if one breaks it into two parts: the first part
maps points from the OCS into a robot centred coordinate system; the second part
then maps these points into the GCS. For brevity, we will write this transform as
[',#; this transform will be used over and over again in the following sections. Note
that [',; is a time-dependent transform — not only will # and r will change over
time, odometric drift will ensure that the relationship between them also changes
over time. Consequently, when using this transform, one must take care to use
consistent values for 7 and r.
The transform I',; has two important properties. Firstly, as one would expect,
it maps the robot’s location 7 in the OCS onto the corresponding robot location r
in the GCS:
r =T, (9.12)

Secondly, the inverse transform I',! is given by:
| N (9.13)

That is, one can form the inverse transformation by simply swapping the subscripts.

Consequently, in addition to mapping a location in the OCS to a location in the
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GCS, one can do the reverse:

This is particularly useful for transforming actions. In the global layer, actions are
described with respect to the GCS; in the local layer they are described with respect
to the OCS. Actions are discussed in detail in Section 9.4.

9.4 The Modelling Module

The modelling module is responsible for maintaining a global model of the robot’s
environment. In practice, since the model is provided by a human operator, the
modelling module is simply a complex data structure. From the point of view of
other modules, the modelling module is a ‘black-box’: given an appropriate set of
inputs, it will compute a value for any of the terms in the model.

The model is used for both localisation and planning. The localisation process
relies on two kinds of information: the type and location of detected landmarks
(as determined by the landmark detection module), and change in the robot’s lo-
cation (as determined using odometry). The planning process, on the other hand,
only needs to know the probable outcome of any actions the robot may perform.

Consequently, the modelling module maintains a model with three terms:
Model = [p(f,z | r), p(Ar [ r,7), p(r' | 1, a)]. (9.15)

The first term (which is also known as the unary sensor model) describes the prob-
ability of observing a landmark of type f at location x, given that the robot is
at location r. This term is used to encode a number of different properties of the

environment:
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e The visibility and distribution of landmarks, i.e. which landmarks are visible

when the robot is at r, and the expected location of those landmarks.
e The uncertainty associated with the landmark detection process.

The second term in the model (the binary sensor model) describes the probability
that the robot will measure a change in location of Ar (as determined using odom-
etry), given that it has actually moved from location 7’ to location r. This term

encodes two more properties of the environment:

e The connectivity of the environment, i.e. whether of not the robot can reach

r' from r.
e The uncertainty associated with odometric measurements.

The final term in the model (the action model) describes the probability that the
robot will arrive at location 7/, given that it starts at location r and performs action

a. This term encodes:

e The outcome of any actions the robot may perform, i.e. the location the robot

expects to reach if it is currently at r» and performs action a.

e The uncertainty associated with actions. Since the actions selected by the
global layer are passed back down to the local layer for execution, the robot

will not always end up at the location that was anticipated.

Note that, in practice, the robot is limited to carrying out one of nine possible
actions: it can either come to a complete stop, or it can move in any of the eight

cardinal compass directions — north, north-east, east, south-east, and so on.
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There is, unfortunately, one complication involved in using this model — all of
the terms in the model are defined with respect to the global coordinate system (the
GCS), but all of the measurements made by the local layer are defined with respect
to the odometric coordinate system (the OCS). Consequently, when working with
this model, one must make appropriate use of the coordinate transform operator I',;
(Equation 9.11). For example, if the landmark detection model detects a landmark
of type f at location & as measured with respect to the OCS, the probability of this
event is given by:

p(f,i',f | ’I‘) :p(fa Frfi‘ | T)’ (916)

where the right hand side is the first term in the model. Similarly, if the robot’s
location has changed by an amount A7, as measured with respect to the OCS, the

probability of this event is given by:
p(AF, 7| r,r") = p(TAF | 1, 1"), (9.17)

where the right hand side corresponds to the second term in the model. Finally,
before an action is sent to the local layer for execution, it must be transformed from
an action a that is defined with respect to the GCS, to an action a that is defined
with respect to the OCS. For this, the inverse transform (Equation 9.13) is used:

i = [jpa. (9.18)

9.4.1 Implementation

As noted in Section 9.4, the modelling module can be regarded as a ‘black-box’: given
an appropriate set of inputs, it will compute a value for any of the terms in the model.

For all intents and purposes, this module encodes a set of continuous distributions.
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Internally, however, the story is quite different: the continuous distributions are
represented in a discrete fashion. We will consider two such representations — one

grid-based, the other graph-based — and discuss their relative merits.

A Grid-based Representation

In the grid-based representation, the space of all possible locations is divided into
a large number of cells using a regular grid. For the sake of simplicity, a two-
dimensional grid is used; the orientation component is ignored. Two maps are

defined with respect to this grid:

e The free-space map Free(7, j). This map stores the probability that cell (3, j)

is free space (i.e. can be occupied by the robot).

e The landmark map Land(f, 4, j). This map stores the probability of observing
a landmark of type f in cell (4, 7).

Consider, for example, the set of images shown in Figure 9.2. Figure 9.2(b) shows the
free-space map for a simple simulated environment shown in Figure 9.2(a); Figures
9.2(c) and Figure 9.2(c) show the distribution of inside-corner and outside-corner
landmarks, respectively. In the latter maps, the uncertainty associated with the
landmark detection process is indicated through the shading of the image — the
darker the pixel, the more likely the robot is to observe a landmark in the corre-
sponding grid cell.

In addition to the two grid-based maps, the modelling module also employs a

pair of drift terms:

e The odometric drift term Odo(d). This term records the uncertainty associated
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(a) (b)

::H H::

(c) (d)

Figure 9.2: Grid-based model for a simulated environment. (a) Aerial view of the

environment. (b) Free-space map. (c) Landmark map for inside-corners. (d) Land-

mark map for outside-corners.
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with odometric measurements, and is assumed to be Gaussian in form:

Odo(¢) = ! exp — i + % + % (9.19)
(27)3/20 0300y 0 08 202, 202, 202

where § = (04, 0y, 0g) is the difference between the actual change in the robot’s
location, and the change measured using odometry. The distribution is pa-
rameterised by the vector o, = (04z, 0oy, 00p), Whose value must be determined

experimentally.

e The actuator drift term Act(d). This term records the uncertainty associated
with the outcome of actions; it is also assumed to be Gaussian in form:
1 52 o2 o3
Act(6) = exp — ( e P (9.20)

2
(27)3/20 43,00y T ap 202, 202, 207

where § = (0, 0y, 0p) is the difference between the location the robot expected
to reach, and the location it actually reached. The distribution is parame-
terised by the vector o, = (0az, Oay, 0ag), Whose value must be determined

experimentally.

Note that these drift terms represent fairly crude approximations to reality. There
are, for example, many sources of odometric uncertainty: the finite resolution of
the wheel encoders, the unevenness of the surface over which the robot travels, the
uncertainty in the robot’s physical dimensions, the possibility of wheel slip, and
so on. Since many of these phenomena are difficult to characterise analytically, a
simple Gaussian approximation is used for all.

The drift terms are used in conjunction with the free-space and landmark maps
to compute the three terms in the model (Equation 9.15). The first term in the

model (the unary sensor model) is given by:

p(f,z | r) = Land(f, 25, ). (9.21)
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While this expression encodes both the distribution of landmarks and the uncer-
tainty associated with the landmark detection process, it does not encode the vis-
ibility or orientation of landmarks. That is, it does not take into account whether
or not the robot is able to see a given landmark from its current location, and it
does take into account the fact that landmarks can have many different orienta-
tions. This is a weakness of this particular approach — there is no mechanism by
which the visibility of landmarks can be expressed, and the two-dimensional nature
of the grid prohibits the encoding of landmark orientations. Note that landmark
visibility could be encoded if the representation were extended to include a separate
map for each landmark, as opposed to each landmark type. However, this particular
representation has not yet been implemented.
The second term in the model (the binary sensor model) is given by:

p(Ar | 7' r) = Free(r.,r.) - Odo(r + Ar — r') (9.22)

)y

In this expression, the free-space map has been used to encode the connectivity
of the environment. However, the two-dimensional nature of the grid means that
the orientation of the robot is ignored. This is entirely satisfactory if the robot is
cylindrical in shape, since, in this case, the connectivity of the environment is not
affected by the robot’s orientation.

The final term in the model (the action model) is given by:

p(r' | r,a) = Free(rl,r!) - Act(r +a —r'). (9.23)

Ty

Once again, this expression ignores the orientation of the robot. However, so long
as the robot is able to perform in-place turns, this does not represent a problem —

the set of locations the robot can reach is not affected by its initial orientation.
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From the preceding definitions, it should be clear that the grid-based approach
fails to encode many significant properties of the environment. This approach does,
however, have two key advantages — it is very easy to implement, and it is very easy
for a human operator to prepare the model. In practice, this is done by creating a
series of images — one for the free space map, and one for each type of landmark —
and feeding them into the modelling module. Given a set of floorplans, these images

can be prepared quickly and easily using an off-the-shelf image editing program.

A Graph-based Representation

In the graph-based approach, the space of all possible locations is divided into
regions, each of which is assigned to a node in a graph. Connected regions are
denoted by arcs between the corresponding nodes in the graph. Each node in the

graph stores three sets of properties:

e A prototype location r;, which defines the region associated with node 7. A

point r is said to belong to node 7 if
i =argmin|r — ry|; (9.24)
Z’

that is, the point belongs to the node with the nearest prototype. This is a

form of Voronoi tessellation [184].

e A list of connected nodes. This list is used to define the connection function

Con(#',14), which returns 1 if nodes i and i’ are connected, and 0 otherwise.

e A list of landmarks that are visible from this node. For each landmark [
that is visible from node i, the list records three properties — the landmark’s

type fu, its location z;, and the uncertainty associated with its location oy;.
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LANDMARK Landl TYPE (InsideCorner)
AT (0 0 0) SIZE (20 20 15)
LANDMARK Land2 TYPE (InsideCorner)
AT (300 0 90) SIZE (20 20 15)
LANDMARK Land3 TYPE (InsideCorner)
AT (300 300 180) SIZE (20 20 15)
LANDMARK Land4 TYPE (InsideCorner)
AT (100 300 -90) SIZE (20 20 15)
LANDMARK Land5 TYPE (InsideCorner)
AT (0 200 -90) SIZE (20 20 15)
LANDMARK Land6 TYPE (OutsideCorner)
AT (100 200 -90) SIZE (20 20 15)

LOCATION Locl AT (20, 20)
CONNECTS (Loc2, Loc4, Loc6)
LANDMARKS (Land1)

LOCATION Loc2 AT (150, 20)
CONNECTS (Locl, Loc3, Loc4, Loc5)
LANDMARKS ()

LOCATION Loc3 AT (280, 20)
CONNECTS (Loc2, Loc5, Loc9)
LANDMARKS (Land2)

LOCATION Loc4 AT (100, 100)
CONNECTS (Locl, Loc2, Loc5, Loc6, LocT)
LANDMARKS ()

(a) (b)

Figure 9.3: (a) Graph-based model for a simulated environment. The dashed lines
show the boundaries between regions. Landmarks are indicated by squares, with
the dotted lines show the visibility relationships between nodes and landmarks. (b)

The text file used to produce the model.
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Collectively, these terms are used to define the landmark distribution function
Land(f, z | 4,1), which returns the probability of observing a landmark of type
f with location z, given that the robot is at node 7 and is looking at landmark

[. The landmark distribution function is assumed to be Gaussian in form:

6(fa fl)
(27T)3/20ilm0ily0iw
(fUm - xilm)Q (ﬂﬁy - fEizy)Q (xe - $i19)2

2 2 2
205, 20ily 205

Land(f,z | i,1) (9.25)

exp —

where the delta function 6(f, f;) returns 1 if its arguments are equal and 0

otherwise.

Consider, for example, the model shown in Figure 9.3. This figure shows the graph
for a simple environment — the dashed lines indicate the boundaries between regions.
In this case, the graph is entirely two dimensional (the orientation component is
ignored). Landmarks are indicated by squares, with the dotted lines showing the
visibility relationships between nodes and landmarks.

The three terms in the model (Equation 9.15) are computed using the connectiv-
ity function Con(z,¢') and the landmark distribution function Land(f,z | 4,1). The

first term (the unary sensor model) is given by:
p(f;x|r)=1-][1 - Land(f,z | i,0)] (9.26)
!

where 7 is the node computed using Equation 9.24 and the product is taken over all
of the landmarks that are visible from node 7. This expression takes into account the
fact that the landmark observed by the robot may correspond to one of a number

of landmarks. That is, Equation 9.26 computes the probability that the robot has
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observed either landmark 1, or landmark 2, or landmark 3, and so on. 2 Note
that, unlike the grid-based representation, this term encodes both the visibility
and orientation of landmarks. It does, however, assume a uniform distribution for
landmark visibility — for any given region, each landmark is either entirely visible,
or entirely invisible’.

The second term in the model (the binary sensor model) is given by:

p(Ar | r',r) = Con(i,7) - Odo(r + Ar — 1) (9.28)

where i and ¢ are the nodes corresponding to the locations r and 7', respectively.
The second term in this expression is the odometric drift term described in the
previous section — the same drift term is used for both the grid-based and graph-
based representations. The connectivity of the environment is encoded through
the connectivity function Con(s’,4). This function may or may not encode the
orientation of the robot, depending on the set of prototypes used to divide the
location space into regions. For example, if all prototypes have the same value
for their orientation component, the orientation of the robot is effectively ignored.
If, one the other hand, the prototypes have a range of values for their orientation

component, the orientation of the robot becomes significant.

The final term in the model (the action model) is given by

p(r' | r,a) = Con(7,7) - Act(r +a —r') (9.29)

2Given two independent events a and b, the probability of obtaining the event a or b is given

by:

p(aVb) =1-p(-a)p(=b) =1 (1 - p(a))(1 - p(b)) (9.27)

This is a basic result from probability theory.
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where the second term is the actuator drift term described in the previous section. As
with the binary sensor model (Equation 9.28), this expression may or may not encode

the orientation of the robot, depending on the nature of the prototype locations.

Compared to the grid-based representation, the graph-based representation en-
codes much more information about the robot’s environment. In particular, it en-
codes both the visibility and orientation of landmarks, which can significantly aid
the localisation process. On the other hand, constructing a graph-based model is
a much more arduous task for a human operator. Presently, the model is created
using a text file — such as the one shown in Figure 9.3 — that describes the properties
of each and every node in the graph. Preparing these files can be extremely time
consuming, particular if the environment is large or complex. It is also very easy to

introduce errors.

Choosing a Representation

After some preliminary experiments with both kinds of models, I decided to abandon
the use of graph-based models in favour of their grid-based counterparts. Even
though this representation is not as rich as the graph-based representation, the
ease with which the model can be prepared makes the grid-based representation
attractive. On the other hand, if the robot where capable of learning its own model
of the environment, a graph-based representation would probably be preferable. An
interesting extension to the work described here would involve a direct comparison
of the two representations, to assess their relative advantages and disadvantages.
All of the experiments described in this chapter, however, were conducted using a

grid-based representation.
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9.5 The Localisation Module

The localisation module is responsible for maintaining a probability distribution
p(r) over the space of all possible locations. Initially, this distribution is configured
so that it matches the robot’s a priori knowledge about its location. If the robot’s
location is known ezactly, p(r) will be a delta function (i.e. infinite at one point and
zero everywhere else). If the robot’s location is completely unknown, p(r) will have
a constant value — no location is more likely than any other location. Generally, the
initial distribution will lie somewhere between these two extremes.

The localisation module will update the distribution p(r) in response to two
different kinds of events: the detection of a new landmark (a unary measurement),

and motion of the robot (a binary measurement).

e Unary Update Upon detecting a new landmark, the landmark detection
module sends three pieces of information to the localisation module: the type
f and location z of the landmark, and the location 7 of the robot. Both
locations are, of course, defined with respect to the OCS. In response, the
localisation module updates the probability distribution p(r) using a variant

of Equation 9.8:
f:'i':f p(f?'i‘7f | T)
p\r)~— ——F—F=plr).
(r) p(f, %, 7) ")

where the term p(f,Z,7 | r) is taken directly from the model.

(9.30)

e Binary Update When the robot moves from location 7/ to 7, as measured in

the OCS, the distribution p(r) is updated using a variant of Equation 9.9:
A
/p 7 TA ‘j ") o). (9.31)

where the term p(7, 7' | r,7') is taken directly from the model.
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Note that these two kinds of measurements have very different effects on p(r). The
detection of new landmarks tends to concentrate the distribution (decreasing the
number of possible robot locations), while motion of the robot tends to ‘smear’ the
distribution (increasing the number of possible robot locations). This is, however,
not universally true — if the robot starts out with a uniform initial distribution, the
binary update equation will tend to decrease the number of possible locations (at
least up to a point). This is a result of the connectivity information encoded in
the model — as the robot moves, Equation 9.31 will eliminate those locations that
indicate that the robot has just passed through an obstacle.

Note that one of the most difficult problems for the localisation module is to
ensure that the measurements being used to update the distribution p(r) are statis-
tically independent. As noted in Section 9.3.1, if the robot were to make multiple,
identical measurements of the same landmark, the distribution may converge too
quickly, leading to an incorrect assessment of the robot’s true position. In practice,
with the system described in this thesis, it is very difficult to guarantee such inde-
pendence between measurements. Instead, a simple ‘hack’ is used — the localisation
module keeps a list the measurements that have been made since the robot last
moved, will reject a new measurement if it matches any of the measurements in this
list. Thus, if the robot is stationary, the distribution p(r) is updated once for each
of the observed landmarks. While this hack appears to work, a more systematic

approach would be desirable.

9.5.1 Implementation

The update equations described in the previous section are framed in terms of a con-

tinuous distribution p(r) over the space of all possible robot locations. In reality, of
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course, the localisation module maintains a discrete representation of this distribu-
tion. Unfortunately, as I will show, this is a fundamentally difficult problem — main-
taining an accurate representation of a continuous distribution either requires large
amounts of memory, large amounts of time, or both. Consequently, I will describe
two different representations — a grid-based representation and a population-based

representation — and consider their relative merits.

A Grid-based Representation

In the grid-based representation, the robot’s location space is divided into a large
number of cells using a regular grid. Associated with each cell is a value p(r)
indicating the probability that the robot is in that cell. See, for example, Figure 9.4
— the dark cells in this figure indicate regions where the robot is likely to be found.

The key advantage of the grid-based approach is its simplicity — the distribution
can be represented by a simple three-dimensional real-valued array. Unfortunately,

the grid-based approach also has a number of disadvantages:

e It is expensive in its use of memory. Consider, for example, a grid in which
cells measure 10cm by 10cm by 1°; if the environment measures 20m by 20m,

the grid will contain over 14 million cells.

e It is expensive in its use of CPU time. Needless to say, updating a grid

containing 14 million cells can be very time consuming.

To some extent, these problems can be overcome with careful programming — one
can employ complex data structures for encoding the grid (such as quad-trees), and
one can limit the update process to considering only those cells whose probability

exceeds a threshold value.
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Figure 9.4: Evolution of the distribution p(r) using a grid-based representation.
The robot moves from its initial location (bottom left) to the goal location (bottom

right). The dotted line shows the actual path of the robot.
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Figure 9.5: An example of the failure of the grid-based representation to capture
small changes in the robot’s location. The small circle indicates the robot’s true
location, which changes by only a few centimetres. The distribution p(r), on the
other hand, changes quite dramatically. Note that, for the sake of clarity, the grid

has been vertically offset.
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However, the grid-based representation has another problem, one that cannot be
addressed through careful programming: it is not very good at capturing the effects
of changes in the robot location. Consider, for example, the situation illustrated in
Figure 9.5. Initially, it is known that the robot is in the cell marked A, and is not

in either of the cells marked B or C. Thus we have:

p(A) =1,p(B) = 0,p(C) = 0. (9.32)

The robot now moves 1cm, as measured by odometry. While the robot is probably
still in cell A, there is a finite probability that the robot has arrived in cell B (since
it might have been sitting right on the boundary between these two cells). Thus we

have:

p(A) =0.9,p(B) =0.1,p(C) = 0. (9.33)

The robot now moves another 1cm. The probability that the robot is in cell B is

now increased, but there is also a finite probability that the robot has arrived at cell

C:

p(A) = 0.81,p(B) = 0.18, p(C) = 0.01. (9.34)

This is, of course, absurd — after travelling only 2cm, there is a finite probability
that the robot has arrived at cell C, about 20cm from where it first started! Note
that this is not a consequence of odometric uncertainty; it is an artefact produced
by the finite size of the grid cells. While one can reduce the impact of such artefacts
by decreasing the cell size, the corresponding increase in the number of cells can
quickly make the whole approach unmanageable. Alternatively, instead of updating
the grid whenever the robot moves, one can update the grid whenever the robot

moves some minimum distance (say 10cm). Unfortunately, while this avoids the
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kind of artefacts shown in Figure 9.5, it leads to very coarse modelling of odometric

uncertainty.

A Population-based Representation

The population-based representation is somewhat more complex than the grid-based
representation, and has very different characteristics. In this approach, the local-
isation module maintains a population of candidate locations, each of which has a
probability assigned to it. However, unlike the cells in the grid-based approach,
these candidates are allowed to mowve.

The population, which is both fixed and finite, is subjected to three processes:

e Unary update When a new landmark is detected, the probability of each
candidate is updated using Equation 9.30:

18,7 %p(ﬂ. (9.35)

|

e Binary update When the robot moves, each candidate is translated according
to the rule:

& T e (9.36)

The first term in this expression I',;7' describes the erpected change in the
robot’s location, as determined using odometry. The second term e is a small
perturbation whose value is chosen at random (specifically, € is drawn from
a uniform random distribution whose variance is determined experimentally).
The probability of the candidate is then updated using a modified form of
Equation 9.31:

() &8 2 E I Tor)
p(7',7)

p(r) (9.37)
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Figure 9.6: Evolution of the distribution p(r) using a population-based represen-
tation. Each dot represents one possible robot location (i.e. one candidate in the
population). The robot moves from its initial location (bottom left) to the goal

location (bottom right). The dotted line shows the actual path of the robot.
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Consequently, the path taken by a particular candidate represents one possible
path the robot might have followed. The probability that the robot actually
followed this path is given by p(r). Note that, since odometric data may arrive

at up to 10Hz, this binary update can be a relatively expensive process.

e Reproduction The population is subject to a periodic process of selection and
reproduction. Candidates with a very low probability are removed from the
population and replaced with a clone of the candidate with the highest prob-
ability. The probability assigned to the original candidate is divided equally

between itself and its clone.

The net effect of these processes is that, over time, the population tends to cluster
around the more probable regions of the location space. Consequently, the less
uncertainty there is in the robot’s location, the more accurately the population
approximates the ideal, continuous distribution. As a concrete example, consider
Figure 9.6. Each dot in this figure corresponds to a candidate location; the darker
dots indicate the more probable candidates. Note how the candidates form clusters
around the most probable regions of the location space, and how those clusters move
with the robot.

Overall, the population-based approach can be thought of as a kind of genetic
algorithm [114, 100] with a dash of Monte-Carlo simulation thrown in [255]. This

approach has two key advantages:

e It captures changes in the robot’s location very well, since the candidates

themselves are allowed to move.

e It is relatively inexpensive in its use of memory. The population shown in

Figure 9.6, for example, contains only 1000 candidates.
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Unfortunately, this population-based approach also has a big drawback — there is
no guarantee that the population contains a candidate that approximates the true
location. This is particularly true if the population size is small and the initial
location is unknown. In this case, the robot may be mis-localised; that is, there will
be a substantial disagreement between where the robot thinks it is, and where it
really is. Consider, for example, the situation depicted in Figure 9.7. The initial
location of the robot is unknown, and is represented by a population containing 1000
randomly selected candidates. It so happens that in this population, there is no
candidate that comes even close to approximating the true location. Consequently,
as the robot moves through the environment, a mis-match soon develops. At first,
the robot merely concludes that it is somewhere where it is not; eventually, however,
the robot eliminates all of the candidates in the population and is forced to conclude
that it is nowhere. Fortunately, this situation is easy to handle — the population is
re-initialised and the whole process starts again. More problematic is the case when
the robot concludes that it has arrived at the goal when it is, in fact, somewhere
that merely looks like the goal. Naturally, this particular problem can be alleviated
by increasing the population size; however, as with the grid-based approach, this
can quickly become an expensive process. We will consider the problem of mis-

localisation in an experimental context in Section 9.7.

Choosing a Representation

All of the results described in this chapter were obtained using a population-based
representation. This representation was chosen over the grid-based representation
for a number of reasons: it is somewhat less expensive, and it is better at captur-

ing small changes in the robot’s location. Mostly however, the population-based
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Figure 9.7: An example of a localisation failure using the population-based repre-
sentation. The initial population was too small to capture to correct initial location,

with the result that the robot is first mis-localised, and then lost entirely.
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representation was chosen because it facilitates the use of the persistent navigation

strategy. This strategy is described in the next section.

9.6 The Planning Module

In its simplest form, the planning problem can be described as follows: given that
the robot’s location is known, find a series of actions that will take the robot from
its initial location to the goal location. With the probabilistic localisation approach,
however, planning becomes much more complicated — one does not know the location
of the robot, one knows only the probability distribution p(r). Consequently, with
this approach, the planning problem must be stated somewhat differently: given
that the distribution p(r) is known, find a series of actions that will transform the
initial distribution (which may be uniform) into a distribution that is peaked around
the goal. To put this another way: one must find a series of actions such that the
robot will not only reach the goal, it will know that it has reached the goal.

It is possible, in principle, to find an optimal solution to this problem. The
robot’s state can be described in terms of the distribution p(r). The space of such
states can then be searched to find a series of actions that connects the robot’s
initial state to its goal state. In reality, of course, it is extremely difficult to perform
such a search. Since each point in the search space corresponds to a continuous
distribution, the search space is extremely large (even for the most trivial examples).

Consequently, this approach is impractical for realistic environments.?

3As a number of authors have observed [130, 140], this planning problem can be formulated as
a Partially Observable Markov Decision Process (POMDP). Within the POMDP framework, there
are efficient algorithms for finding an optimal policies to guide the robot’s actions. Unfortunately,

none of these algorithms comes close to being computationally tractable for real environments.
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As an alternative, the planning module makes use a number of sub-optimal nav-
1gation strategies. Navigation strategies represent a partial solution to the planning
problem — they will enable the robot to reach the goal in a reasonable amount of
time, on most occasions, and in most environments.

Navigation strategies are composed of three elements: a plan, a selection rule

and a termination rule:

e A plan is a function that specifies, for every location r, the action a the robot

should perform when it is at that location. We write this as:
a = Plan(r). (9.38)
We will look at how such plans may be constructed in Section 9.6.

e The robot can make use of this plan, even when its location is uncertain, by
augmenting it with a selection rule. In its simplest form, the selection rule picks
out one possible location and directs the robot to perform the corresponding
action in the plan:

a = Plan(Sel[p(r)]) (9.39)

More complex selection rules are also possible.

e The robot applies this procedure until the termination rule is satisfied, at

which point it will conclude that it has reached the goal, and stop.

As a concrete example, consider the so-called most probable strategy. With this
strategy, the robot simply picks the most probable location from the distribution
p(r), and executes the corresponding action in the plan; this procedure continues

until the most probable location is the goal. Figure 9.1 shows the path taken by



274 CHAPTER 9. GLOBAL NAVIGATION

a simulated robot using the most probable strategy. Initially, the robot’s location
is unknown, and the distribution p(r) is uniform. Since all locations are equally
likely, the robot simply picks one at random and performs the corresponding action
in the plan. Unfortunately, the robot’s guess is incorrect, with the result that the
robot initially moves away from the goal. Soon, however, the detection of a series
of landmarks narrows down the set of possible locations, and the distribution p(r)
collapses into single peak. At this point, since the robot’s location is well determined,
the robot is able to head directly for the goal. Note that the goal is defined as a
region rather than a point; given the discrete nature of the robot’s actions, a robot
given a point goal will tend to circle around the goal, rather than actually reaching
it.

Navigation strategies by no means represent the only solution to the planning
problem defined above. They do, however, offer a simple yet effective mechanism
for solving this problem. In the following sections, I will consider, in detail, three
different navigation strategies, all of which employ the same plan, but differ in their
selection and termination rules. First, however, we must look at how the plan is

constructed.

9.6.1 Constructing the Plan

The plan is constructed by considering the cost of reaching the goal from any given
location. Usually, cost is a measure of the time required to reach the goal or the
distance the robot must travel. Strictly speaking, this cost must be an expected cost,
since the outcome of actions is always somewhat uncertain.

Let Cost(r) denote the expected cost of reaching the goal from location r. If

we require that, at any given location, the robot always performs the action that
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minimises this cost, we can immediately write down an expression for the cost
function: *

Cost(r) = main/ p(r" | r,a)Cost(r')dr' + Cost(a). (9.40)

T

where

e p(r' | r,a) describes the probability that the robot will arrive at location r’,
given that it is at location r and performs action a. This term expresses the
uncertainty associated with the outcome of actions, and is part of the global

model.

e Cost(a) describes the atomic cost associated with the action a. In this thesis,

we assume that this cost is identical for all actions.

The cost function is also subject to the boundary condition:
Cost(goal) = 0; (9.41)

that is, the cost of reaching the goal, from the goal, is zero.

Note that the cost function defined through Equations 9.40 and 9.41 has an
extremely useful property — it has no local minima. It does, however, have a global
minimum — the one defined by the boundary condition, at the goal. The proof of this
is straight-forward. The integral term in Equation 9.40 computes a weighted average
of the cost of all of the locations in the neighbourhood of r that can be reached by
an action a. This weighted average must, by definition, return a value that is greater

than or equal to the minimum cost for same neighbourhood. Therefore, if the atomic

4The reader may recognise this as a result from Markov Decision Process Theory [86], or,
alternatively a form of Dynamic Programming [26]. It also has analogues in the Distance Transform

[127], Gradient Fields [192] and D* [231] approaches.
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cost for an action Cost(a) is positive, the cost of any location 7, given that the robot
performs action a, must be greater than the cost of any of its neighbours. The only
exception is the goal; the boundary condition defined in Equation 9.41 ensures that
this location is a global minimum.
From the definition of the cost function, if follows that the plan function is given
by:
Plan(r) = arg min /r, p(r" | r,a)Cost(r') + Cost(a). (9.42)

that is, the robot always performs the action that minimises the expected cost. In
effect, the robot is performing a kind of gradient descent, always seeking the location
with the lowest cost. Since the cost function has only one minimum, defined by the
boundary condition, this procedure guarantees that the robot will eventually arrive
at the goal.

As a concrete example, consider the situation depicted in Figure 9.8. Figure
9.8(a) shows the cost function for a simulated environment (the goal is at the bottom
right). Note the absence of local minima. Figure 9.8(b) shows the corresponding
plan function, with the arrows indicating the robot’s preferred action. Clearly, if
the robot follows this plan, it will always arrive at the goal.

In practice, the cost function defined in Equation 9.40 can be solved numerically

using a simple value iteration scheme. The procedure is as follows:
1. Let Cost;(r) denote the value of the cost function on the i** iteration.
2. Set Cost;(goal) = 0 for all ¢ (this is the boundary condition).
3. Set Costy(r) = oo for all r # goal.

4. Compute the value of Cost; 1(r) from Cost;(r) using a variant of Equation
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Figure 9.8: (a) Cost function for a simple environment (the goal is at the bottom

right); darker cells have a lower cost. (b) The corresponding plan function; the

planned action for each location is indicated by the arrows.
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9.40.
Costiyi(r) = maian(r' | r,a)Cost;(r') + Cost(a) (9.43)

In this expression, the integral has been replaced with a summation. If one is
using a grid-based representation for the model, this summation is carried out
over all the cells in the grid; if one is using a graph-based representation, the

summation is over all nodes in the graph.

5. Repeat step 4 until the total difference between cost functions on successive

iterations falls below some arbitrary cut-off value.

The value of Cost;(r) will converge to the true value in the limit ¢ — co. The plan

function can then be computed in a straight-forward manner using Equation 9.42.

9.6.2 Navigation Strategies

The planning module is capable of implementing three different navigation strate-
gies: the most probable strategy, the proportional voting strategy and the persistent
strategy. The most probable and proportional voting strategies have been chosen
because of their simplicity, and because they are analogous to similar techniques
described in previous work on probabilistic navigation [130, 140]. The persistent
strategy is novel, and is designed to address some of the observed limitations of the

first two strategies.

The Most Probable Strategy

Of the three navigation strategies, the most probable strategy is the simplest: it

directs the robot to perform the action corresponding to the most probable location.
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The robot continues to perform this action until the most probable location indicates

that the robot is at the goal. The strategy is defined formally as follows:

e Selection rule: select the location ry such that:
Ts = arg mTaxp(r); (9.44)
and perform the action given by
a = I'z,, Plan(ry). (9.45)

Note that the inverse transform I';,, is used to determine the required action

with respect to the OCS.

e Termination rule: Terminate when r; = goal.

The Proportional Voting Strategy

The proportional voting strategy is somewhat more democratic than the most prob-
able strategy. Each location is allowed to ‘vote’ for an action in proportion to the
probability that that location is correct. The robot then executes the action with

the most votes. The proportional voting strategy is defined formally as follows:

e Selection rule: Let the number of votes for an action & be defined as follows:
Votes(d) = / p(r)6[a, T Plan(r)|dr (9.46)

where the delta function §(-,-) returns 1 if its arguments are equal and zero
otherwise. The robot performs the action with highest number of votes, that
is, the action given by

a = arg max Votes(a'). (9.47)
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e Termination rule: terminate when a = stop.

The rationale behind this selection rule is that it allows all possible locations to have
a say in what the robot should do, but gives more weight to those locations with a

high probability.

Persistent Strategy

The persistent strategy is designed to address two problems that are observed ex-

perimentally with the first two strategies.

e Both strategies are prone to oscillation. This occurs when the robot rapidly
switches back and forth between two actions, as subtle changes in the shape
of the distribution p(r) result in different actions being selected. While the
robot will generally extract itself from such situations eventually, it can waste

a great deal of time in doing so.

e There is a high probability that the robot will reach a place that looks like,
but is not, the goal. Consider, for example, the most probable strategy. This
strategy will terminate as soon as the most probable location indicates that the
robot is that the goal. However, the probability that this location is correct,
and hence the probability the robot is actually at the goal, could be anywhere

between zero and one.

Both of these problems are largely eliminated by the persistent strategy.

The persistent strategy works in conjunction with the population-based repre-
sentation for p(r) described in Section 9.5.1 (at this point, it is unclear whether the
strategy can be applied to other representations). Under this strategy, the robot

selects a single candidate from the population of candidate locations and performs
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the corresponding action in the plan. The robot persists with the selected candidate
until one of two conditions is met: either the selected candidate indicates that the
robot has reached the goal, or the candidate is eliminated from the population (i.e.
its probability falls below some arbitrary cut-off value). In either case, the robot is
free to select a new candidate. This procedure terminates only when all remaining
candidates in the population indicate that the robot is at the goal.

Under the persistent strategy, the robot is effectively testing each of the candi-
dates in the population. There are can only be two outcomes of such a test: either
the candidate will indicate that the robot has arrived at the goal (which may or
may not be true), or the candidate will be eliminated. The robot can maximise
the chances of eliminating a candidate, and hence minimise the chances of reaching
a false goal, by selecting the candidate that is most distant from the goal. Con-
sequently, when selecting a new candidate, the persistent strategy (which should
perhaps be called the persistent pessimist strategy) always chooses the candidate
that maximises the cost function Cost(r).

Note that, roughly speaking, it is the persistent nature of this strategy that
ensures that oscillations are all but eliminated, and the pessimistic nature of this
strategy that yields a high probability that the robot will arrive at the goal. These
effects are quantified in Section 9.7.

The persistent strategy is defined formally as follows:

e Selection rule: select a candidate r, such that:
rs = arg max Cost(r'); (9.48)
,rl
and perform the corresponding action in the plan:

a = Tz, Plan(ry) (9.49)
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Persist with the selected candidate until ¢ = goal or the candidate is elimi-

nated from the population.

e Termination rule: stop when all remaining candidates lie within some arbi-

trarily small distance from the goal.

Choosing a Strategy

In Section 9.7, we will show that the persistent strategy significantly out-performs
the most probable and proportional voting strategies, both in terms of suppressing
oscillations and maximising the probability that the robot will reach the goal. There
are, however, some situations that cannot be solved using this strategy (indeed, there
are some situations that cannot be solved using any strategy). Some examples of

such situations are considered in the following section.

9.6.3 A Note on Pathological Environments

Consider the simple environment shown in Figure 9.9(a) — this is an example of a
pathological environment. Clearly, since the environment is rotationally symmetric,
there is no method by which a robot whose location is initially unknown can unam-
biguously determine its location. Hence, there is no strategy, of any kind, by which
the robot can both reach the goal and know that it has reached the goal. The three

navigation strategies respond to this environment in different ways.

e The most probable strategy will quickly terminate, but the probability that
the robot is at the goal will be no more than 50%.

e The proportional voting strategy will also terminate; the probability that the

robot is at the goal will be no more than 50%.
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Figure 9.9: (a) Pathological environment. Under the persistent strategy, the robot
will shuttle back-and-forth on the indicated path. (b) Pathological situation. While
the environment as a whole is not pathological, the particular population distribution

shown in the figure is.
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e The persistent strategy will never terminate, since there will always be some
transform that needs to be tested. The robot will shuttle back-and-forth be-

tween the two locations that could be the goal.

This is, of course, an extreme example — real environments are not usually con-
structed in such a fashion (with the possible exception of major international air-

ports).

A similar effect can occur, however, if the environment contains rotationally
symmetric regions and if the goal is contained in one of these regions. Consider, for
example, the section of corridor depicted in Figure 9.9(b). For most configurations
of the location distribution, this environment does not pose a problem. However, for
the particular configuration shown in Figure 9.9(b), this environment is pathological
— the robot will either arrive at the wrong goal (with probability 50%) or will shuttle
back and forth between the two doorways. This example, which can occur quite
frequently in real environments, highlights the need for navigation strategies that
are more sophisticated than those described here. Such strategies are the subject of

ongoing research.

9.7 Experiments

In this section, the overall performance of the navigation system is evaluated for a
range of environments, both simulated and real. In addition, the individual perfor-

mance of the three navigation strategies described in Section 9.6 is compared.
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9.7.1 Protocol

The overall performance of the system is evaluated by conducting repeated trials.
In each trial, the robot is placed at some initial location (which may or may not be
known to the robot) and is allowed to proceed to the goal (or perhaps to a place

that it thinks is the goal). Two statistical performance measures are used:

e The total failure rate, which is defined as the fraction of trials in which the

robot fails to reach the goal;

e The mean time per trial, which is defined as the average time taken to complete

each trial.

Clearly, the navigation system should aim to minimise both of these measures.

In addition to measuring the performance of the system as a whole, we are also
interested in comparing the individual performances of the three different navigation
strategies. To do this, we need to distinguish between effects that can be attributed
to the localisation system and effects that must be attributed to the navigation
strategy alone. That is, in those cases in which the robot fails to reach the goal,
we would like to know whether this failure was due to a failure of the localisation
system, or a failure of the navigation strategy. The tool for making this distinction

is called a confusion matriz and takes the following form.

g g
g| plgng) plgA—g)
—g | p(mgAg) p(-gA—g)

In this matrix, the proposition g is true if the robot reaches the goal. Similarly,

the proposition g is true if the robot believes that it has reached the goal, i.e. if
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the probability p(goal) exceeds 0.8 (finding a good definition for what the robot
believes can be tricky, but this definition seems as good as any). The first row of

the confusion matrix gives two values:

e p(gAg) is the fraction of trials in which the robot reached the goal and believed
that it had reached the goal.

e p(g A —g) is the fraction of trials in which the robot reached the goal but did
not believe that it had reached the goal.

The second row of the confusion matrix gives the complementary values:

e p(—gAg) is the fraction of trials in which the robot did not reach the goal but
believed that it had reached the goal.

e p(—g A —g) is the fraction of trials in which the robot did not reach the goal
and did not believe that it had reached the goal.

Clearly, if the robot’s localisation system is perfect, the off-diagonal elements of the
confusion matrix — which indicate a disagreement between where the robot actually
is and where the robot thinks it is — should be zero. Similarly, if the navigation
strategy is perfect, the on-diagonal element p(—g A —g) — which can be interpreted
as the fraction of trials in which the robot failed to reach the goal, even though
the localisation system worked flawlessly — should be zero. We therefore define the

following additional pair of performance measures:
e The localisation failure rate, given by p(—g A g).

e The strategy failure rate, given by p(—g A —g).
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Note that we count as failures only those trials in which the robot does not arrive
at the goal. Trials in which the robot arrives at the goal, but does not believe that
it has arrived at the goal, are not counted as failures. Such outcomes are quite rare,

of course.

9.7.2 A Simulated Environment with a Known Initial Loca-

tion

Consider the series of images shown in Figure 9.10. Each of these images depicts a
path taken by the robot through a simulated environment using one of the navigation
strategies described in Section 9.6. In each case, the initial location was known to
the robot. This is the simplest possible example — it corresponds to the navigation
task as it is typically framed — and as we might expect, all paths are more-or-less

identical.

In order to accurately assess the performance of the navigation system, many
trials of this experiment were conducted. In each trial, the robot’s initial location
was chosen at random, and this location was known to the robot. The results are
presented in Table 9.1. Clearly, with this simple example, the system performs
very well, exhibiting zero failures in 184 trials. The only difference between the
three navigation strategies is in the average time requires for each trial. Here, the
persistent strategy seems to have a slight advantage over the other two strategies —
an advantage which can perhaps be attributed to the suppression of oscillations, as

noted in Section 9.6.2.
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Figure 9.10: Results for the simulated environment with known location. The robot
starts at the bottom right; the goal is at the bottom left. (a) Path taken by the
robot using the most probable navigation strategy. (b) Proportional voting strategy.

(c) Persistent strategy.

Most Probable Prop. Voting Persistent

Trials 61 65 58
Mean time per trial (sec) 57 65 50
Total failure rate (%) 0 0 0
Localisation failure rate (%) 0 0 0
Strategy failure rate (%) 0 0 0

Table 9.1: Results for a simulated environment with known location.
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9.7.3 A Simulated Environment with an Unknown Initial

Location

Consider the series of images shown in Figure 9.11. Each of these images depicts a
path taken by the robot through a simulated environment using one of the navigation
strategies described in Section 9.6. This time, however, the initial location was
unknown to the robot. This is a much more interesting example: it corresponds to
the navigation task as it is framed in the Introduction — how does a robot with an
unknown initial location go about reaching the goal? Note how the three paths are
quite different. Under the most probable strategy, the robot traverses a convoluted
path before eventually moving directly to the goal. Under the proportional voting
strategy, the robot entirely fails to reach the goal — it arrives instead at a place that
looks like, but is not, the goal. Finally, under the persistent strategy, the robot
traverses a more-or-less direct path to the goal.

While the paths shown in Figure 9.11 are typical, they naturally represent only
one possible outcome of such an experiment. The results for repeated trials of this
experiment are given in Table 9.2, which lists both the mean time per trial and
the overall failure rate. For both measures, a 95% confidence interval has been
calculated (shown in square brackets). Note that the relatively large interval on the
mean time per trial mostly reflects the variation in the robot’s initial location —
trials will take less time when the robot starts near the goal.

Inspecting this table, it is apparent that a significant fraction of the failures can
be attributed to the localisation system. There are a number of possible causes for

such a failure:

e The model may be inaccurate.
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Figure 9.11: Results for the simulated environment with unknown location. The

robot starts at the bottom right; the goal is at the bottom left. (a) Path taken

by the robot using the most probable navigation strategy. (b) Proportional voting

strategy. Note that the robot failed to reach the goal in this instance. (c) Persistent

strategy.

Most Probable Prop. Voting Persistent

Total trials

Failures

Mean time per trial (sec)

Total failure rate (%)

Localisation failure rate (%)

Strategy failure rate (%)

234 238 244
58 33 13

63 [+23] 69 [+21] 100 [+49]
25 [20,32] 14 [10,20] 53, 10]
3 3 3

22 11 2

Table 9.2: Results for the simulated environment with unknown location.
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e The landmark detection agent may produce a spurious match.

e The population size may not be large enough to capture the correct initial

transform.

Given that this is a simulation, the first two causes can presumably be discounted,
which leads to the conclusion that localisation failures are most probably due to an
inadequate population size (in this experiment a population size of 1000 was used).

The remainder of the failures in Table 9.2 must be attributed to failures of the
navigation strategy. Comparing the three strategies, it is immediately apparent
that the persistent strategy has a much lower failure rate than the other two. This
difference can be further highlighted by breaking down the results to reveal the
effect of initial location on the strategy failure rate. Consider Figure 9.12, which
shows the failure rate for a number of initial locations superimposed on a map of
the environment. From this figure, it is quite clear that while the average failure
rates for the most probable and proportional voting strategies are 22% and 11%
respectively, the failure rates for some initial locations are much higher. These
failures are a direct result of the termination rules for both these strategies, which
makes them prone to stopping at places that look like, but are not, the goal. As
noted in Section 9.6.2, the most probable strategy will terminate as soon as the most
probable location is the goal location, regardless of how probable this is. Similarly,
the proportional voting strategy will terminate as soon as a weighted majority of
transforms indicates that the robot is at the goal, i.e. when there is only a 50%
chance that the robot is actually at the goal.

The failure rate for the persistent strategy, on the other hand, is relatively con-
stant for all initial locations. This is to be expected, since this strategy does not

suffer from the problem of reaching false goals. The question might then be asked —
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under what circumstances does the persistent strategy fail? There are two possible

causes for failures of the persistent strategy:

e The robot may become ‘stuck’ behind some obstacle. That is, the robot may
attempt to perform an action that would require it to move through an ex-
tended obstacle, such as a wall. Since the local navigation layer will refuse to
carry out such actions, the robot will stop, and the navigation strategy will be

deemed to have failed.

e The environment may contain regions that have either rotational or transla-
tional symmetries. In this case, it is possible for the population of transforms
to assume a pathological configuration which traps the robot within the sym-
metric region of the environment. This scenario was dealt with in Section

9.6.3.

As it happens, all of the failures seen in this experiment were a result of the robot
becoming stuck behind some obstacle.

Looking now at the mean time per trial, it can be seen that the persistent strategy
takes somewhat longer on average than the other strategies. While it is tempting
to attribute this difference to the pessimistic nature of the persistent strategy — it
will always select transforms that indicate that the robot is far from the goal — a
closer analysis of the data reveals that this is not the case. Consider the strategy
failure rates shown in Figure 9.12. For the first two strategies, the failure rate is
highest for those locations that are most distant from the goal. That is, for these
locations, there is a high probability that the robot will find a nearby false goal. As
a result, the mean time for the first two strategies is lower than would be expected if

the robot was reaching the goal more often. Thus, the higher mean time exhibited
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Figure 9.12: (a) Results for the simulated environment with unknown location us-
ing the ‘most probable’ navigation strategy. The map shows the localisation and
strategy failure rates (expressed as percentages) for a range of initial locations. (b)

Proportional voting strategy. (c) Persistent strategy.
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by the persistent strategy can be attributed to the fact that with this strategy, the

robot is reaching the goal more often.

9.7.4 A Real Environment with an Unknown Initial Loca-
tion

Figure 9.13 shows a fragment of the environment that J Edgar normally inhabits.
This is an ordinary office environment — made up of corridors, intersections, door-
ways and rooms — that has not been modified in any way for the robot. For the sake
of both safety and simplicity, the robot’s motion is restricted to the corridors and
intersections of this environment, which tend to be less cluttered than the rooms
(the robot is prevented from entering rooms by ‘tweaking’ the weights in the local
navigation module until the robot refuses to pass through doorways).

Consider now Figure 9.14, which shows the results for a typical navigation trial
using the persistent strategy. In this trial, the robot’s initial location was chosen at
random and this location was unknown to the robot. The left column in this Figure
9.14 shows the local occupancy map at a number of different points in time. The
right column shows the corresponding population of candidate locations, with each
dot representing one estimate of the robot’s location. Looking at this sequence of
images, it is clear that the detection of a number of landmarks quickly reduces the
initial, uniformly distributed population to a population containing three distinct
clusters. Further reduction, however, takes much longer. The robot has to travel
about 10m before it can reduce the three clusters to just one cluster. At this point,
the robot moves directly to the goal.

The results for 36 such trials are summarised in Table 9.3. In each trial, the

robot’s initial location was chosen at random and this location was unknown to the
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Figure 9.13: Model for a fragment of the real environment. Top row: free-space map
— allowed locations are indicated by the open grid cells. Middle row: distribution of
wall landmarks. The probability of observing a wall type landmark is indicated by
the shading; hence the doorways (which may be either open or closed) are a lighter

shade than the fixed walls. Bottom Row: distribution of doorway landmarks.
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| T F

Figure 9.14: Typical trial in the real environment using the persistent strategy. The
figures on the left show the robot’s local occupancy map. The figures on the right
show the evolution of the probability distribution p(r). The dotted line shows the
actual path taken by the robot; the goal is indicated by the square.
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robot. The goal in all cases was the same. Some care must be taken when interpret-
ing these results, in view of the relatively small number of trials (performing trials
with a real robot, as opposed to a simulator, is quite time-consuming). Nevertheless,
the performance of the persistent strategy appears to be quite good — the robot
experienced only 1 failure in 12 trials, and that failure was due to the failure of
the localisation system. Contrast this with the performance of the most probable
and proportional voting strategies, which each failed on 4 occasions. These results
confirm those obtained using the simulator.

Interestingly, the observed localisation failures were ultimately found to be a
consequence of inaccuracies in the model, which was constructed manually from
the architect’s floor plans. Unfortunately, it was later discovered that the builder
had taken a somewhat liberal interpretation of these plans, with some walls being
misplaced by as much as one meter. This certainly highlights the need for robots that
can construct their own model of the environment — a topic that is, unfortunately,

beyond the scope of this thesis.

9.8 Conclusion

The probabilistic navigation system described in this chapter works, and works well.
As the experiments show, the robot is able to determine its location, and reach its
assigned goal, even when its initial location is completely unknown. There are,
however, a couple of weaknesses with this approach that should be highlighted.
Firstly, models must be prepared by a human operator, and supplied, in their
entirety, to the robot. As we saw in Section 9.7, however, models prepared in

this way are prone to error — even if one has access to an appropriate set of floor-
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Most Probable Prop. Voting Persistent
Total trials 12 12 12
Failures 4 4 1
Mean time per trial (sec) 86 [£27] 123 [£60] 117 [£52]
Total failure rate (%) 33[10,72]  33[10,72] 80, 49]
Localisation failure rate (%) 8 17 8
Strategy failure rate (%) 25 17 0

Table 9.3: Results for the real environment with unknown location.
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plans, there is no guarantee (for a real environment) that these floor-plans will be
accurate. Consequently, some mechanism by which the robot can learn a model of
the environment, either autonomously (the ideal case) or under human supervision,
would enhance the utility of this approach. A number of such mechanism have been
described in recent literature on robot navigation [243, 246, 259, 260, 186]; I hope
to address this topic in the near future.

The second weakness of this approach lies in the whole concept of a navigation
strategy. While the persistent strategy is, in general, very effective, it is possible
for the robot to find itself into a situation from which it cannot escape (one such
situation was described in Section 9.6.3). While the experiments described in Section
9.7 do not contain any examples of this, these pathological situations have been
observed to occur on a number of occasions (in keeping with Murphy’s Law, this
usually happens when the system is being demonstrated to a visiting dignitary).
Consequently, there is much scope for further development of this aspect of the

system.
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Chapter 10

Conclusion

“Would you tell me, please, which way I ought to walk from here?” [said
Alice.]
“That depends a great deal on where you want to get to,” said the Cat.

from Alice in Wonderland, by Lewis Carroll.
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10.1 Summary

This thesis describes an entire navigation system, all the way from the nuts-and-bolts
of the actual robot hardware, through to some high-level probabilistic navigation
software. The system is capable of navigating a robot to a distant goal, using only
naturally occurring landmarks, even when the robot’s initial location is completely
unknown.

There are a number of elements of this system that work well, and other elements
that would benefit from further refinement. There are, in addition, many possible
enhancements and directions for further research. In this section, I will attempt
to summarise some of these issues on chapter-by-chapter basis. I will also briefly
consider some of the issues arising from the interaction between the local and global

layers.

Introduction, Literature Review and Overview

Chapters 1, 2 and 3 present a general overview of the navigation system, and place
this system in the context of the wider domain of mobile robotics research. This
system is quite unique: very few real robotic systems are able to find their way to

a distant goal when their initial location is unknown.

Implementation

Chapter 4 describes the hardware and software used to implement the navigation
system. Overall, there is an emphasis on using commercially available off-the-shelf
technology as a means of keeping costs down. The robot Tigger, for example, which

costs less than $1000 to build, has been used for applications that would normally
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require much larger and more expensive robots. The developments in consumer
technology that have made Tigger possible are expected to continue; consequently,

both hardware and software will continue to evolve.

Building Local Maps Using Sonar

Chapter 5 describes a method for building local maps using ultrasonic range data.
It introduces the concept of a response grid, which is intended to improve the robot’s
ability to build maps in highly specular environments. While the results obtained
using this method are quite good, the map building process is very slow. In part,
this is due to the limitations imposed by the rotating sonar sensor used on robot
J Edgar. If sonar is to be used to support navigation at reasonable speeds (i.e. more
than a few centimetres per second) this rotating sonar sensor must be replaced with

a sonar ring.

Building Local Maps Using Vision

As an alternative to sonar, Chapter 6 describes a method for building local oc-
cupancy grids using images obtained from a single black-and-white camera. This
method is certainly much faster than the sonar-based method described in Chapter
5: frame rates of over 10Hz are easily achievable. The approach does, however, have
one limitation: it suffers from a limited field of view. Fortunately, this limitation
can be addressed quite easily, either by mounting the camera on a pan head and
swinging it from side to side (the current solution), or by making use of wide angle
lenses and conical mirrors (the probable future solution).

The vision-based mapping method described in Chapter 6 also requires that the

environment satisfies certain assumptions. There are, however, a number of possible
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extensions that would greatly enlarge the range of environments to which this simple
method can be applied. These include the use of colour and texture information to

help distinguish between obstacles and open space.

Local Navigation

Chapter 7 describes a method for local navigation that makes use of the local oc-
cupancy maps produced by the sonar and visual mapping modules. This chapter
introduces the dynamic utility fusion approach (DUF), which is designed to support
navigation at high speeds by taking into account the dynamics of the robot, as well
as its kinematics. This idea has worked surprisingly well, and is one of the key
elements in the overall success of the system. Irrespective of whatever else may be
happening, the local navigation module will almost always ensure that the robot
does not collide with obstacles. On those occasions when the robot does collide with

an obstacle, it is invariably because the robot has failed to detect it.

Landmark Detection

Chapter 8 describes a method for detecting natural landmarks in the local occupancy
grid using a simple template-based approach. These landmarks are used by the
localisation module to aid in the determination of the robot’s position. While the
approach described in this chapter works well enough to support the localisation
process, it does suffer from two problems.

The first problem is computational cost: even with early jump out, the template
matching procedure can be computationally expensive. The landmark detection
module does, in fact, require more processing power than any other module the

system. This is one aspect of the overall system that definitely needs improving.
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The second problem is that the detected landmarks are relatively sparse. Since
the landmark templates are designed to match features such as walls and doorways,
the robot may have to travel many meters between landmarks. This makes the
localisation process much more difficult than it might otherwise be: it means that
there is plenty of time for odometric errors to accumulate. One could address this
problem by making use of other types of landmarks, whose distribution is much
more dense. Unfortunately, as show in Chapter 8, there are drawbacks associated
with all of the likely candidates. The search for landmarks that can be reliably

detected and are densely distributed remains a subject of ongoing research.

Global Navigation

Chapter 9 describes a probabilistic approach to global navigation. This approach
works extremely well: probabilistic localisation is very robust, even in the presence
of gross errors in the global map; while navigation strategies provide a simple but
effective solution to the problem of navigation under uncertainty. This chapter

present what I believe are the two key contributions of the thesis:

e The population-based representation for probability distributions, which has a

number of advantages over existing representations;

e The persistent strategy, which is capable of guiding the robot to a distant

irrespective of the uncertainties in the robot’s initial location.

Note, however, that Chapter 9 describes some situations in which the persistent

strategy will fail; these situations remain the subject of ongoing research.
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Local/Global Interaction

In principle, the system described in this thesis should be able to navigate the robot
to the goal at up to 50 cm/sec (this is the maximum speed supported by the local
navigation module). In practice, speeds must be kept much lower — less than 20
cm/sec. There are two reasons for this.

Firstly, unlike the local navigation module, the global planning module does not
take into account the robot’s dynamics. For example, if the robot is approaching an
intersection at which the robot must make a turn, the global layer will not send the
turn command to the local layer until the robot has actually entered the intersection.
If the robot is travelling at high speed, it will be unable to make the turn, and will
overshoot the turn-off. While the robot will subsequently turn around and attempt
the turn once again, this behaviour is less than optimal. Clearly, if the robot is
to travel at high speeds, the global planner must either anticipate such effects, or
else the local navigation module must be extended somehow so that it has a greater
understanding of the robot’s long term goals. To some extent, this undermines the
original reason for separating navigation in local and global components, which was
that the local navigation module should not have to worry about long term problems,
while the global navigation module should not have to worry about low-level obstacle
avoidance problems. Hopefully, however, there is some middle ground that permits
improved handling of robot dynamics, whilst still retaining this separation.

The second problem associated with high speeds is one of sensing: if the robot
moves too fast, it will miss significant landmarks. For example, if the robot is moving
at high speed down a corridor, there is a tendency to miss landmarks on either side,
such as doorways. The robot may even sail straight through an intersection without

detecting it. These problems highlight a issue that has not been addressed in this



308 CHAPTER 10. CONCLUSION

thesis: the problem of directed perception. In this thesis, perception as been treated
as a passive process, in which the robot makes use of whatever data ‘falls onto’ its
sensors. However, perception can also be treated as an active process, in which the
robot actively seeks out relevant information in the world [78, 54]. One could, for
example, extend the landmark detection module so that it looks for partial matches.
Upon detection of such a partial match, the global layer could do one of two things:
it could stop and inspect the possible landmark (if its position was highly uncertain);
or it could ignore the possible landmark and continue (if its position was well known).
The concept of active perception, at least in the context of computer vision, is a
well researched topic [4]; many of these ideas may well be applicable to the problem

of mobile robot navigation.

Both of the problems identified above arise as a result the somewhat limited way
in which the local and global layers interact. The local layer sends pre-processed
sensor data (in the form of an occupancy map) to the global layer, while the global
layer sends back a simple goal command. To address the problems identified above,
the architecture used in this system would have to be modified. One possible way to
do this would be to extend the idea of utility fusion, used within the local navigation
module, to cover the system as a whole (the resultant architecture would look not
unlike Rosenblatt’s DAMN architecture [204]). Thus, instead of simply sending the
local navigation module a goal command, the global planning module would be able
to comment on the utility of various sequences of actions. In doing so, it would be
able take into account the robot’s long-term goals. This would, for example, address
the problem of overshooting turn-offs: those sequences that resulted in an overshoot

would be assigned a low utility.

The same mechanism could be used to manage the robot’s sensory activities: if
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the position of the robot was highly uncertain, the planning module would be able to
assign a high utility to sequences that involved stopping and inspecting a potential
landmark. It remains to be seen, however, whether the stochastic sequence selection
mechanism used by the local navigation module would be effective when confronted

with such complex requirements.

10.2 Closing Comments

In Chapter 1, it was suggested that many of the difficulties associated with mobile
robot navigation derive from the impoverished perceptual abilities of mobile robots.

Three different ways of addressing this problem were identified:

e Improve the robot’s perceptual abilities to the point where they are commensu-
rate with human abilities. The robot can then make use of the same naturally

occurring landmarks that humans use.

e Modify the environment, through the addition of artificial beacons, to make

it easier for the robot to find landmarks.

e Accept that landmarks may be difficult to find and inherently ambiguous, and
instead improve the robot’s localisation and planning abilities to the point

where the robot can handle a great deal of uncertainty in its location.

While the first of these options represents the ideal case, there is no indication that
there will be rapid progress on this front in the immediate future. The second
option, which is both well researched and well understood, it not appropriate for
all applications. This leaves the third option, which is the approach taken in this

thesis. By making use of a probabilistic localisation technique, and coupling it to
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an appropriate navigation strategy, the system is able to handle a great deal of
uncertainty in the robot’s location. The experimental results presented in Chapter

9 indicate that this is indeed a viable approach.
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