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Abstract

Improving the performance of agent-based systems is a challenging problem requiring both

system evaluation and appropriate modi�cation of the agent's policy or controller. This disserta-

tion presents work in this problem domain, focusing on the development of an on-line, real-time

method for modeling the interaction dynamics between a situated agent and its environment. The

encompassing theme is to provide pragmatic, general-purpose, and theoretically-sound approaches

for improving the performance of agent-based systems.

In order to provide context to the approach and contributions of the dissertation, we �rst

consider some of the many complicating factors that inuence a solution to the problem of improving

performance. Next, motivation for our on-line modeling approach is provided by a brief examination

of o�-line evaluation using interference (or collisions) between agents (robots). This work in o�-

line evaluation presents the unifying experimental theme of the dissertation (mobile robot foraging)

and shows how behavior-based control provides a rich substrate for the evaluation of interaction

dynamics.

The majority of the dissertation focuses on on-line learning of augmented Markov models

(AMMs), a novel version of semi-Markov processes. The approach utilizes AMMs to capture

agent-environment interaction dynamics in terms of the history of behaviors executed while per-

forming a task. These models provide the data that are used on-line and in real-time to evaluate

the system and suggest task-dependent, performance-improving modi�cations to the agent's be-

havior. An AMM construction algorithm is presented that allows incremental generation with little

computational overhead, making it feasible for on-line, real-time applications. The algorithm is

able to represent non-�rst-order Markovian systems in �rst-order form by dynamically adjusting

models through the use of higher-order statistics. This ability to represent higher-order Markovian

characteristics provides the expressiveness to accommodate systems with rich interaction dynamics.

The on-line, real-time modeling approach using AMMs in conjunction with behavior-based con-

trol is demonstrated as e�ective in both stationary and non-stationary problem domains. Several

challenging robotics applications are examined in the stationary domain (fault detection, aÆli-

ation determination, hierarchy restructuring) and the non-stationary domain (regime detection,

reward maximization). The AMM-based evaluations used in these applications include statistical

hypothesis tests and expectation calculations from Markov chain theory. Experimental results are

presented for each of the methods and applications discussed. Finally, some of the statistical distri-

bution issues involving AMMs and their utilization in this work are addressed through an empirical

comparison with a non-parametric alternative.
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The methods and experimentation presented in this thesis aim to show that the evaluation of

agent-environment interaction dynamics can be e�ective and eÆcient in improving the performance

of agents in challenging problem domains.
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Chapter 1

Introduction

This chapter provides an overview of the dissertation and its contributions, placed in

the context of key ideas and issues that arise when evaluating the performance of agent-

based systems. It establishes the notion of agent-environment interaction, and examines

evaluation diÆculties as a consequence of this interaction, thereby providing perspective

on the challenges involved in improving the performance of such systems. This chapter

also motivates the remainder of the dissertation by introducing the idea of evaluation

using augmented Markov models (AMMs) and behavior-based control (BBC).

Agent-based systems are an active area of research in Arti�cial Intelligence. These systems generally

consist of one or more entities, or agents, that sense and act within an environment that changes

(at least in part) as a consequence those actions. Figure 1.1 illustrates the interaction between

AGENT

realized
actionaction

intended

ENVIRONMENT
observation state

effectors

sensors

Figure 1.1: The interaction between an agent and its environment.

an agent and its environment. The agent performs actions (mediated through its e�ectors) that

change the state of the environment; the changed environmental state (mediated through sensors)

a�ects subsequent observations and actions by the agent. It is the details of this interaction that
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determines exactly how the agent performs its function or task. Brooks (1991) argues further that

\intelligence is determined by the dynamics of interaction with the world." The concern in this

dissertation is not what the richness of interaction implies about intelligence, but rather how it

a�ects performance.

It can be extremely diÆcult to design a complex agent-based system that initially has optimal

(or even eÆcient) performance. In order to improve performance, two key problems must be

addressed, namely:

1. how to evaluate the performance of the system, and

2. how to modify the agent's policy or controller1 to improve that performance.

Performance optimization is a ubiquitous theme in Arti�cial Intelligence. In this dissertation, we

restate the theme as a general challenge for agent-based systems.

Performance Challenge: To improve performance through appropriate system

evaluation and modi�cation of the agent's policy or controller.

There are numerous constraints that inuence the solution space of this challenge. These

include: the sensing capabilities of the agent, the actions it can perform, the function or task it

must accomplish, the complexity of the environment, the presence of other agents, and the amount

of time available to improve performance. The following sections explore these and other related

issues, providing context to the contributions of this dissertation.

In addition, this chapter introduces the major research themes of the dissertation, including the

use of machine learning techniques, speci�cally augmented Markov models (AMMs) developed in

this work. Throughout the dissertation, AMMs are used in conjunction with behavior-based control

(BBC), a methodology for constructing agent controllers. The use of AMMs with BBC is further

motivated with a brief examination of the author's earlier work exploring the o�-line evaluation of

multi-robot systems using interference in Chapter 2. That chapter also presents the robot foraging

task, the main experimental theme of the dissertation, including the basic behavior-based controller

that implements the task and the robots that performed it.

This chapter concludes with a summary of the contributions of the dissertation. The main

contribution is the development of an e�ective method for on-line, real-time modeling of the in-

teraction dynamics between an agent and its environment, using AMMs and BBC. The models

developed are a foundation for solutions to the Performance Challenge above, providing the data

1The agent's policy provides a mapping from the state of the system (a combination of environmental state as

perceived by the agent and the agent's internal state) to actions that the agent performs. A policy ideally tells the

agent what action to take in each situation in which it �nds itself, so as to accomplish its task as well as possible.

The policy is generally encoded as a controller, analogous to the way a program codes for an algorithm. A controller

often provides a level of abstraction that simpli�es and makes concise the speci�cation of the policy.
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for the evaluations which suggest application-dependent, performance-improving modi�cations to

the agent's policy. Stated more concisely, the thesis of this dissertation is:

Thesis: Augmented Markov models, in conjunction with behavior-based

control, enable e�ective evaluation of agent-environment interaction dy-

namics and facilitate solutions to the Performance Challenge.

The approach is demonstrated in several challenging problem domains involving embodied agents

(i.e., robots). The link between the contributions of this thesis and the nuances of the Performance

Challenge will be made clearer in the following sections.

1.1 Issues in Agent-Environment Interaction

When an agent exists in an environment, it is said to be situated in that environment, and con-

sequently can interact with it. A subclass of situated agents is embodied agents, in which sensing

of the environment and actions in the environment are mediated through a \body" (Brooks 1991,

Matari�c 1999). The body can be virtual, as with an animated video game character, or physical,

as with a \nuts-and-bolts" robot. The key notion with both virtual and physical embodiment,

however, is that the only sensing capabilities and actions to which the agent has access are those

a�orded by the body, which therefore provides the physical interface that enables interaction with

the environment.

Physically embodied agents are of particular interest in this dissertation, since the experimental

domain is physical mobile robots. As we will see below, many of the issues that complicate the

Performance Challenge for agent-based systems are exacerbated by embodiment.

1.1.1 Sensing and Hidden State

A paradox of sensing is that it can simultaneously provide information that is both excessive and

insuÆcient. The true state of the environment is hidden from (or only partially observable to) the

agent (Whitehead & Ballard 1991, McCallum 1996). Hidden state is an often-encountered issue in

situated agent-based systems, though its manifestation is dependent on the sensing capabilities of

the agent and the complexity of the task and environment. If these factors are such that the agent

can perceive the exact state of the environment, then there is no hidden state. If the possibility

of hidden state does exist, the con�guration of the environment might make it a non-issue for a

particular task. Additionally, sensing is often local, but the agent's movement, including techniques

such as active perception (Bajcsy 1988, Ballard 1991), can help compensate for the hidden state

associated with the locality of sensing.

Hidden state is more likely to be an issue when the environment is very complex and the

sensing capabilities of the agent are relatively impoverished by comparison, as is often true in the
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domain of physical mobile robots. If the agent's sensing does not allow for full discrimination

of the states of the environment, then subsets of environmental state will appear identical, i.e.,

there will be perceptual aliasing (Chrisman 1992). When hidden state is a factor, discrimination

of environmental state must be based in part on a history of sensing. A further complication to

state discrimination quite common in mobile robotics is noisy and inaccurate sensing.

These sensing diÆculties complicate the Performance Challenge by necessitating an evaluation

that can suggest policy/controller modi�cations that accommodate them. Many techniques have

been developed that attempt to compensate for hidden state, partial observability, and inaccuracies

in sensing. This dissertation assumes that an e�ective, basic controller for a task can be speci�ed

using the appropriate techniques to handle sensing issues. One methodology for constructing

controllers is behavior-based control, which is used in this dissertation and discussed briey in

Section 1.3. (Appendix A provides a more in-depth examination of designing and evaluating

robust behavior-based controllers for robots.) In regards to sensing diÆculties, the focus of this

dissertation is on problems that arise during execution and that can be evaluated through their

impact on the interaction dynamics between the agent and its environment. As we shall see,

monitoring (or \sensing") of interaction dynamics also requires special consideration of hidden

state.

1.1.2 Uncertainty of Action

In addition to the sensing diÆculties that an agent faces, there are diÆculties associated with the

actions that it takes (Boutilier, Dean & Hanks 1999). Even assuming that the agent has in its

repertoire a set of actions suÆcient for accomplishing its task, it does not necessarily mean that it

will succeed in doing so. A key problem is that the outcome of actions is uncertain, especially for

physically embodied agents. In other words, the action an agent intends to perform can have an

outcome that is highly variable.

Consider, for example, a mobile robot that intends to turn 90 degrees in place. If there is no

slippage and the robot's mechanical systems are working properly, then it will likely come close to

doing so using only open-loop control (i.e., with no sensor feedback). The inherent inaccuracies

and noise in the robot's systems, however, make an exact turn nearly impossible. Furthermore,

if the oor is dirty, causing the robot to slip, then the turn will be even less accurate. Even

though sensing has its own associated diÆculties, incorporating it into the turning process (for

example with a compass) can help to achieve better control by providing feedback, as we will

see in Section 1.3 when we look at behavior-based control. Fortunately, reducing the uncertainty

associated with the outcome of actions to an acceptable level can be quite manageable in practice,

as will be demonstrated by the foraging task in Chapter 2.

In addition to the uncertainty associated with the outcome of actions, there exists the broader

uncertainty of what action is appropriate in a particular situation, relating directly to the Perfor-

mance Challenge. As discussed previously, the agent's policy speci�es what action to take in each

perceived state of the system. The policy, however, may not be optimal, or even eÆcient, and
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thus modi�cation of the policy could improve performance. One approach to policy modi�cation

involves the human designer making direct changes to the controller (explored in Appendix A).

Alternatively, the agent can learn to improve its performance through its experience in executing

a task (Section 1.2).

This dissertation is concerned with the uncertainty of action that arises in the natural variability

of controller execution for a speci�c task in a speci�c environment. We assume that a basic

controller can be designed to accommodate much of the uncertainty associated with the outcome

of actions. During execution, however, there are likely to be situations (such as hardware failures)

that introduce greater uncertainty. In addition, controllers often have decision points where a choice

must be made among alternative actions of uncertain appropriateness. The idea in this work is

that an agent can learn a model of its interaction with the environment that captures its speci�c

experience during the current execution. This model can then be used to evaluate the system,

providing data to reduce uncertainty and choose an action that helps improve performance.

1.1.3 Evaluating Interaction Dynamics

There often exists high variability in the execution of a controller for a particular task by an agent

in an environment. In other words, the speci�c ordering of actions taken by the agent can vary

greatly depending on the sensing and action issues discussed above, the exact con�guration of

the environment, and how the environment is changing. High execution variability increases the

diÆculty of characterizing the normative behavior of a system. (This helps explain the need for

many trials in some of the experiments presented later in the dissertation.) In contrast, execution

variability also provides an opportunity to improve performance by taking advantage of the speci�cs

of the current execution.

A notion key to this dissertation is that the execution variability (inuenced by sensing and

action issues) is captured in the agent-environment interaction dynamics. Modeling these inter-

action dynamics provides an approach to evaluating the current execution characteristics of the

system. This evaluation can then be used in a task-dependent manner to suggest modi�cations

to the agent's policy that are appropriate to the current execution. As an example, consider a

robot that has some debris covering one of its sensors. The robot's performance may improve,

degrade, or remain unchanged, depending on the sensor a�ected, the task, and the con�guration

of the environment. The exact a�ect on performance is likely only to become apparent during

execution as a result of the agent-environment interaction dynamics. Evaluating the dynamics can

thus provide a way to assess the system and suggest policy modi�cations as an approach to the

Performance Challenge. In this dissertation, the interaction dynamics are captured and evaluated

on-line and in real-time using augmented Markov models (AMMs), described in Section 1.2.1.

1.1.4 Stochasticity and Non-Stationarity

Agent-based systems, especially those that are physically embodied, are often replete with noise

and uncertainty in sensing and action. As we have discussed, this leads to (potentially high)
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variability in execution as a result of the agent-environment interaction dynamics. The evolution

of these systems is therefore not appropriately described as a deterministic process, but rather as

a stochastic (or probabilistic) one. Consequently, probabilistic models, such as the AMMs used in

this dissertation, are appropriate for capturing the interaction dynamics of these systems.

An issue orthogonal to stochasticity is (non-)stationarity. In a stationary, stochastic system,

the probabilistic characteristics do not change over time. To illustrate this point, let us consider

a robot charged with �nding a hot cup of co�ee. If the con�guration of the environment and the

robot's controller are stationary (i.e., do not change) then the amount of time it takes the robot to

�nd a cup will follow a particular characteristic probability distribution. The actual time will vary

over executions, but the nature of the variability will follow a set pattern. Now, let us consider

what happens when the environment is non-stationary, for example, the number of hot cups of

co�ee decreases over time as they cool or are drunk. There will still be variability in the amount

of time it takes to �nd a cup, but the average time will increase as the number of cups decreases,

i.e., the nature of the stochasticity will change.

There are several factors that impact the stochasticity and stationarity of a system. One of

these is the structure of the environment. As with the co�ee cups, the exact con�guration of the

environment impacts the stochasticity in the interaction dynamics, and leads to non-stationarity

if the con�guration is changing. Another factor is learning. As an agent learns, improving its

performance by modifying its policy, the nature of its interaction with the environment changes,

resulting in non-stationarity. The presence of other agents is also a factor impacting the stochas-

ticity of the system. If these agents are learning or recon�guring the environment, there will be

non-stationarity. In embodied systems, where noise and uncertainty tend to be high, the impact

of these factors is exacerbated.

In this dissertation, AMMs are the stochastic model used to capture agent-environment inter-

action dynamics for solutions to the Performance Challenge. We use AMMs in several applications

in both stationary and non-stationary problem domains.

1.1.5 Timescale of Performance Improvement

When deciding upon a technique appropriate to meeting the Performance Challenge in a particular

agent-based system, a key consideration is the time constraint. Perhaps there is no restriction on the

amount of time it takes to improve performance, in which case, o�-line controller modi�cation can

be used (as in Appendix A), or a learning technique that requires experience gained over extended or

repetitive execution cycles. Alternatively, the need may be for performance improvement occurring

on-line (i.e., during the course of a single execution) and in real-time (i.e., with little computational

overhead).

The approach explored in this dissertation focuses on on-line, real-time performance improve-

ment. Augmented Markov models are used to learn the agent-environment interaction dynamics

during a single execution cycle and provide data used to improve performance during that cycle.

Because the time available for improvement is limited, the complexity of the policy modi�cation
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that can be achieved is also limited. It is not possible, for example, to learn the complete controller

for a complex task in a noisy and dynamic environment without extensive time and experience.

This work therefore assumes that a basic controller for a task already exists, but that contin-

gencies may arise that require an evaluation of the interaction dynamics, while also providing an

opportunity for performance improvement.

In this section, we have considered a number of issues that inuence agent-environment in-

teraction dynamics and a solution to the Performance Challenge. The next section explores how

an agent can improve its performance through learning, and briey introduces one of the main

contributions of this dissertation | augmented Markov models (AMMs).

1.2 Learning in Agent-Based Systems

Learning allows an agent to reach a solution to the Performance Challenge without it being provided

explicitly by an external expert, such as a human designer. One bene�t of learning is the ability to

accommodate contingencies in the agent's experience that are not known prior to execution. This

relates to the speci�cs of the agent-environment interaction dynamics arising during execution. One

caveat of learning is that careful attention is required to make certain that an appropriate technique

is applied to the desired problem. The learning technique should have the correct expressiveness for

the task and speci�c issues surrounding the agent-environment interaction dynamics. In addition,

the learning problem should be tractable, and as we will see (in Chapter 3 when we examine

some related work in machine learning) there are many techniques that attempt to make complex

learning problems more tractable.

In this dissertation, the focus is on learning augmented Markov models (AMMs). The following

section provides a brief introduction to AMMs, addressing some of the issues above by showing how

AMMs are appropriate to the task of on-line, real-time modeling of agent-environment interaction

dynamics. It also places AMMs in the context of other related techniques.

1.2.1 AMMs in Perspective

Augmented Markov models are stochastic models closely related to both Markov chains (MCs)

and semi-Markov processes (SMPs), providing a compromise between the two. In Markov chains,

the amount of time spent in a particular state follows a geometric distribution, which can be

quite limiting since data are often not geometrically distributed. SMPs are a generalization of

Markov chains allowing for state durations that follow arbitrary distributions (Ross 1992). In fact,

a di�erent distribution can be used for each outgoing transition from a state. AMMs provide some

of the generality of SMPs by allowing arbitrary distributions for state durations, but unlike SMPs,

AMMs only allow a single distribution for each state. This restriction facilitates the evaluation

of AMMs, enabling the use of standard expectation calculations from Markov chain theory. This

type of evaluation is crucial in this dissertation, given the aim of using AMMs for modeling and
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evaluating agent-environment interaction dynamics. In addition, the capacity to represent non-

geometric distributions is justi�ed in that the data modeled in the later experimental chapters are

generally not geometrically distributed.

Unlike a straightforward SMP representation, the AMM representation of this dissertation in-

corporates additional statistics in links and nodes which are used during construction and available

for evaluation. These statistics allow the AMM construction algorithm, presented later, to dy-

namically restructure a model to represent, in �rst-order form, a second-order, or higher-order,

Markovian system by maintaining the appropriate order statistics. These statistics are used in

conjunction with node-splitting to \unfurl" the higher-order transitions into �rst-order transitions.

Maintaining a �rst-order representation greatly simpli�es many expectation calculations, again al-

lowing standard Markov chain methods to be employed. Node-splitting captures the hidden state

associated with the non-�rst-order nature of a system. In this way, AMMs are related to hidden

Markov models (HMMs), though the hidden state captured by HMMs is di�erent in that it is

not associated with higher-order transitions (Rabiner 1989). For the purposes of the applications

presented in this dissertation, the higher-order representation of AMMs allows capturing interac-

tion dynamics that are non-�rst order, providing a more accurate evaluation of the system, and

consequently, more improvement in performance.

MC
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MDP

SMDP

POMDP

T
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Figure 1.2: The representational expressiveness of AMMs compared to other models. The hori-
zontal axis shows increasing expressiveness in observations, actions, and state. The vertical axis
shows increasing expressiveness in time. AMMs share attributes of MCs, SMPs, and HMMs.

A comparison of AMMs and other related stochastic models in terms of representational ex-

pressiveness is presented in Figure 1.2. Markov chains are the least expressive of the models,
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essentially just a stochastic transition matrix (Roberts 1976). As discussed, SMPs are a general-

ization of Markov chains allowing for a richer representation of time (durations spent in states).

Along the horizontal axis, HMMs capture some hidden state, making them more expressive than

Markov chains. Unlike HMMs, Markov decision processes (MDPs) allow the explicit representation

of actions and their associated rewards, but without hidden state. In addition, each action also has

an associated probability distribution over possible outcomes. Partially-observable Markov deci-

sion processes (POMDPs) are even more expressive, sharing all of the features of MDPs, but also

explicitly incorporating observations and allowing for the possibility of hidden state (Kaelbling,

Littman & Moore 1996). Just as SMPs are a more expressive version of Markov chains in time, so

are semi-Markov decision processes (SMDPs) to MDPs (Bradtke & Du� 1995, Sutton, Precup &

Singh 1999). Figure 1.2 graphically shows that AMMs provide a compromise between SMPs and

Markov chains, while also sharing a relationship with HMMs in the ability to capture hidden state.

The question naturally arises as to whether AMMs are appropriate to the problem being ex-

plored in this dissertation, namely, on-line, real-time modeling of agent-environment interaction

dynamics. We will see in Chapter 4 that the AMM construction algorithm developed in this

work allows incremental model construction (enabling on-line application) and, in practice, has

low computational overhead and gives real-time response (i.e., with no lag in model construction).

The question also arises as to whether AMMs, having no explicit representation of observations

(sensing) and actions, are suÆciently expressive to represent the interaction dynamics. The ability

to capture higher-order dynamics provides part of the expressiveness required to model the full

richness of interaction. The use of behavior-based control (BBC), encompassing both sensing and

action, provides the remaining representational expressiveness. Section 1.3 describes BBC and Sec-

tion 2.4 motivates the use of BBC with AMMs. First, however, we touch on the issue of parametric

and nonparametric representations for AMMs.

1.2.2 Parametric versus Nonparametric AMMs

An important factor inuencing the appropriateness of a modeling technique to a particular ap-

plication is the assumptions that the model makes about the structure of the system. One such

assumption, mentioned earlier, relates to Markovian order. Standard SMP, MDP, and POMDP

implementations assume a �rst-order Markovian system, whereas AMM construction allows for

higher-order systems. A second assumption relates to the probability distributions of the data.

Markov chains, HMMs, MDPs, and POMDPs assume geometric distributions for the time spent in

each state. By contrast, AMMs, SMPs, and SMDPs allow the possibility of arbitrary distributions.

As we will see, there exist tradeo�s between di�erent distribution assumptions.

One dichotomy among distribution assumptions is the parametric/nonparametric distinction.

Parametric distributions (e.g., normal/Gaussian, binomial, F , t) allow data sets to be summarized

in terms of a few parameters that de�ne the exact shape of the distribution. Some parametric

distributions, such as the normal, even allow the incremental update of their parameters as new
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data are added. When the raw data themselves are used to represent the distribution, there is no

parameterization involved, and so the distribution is nonparametric.

The advantages of parametric distributions (especially the normal) are that they allow parsimo-

nious representation of the data, and provide the most powerful statistical hypothesis tests when the

data conform to the distribution. Unfortunately, the data often do not conform, resulting in con-

clusions that are potentially very inaccurate. One solution to this problem is to use robust versions

of parametric statistical tests that can accommodate some degree of non-conformity (Wilcox 1997).

A second approach is to use nonparametric statistical tests that make fewer assumptions about the

structure of the data (Siegel & Castellan 1988, Hettmansperger & McKean 1998). Disadvantages

of nonparametric statistics include the need to retain all of the data, and the fact that they are less

powerful than their parametric counterparts when the parametric assumptions are not violated.

An advantage of nonparametric tests, however, is that they are usually easy to understand and

implement.

This dissertation considers both parametric and nonparametric approaches to representing state

duration probability distributions in AMMs. In order to provide parsimony, the majority of the

work presented uses parametric AMMs assuming Gaussian state durations. The use of Gaussian

distributions also facilitates some of the hypothesis tests used in conjunction with Markov chain

expectation calculations in the evaluation of interaction dynamics. In Chapter 8, we will revisit

nonparametric AMMs in-depth and compare their e�ectiveness to that of parametric AMMs.

The next section introduces behavior-based control and its use as the representational substrate

for AMMs, providing both expressiveness and a reduced state space for learning.

1.3 Behavior-Based Control

sensors effectors

state

processing

behaviors behaviors

BEHAVIOR

BEHAVIOR BEHAVIOR

Figure 1.3: The basic structure of a behavior-based controller. Behavior receive input from sen-
sors and other behaviors, process the input possibly changing internal state, and send outputs to
e�ectors and other behaviors. (Sensors are represented by the Sony pan-tilt-zoom camera on the
left, and e�ectors by the Sarcos Dextrous ArmTM on the right.)

Behavior-based control (BBC), a paradigm for constructing controllers for situated agents

(Brooks 1991, Matari�c 1992), is used extensively in this dissertation. In BBC, a controller is
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organized as a collection of processing modules, called behaviors, that receive input from sensors

and/or other behaviors, process the input (possibly modifying internal state), and send output

to e�ectors and/or other behaviors (Figure 1.3). Each behavior generally serves some coherent,

independent goal-achieving or goal-maintaining function, such as avoiding obstacles or homing to

a destination. All behaviors in a controller are executed asynchronously and in parallel, simulta-

neously receiving input and producing output. An action selection mechanism prevents conicts

when signals are simultaneously sent to the same actuators or behaviors (Pirjanian 1998). Behavior-

based control has proven to be an e�ective paradigm for developing single-robot and multi-robot

controllers (Matari�c 1997a, Arkin 1998). Appendix A demonstrates, in detail, the suitability of the

behavior-based paradigm for designing robust and modi�able multi-robot controllers.

BBC has several characteristics that make it particularly appropriate to the work in this disser-

tation, and which justify its use as a substrate for learning with AMMs. First of all, BBC facilitates

the accommodation of noisy and inaccurate sensing and action by promoting tight feedback. Noise

and inaccuracy tend to be \average out" as the controller frequently senses the world to update

actions, in essence adhering to the notion that \the world is its own best model" (Brooks 1991).

Because a basic behavior-based controller for a task is able to accommodate much of the low-level

noise and inaccuracies, it allows us to model interaction dynamics with a focus on higher-level

issues (e.g., the non-stationarity of the environment) that a�ect the agent's performance.

Behavior-based control also provides the representational expressiveness that is crucial to our

use of AMMs for modeling agent-environment interaction dynamics. Since augmented Markov

models do not explicitly represent observations (sensing) and actions, the use of AMMs with an

appropriate representational substrate is necessary to capture the richness of interaction. BBC,

encompassing both sensing and action, provides this substrate. As depicted in Figure 1.4, the

combination of AMMs with BBC provides more representational expressiveness of sensing and

actions than do AMMs alone.

AMMs with BBC are the synergistic combination integral to this dissertation. AMMs provide

the ability for on-line, real-time model construction in higher-order Markovian systems, while BBC

provides the representational richness for capturing interaction dynamics. In addition, because

BBC abstracts low-level sensing and action into behaviors with coherent functions, it both provides

a parsimonious space for AMM construction and facilitates interpretation of the models. This,

in turn, facilitates the evaluation of agent-environment interaction dynamics. Throughout this

dissertation, we will use the states of an AMM to represent the execution of individual behaviors

of a controller (Figure 1.5). One caveat in using BBC is that, because the controllers can carry

state with extended history that impacts behavior execution, the interaction dynamics captured in

terms of behaviors may not be (�rst-order)-Markovian (Whitehead & Lin 1995). The ability of our

AMM construction algorithm to represent higher-order Markovian systems, however, compensates

for this.
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Observations, Actions, State

Representational Expressiveness

Figure 1.4: The representational expressiveness of AMMs used in conjunction with BBC, compared
with other models. The horizontal axis shows increasing expressiveness in observations, actions,
and state. The vertical axis shows increasing expressiveness in time. AMMs used with BBC provide
a richer representation of observations and actions than AMMs alone.

Chapter 2 presents the experimental theme of the dissertation | mobile robot foraging. It

describes the robots that performed the foraging task and the behavior-based controller that im-

plements it. It also presents the motivational result for using AMMs with BBC in Section 2.4.

First, however, we review the contributions of the dissertation and outline the remaining chapters.

1.4 Contributions

The contributions of this dissertation are of two types. There are the main contributions in direct

support of the Thesis that augmented Markov models (AMMs) and behavior-based control (BBC)

enable e�ective evaluation of agent-environment interaction dynamics and facilitate performance

improvement in both stationary and non-stationary problem domains. There are also the ancillary

contributions that do not directly support the Thesis, but help in the development of the main

contributions.

The main contributions of the dissertation are as follows:

� The development of augmented Markov models and their relationship to Markov chains and

semi-Markov processes. This contribution includes the representation of AMMs, and the

model construction algorithm that uses it to enable on-line, incremental generation with
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Figure 1.5: Each robot constructs an AMM capturing its interaction dynamics with the environ-
ment while performing a task. Each state of the AMM represents the execution of a particular
behavior.

dynamic node-splitting for non-�rst-order Markovian systems. Included in this contribution

are also the statistical techniques used to evaluate AMMs.

� The use of AMMs with behavior-based control to capture and evaluate, on-line and in real-

time, the interaction dynamics between an agent and its environment.

� The application of this approach to challenging problems involving performance improvement

in both stationary and non-stationary mobile robot domains.

� The implementation and experimental evaluation of applications in the stationary problem

domain (fault detection, aÆliation determination, dynamic leader selection) and the non-

stationary domain (regime detection, reward maximization).

� The implementation of a non-parametric version of AMMs and a comparison with the stan-

dard parametric version. This contribution includes an extensive empirical study of the

statistical distribution issues surrounding the use of AMMs in this dissertation.

The ancillary contributions in support of the main ones are:

� The development of multiple behavior-based controllers for the mobile robot foraging task

(the experimental theme), including both individual and group controllers. These controllers

are used predominantly with physical mobile robots, but simulated versions are also developed

for some of the experimental studies.

� A review of related work. A novelty of this review is a fairly extensive study of computation-

ally eÆcient approximations from the statistics literature, used in AMM construction and
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evaluation. These approximations are widely applicable in Computer Science, and in many

cases may be more appropriate than the common techniques. This review aims at increasing

awareness of and access to these approximations.

1.5 Dissertation Outline

The remainder of the dissertation is organized into eight chapters and three supporting appendices,

as follows.

Chapter 2: Motivation: Mobile Robot Foraging

presents the unifying experimental theme of mobile robot foraging, including a description of the

robots that perform the task and the behavior-based controller that implements it. Also presented

is the experimental result (from the author's earlier work) that motivated the central approach of

this dissertation, namely, modeling interaction dynamics by monitoring behavior execution.

Chapter 3: Related Work

presents a review of related work, focusing on the �elds of Robotics, Machine Learning, and Statis-

tics.

Chapter 4: Augmented Markov Models

develops the relationship between Markov chains, semi-Markov processes and augmented Markov

models. An overview of the AMM representation and the model construction algorithm is provided,

with full details in Appendix B. This chapter also presents the techniques (including Markov chain

expectation calculations) used in the evaluation of AMMs, and the details of AMM utilization with

behavior-based control.

Chapter 5: AMMs in Stationary Problem Domains

explores mobile robotics applications in the stationary problem domain. Speci�cally, three applica-

tions relevant to group-level coordination are considered: fault detection, aÆliation determination,

and dynamic leader selection.

Chapter 6: AMMs in Non-Stationary Problem Domains: Regime Detection

examines the use of AMMs in the non-stationary mobile robot problem domain. The focus in this

chapter is on detecting signi�cant shifts in the structure of a robot's interaction with the environ-

ment that are indicative of environmental regimes, given limited a priori knowledge.

Chapter 7: AMMs in Non-Stationary Problem Domains: Reward Maximization

explores a second application in the non-stationary domain. The consideration here is on how a

robot can maximize its reward on a task, given it has little a priori knowledge of an environment
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that is changing.

Chapter 8: Parametric versus Nonparametric AMMs

examines some of the statistical issues associated with the use of AMMs. In the preceding chapters,

a parametric version of AMMs is used that assumes normal distributions for state durations. This

chapter tests the validity of the assumption through an empirical comparison of parametric AMMs

and a nonparametric version that does not assume normal distributions.

Chapter 9: Summary and Future Directions

recapitulates the work in this dissertation and suggests possible extensions.

Appendix A: Design and Evaluation of Robust Behavior-Based Controllers

provides extensive supplementary work on the design and evaluation of foraging controllers, in

particular, for groups of robots. This appendix provides a more complete understanding of how to

construct and quantitatively analyze a behavior-based controller than do the preceding chapters.

This chapter thus complements the earlier ones which assume the existence of a basic controller

that can be adjusted on-line to improve performance.

Appendix B: Details of AMM Representation and Construction

gives the complete, unadulterated details of both the parametric and nonparametric AMM repre-

sentations, and their respective model construction algorithms.

Appendix C: Tables of Critical Points for T̂

provides tables of critical points for the nonparametric test of location described in Section 3.4.1,

and used in Chapter 8 and in the construction of nonparametric AMMs in Appendix B.
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Chapter 2

Motivation: Mobile Robot Foraging

This chapter motivates the remainder of the dissertation in two ways. First, it presents

the unifying experimental theme | mobile robot foraging | including the robots that

perform the task, and the basic behavior-based controller that implements it. Second,

it briey examines some of the author's earlier work that inspired the main approach

in this dissertation | the evaluation of interaction dynamics by modeling behavior

execution.

The behavior-based controller presented in this chapter implements a version of a (multi-)robot

foraging (collection) task, a prototype for various applications including distributed solutions to

de-mining, toxic waste clean-up, and terrain mapping. We present the general structure of the task,

the physical robot test-bed used throughout the dissertation, and the details of the behavior-based

controller.

2.1 Foraging Task Structure

We de�ne the foraging task as a two-step repetitive process in which:

1. n robots, where n � 1, search designated regions of space for certain objects, and

2. these objects, once found, are brought to a goal region using some form of navigation.

A region in the task is any contiguous, bounded space (in the case of mobile robots, a planar surface)

which the robots are capable of moving across. There are three mutually-exclusive, non-overlapping

types of regions:

� search regions, S, containing a number, p, of objects, a fraction of which must be delivered

to a goal region;

� goal regions, G, where objects are delivered;
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� and, optionally, empty regions, E, that contain no objects and are not goal regions.

The only restrictions placed on the con�guration of regions for the foraging task are: that there

be at least one search and one goal region, and that the union of all the regions be contiguous.

Figure 2.1 gives two examples of possible valid region con�gurations for the foraging task.

G

G

G

S

E

S

E

E S

Figure 2.1: Two example region con�gurations for the foraging task.

The speci�c con�guration used often in this dissertation is shown in Figure 2.2. Experiments

are performed in an 11 � 14 foot (or occasionally smaller) rectangular enclosure (the \Corrall").

The search region, S, is approximately 126 square feet and has up to p = 36 small cylinders (pucks)

evenly distributed throughout. The goal region G, also called Home, is a ninety degree sector of

a circle with a radius of 2 feet, located in one corner of the Corrall. Finally, there is a 25 square

foot empty region, E, separating the search and goal regions. E is composed of the Boundary and

Bu�er zones, whose functions will be described in the next section. n � 4 robots are used in the

experiments.

11 feet

14
feet

Home

Buffer

Boundary

G

E

S

Figure 2.2: One of the foraging task con�gurations used in the experiments of the dissertation.
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2.2 The Robots

Up to four IS Robotics R2e robots are used in the experiments (Figure 2.3). Each is a di�erentially-

steered base equipped with two drive motors and a two-�ngered gripper. The sensing capabilities

of each robot include piezo-electric contact (bump) sensors around the base and in the gripper,

�ve infrared (IR) sensors around the chassis and one on each �nger for proximity detection, a color

sensor in the gripper, a radio transmitter/receiver for communication and data gathering, and an

ultrasound/radio triangulation system for positioning (Figure 2.4). The robots are programmed

in the Behavior Language (Brooks 1990), a parallel, asynchronous, behavior-based programming

language inspired by the Subsumption Architecture (Brooks 1986). The main computational power

on each robot is a single Motorola 68332 16-bit microcontroller running at 16 MHz. Even though

computationally impoverished by today's standards, the processing capabilities have proven to be

adequate for most tasks we have envisioned, helping to show that robust, e�ective control need not

be computationally expensive. Perhaps the greatest drawback of the 68332 is its lack of oating

point computation, which, for example, inuences the calculation of heading, described in the

following section.

Figure 2.3: The four R2e robots used in the foraging experiments.

The next section presents the basic, homogeneous behavior-based controller for the foraging

task, used extensively throughout the dissertation.

2.3 The Behavior-Based Foraging Controller

The controller presented in this section performs a homogeneous version of the foraging task in

which, if there are multiple robots, they all have identical behavioral repetoirs, and act concurrently

and independently.
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Figure 2.4: The sensor con�guration of an R2e robot.

The overall structure of the controller is presented in Figure 2.5. In the �gure, the rounded

rectangles represent the robot's sensors, with sensor values being transmitted to behaviors along

the dotted lines. The behaviors themselves are drawn as ellipses with text in one of three font

styles: italics for behaviors that only receive sensor inputs; bold for behaviors that send actuator

outputs; and bold-italics for behaviors that do both. The dashed lines represent commands sent by

behaviors to the actuators (rectangles), and the solid lines represent control signals sent between

behaviors. These control signals include: inhibition signals that temporarily disable behaviors,

or do so permanently until the inhibition is lifted; information about the state of the behaviors;

and signals indicating that a behavior should perform a certain action. These control signals

establish the hierarchy of actuator commands shown at the right of the diagram. The
N

represents

behavior selection and indicates that only one of relevant actuator command pathways is active

at any time. The
J

represents a Subsumption-style priority scheme with the actuator command

coming from above taking precedence (Brooks 1986). The hierarchy of command pathways in the

diagram illustrates that behavior arbitration is the action selection mechanism for the controller

(Pirjanian 1998). The next section presents, in detail, the function of the each behavior in the

controller, and the structure of the inter-behavior command pathways.

2.3.1 Behavior Details

In order to provide a clear picture of the interaction between behaviors, we describe the individual

behaviors of the controller in an order that mirrors the progression of the task as the robot performs

it. The following twelve behaviors constitute the foraging task:

1. avoiding : This behavior avoids any object (including other robots) detected by the IR sensors

and deemed to be in the path of, or about to collide with, the robot. If the robot has already
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Figure 2.5: The homogeneous controller for the foraging task. Rounded rectangles represent the
robot's sensors, ellipses represent behaviors, and rectangles represent actuators. Sensor values
are transmitted along dotted lines, actuator commands along dashed lines, and inter-behavior
control signals along solid lines. The symbol

N
represents behavior selection and

J
represents

Subsumption-style precedence.

collided with an object, as detected by the contact sensors, it steers away from it. This

behavior is critical to the safety of the robot and therefore takes precedence over most of the

behaviors that control the drive motors (puck detecting, wandering, homing, reverse homing).

2. wandering : The robot moves forward and, at random intervals, turns left or right through

some random arc. Using this behavior, the robot searches the region for pucks.

3. puck detecting : If an object is detected by the front IR sensors while wandering, this behavior,

by lifting the gripper, determines whether the object is short enough to be a puck, or whether

it is an obstacle that must be avoided. If it is a puck, the robot carefully approaches the

object and attempts to place it between its �ngers. Otherwise, the robot performs avoiding.

4. puck grabber : When a puck enters the �ngers and is detected by the breakbeam IR sensors,

this behavior grasps it and raises the �ngers. Raising the �ngers above puck height prevents

the robot from unnecessarily avoiding pucks while homing, and allows the robot to collect up

to about four additional pucks with its base.
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5. homing : If carrying a puck, the robot moves towards the designated goal location, Home.

While homing, avoiding can take precedence in order to avoid obstacles.

6. boundary : This behavior monitors how the robot enters the Boundary region. If the robot

enters this region without a puck, it returns it to the search region using reverse homing. If

carrying a puck, the robot is allowed to enter this region and proceed towards Home (see

Figure 2.2). This behavior prevents the robot from collecting pucks that have already been

delivered.

7. bu�er : This behavior monitors entry into the Bu�er region. Entering this region triggers the

activation of the creeping behavior.

8. creeping : A re�ned combination of the homing and avoiding behaviors designed to carefully

bring the robot to the very corner of the Corrall where Home is located and where the pucks

must be delivered. Under creeping, the robot moves more slowly and uses its IR sensors at a

closer range appropriate for working within the corner. The standard versions of homing and

avoiding would conict in a con�ned corner situation, since avoiding would perceive the goal

corner as an obstacle and attempt to move the robot away from it. Creeping takes precedence

over avoiding since it already incorporates a version of this behavior.

9. home detector : A monitoring behavior for entry into the Home region. Upon entering this

region, home detector sends a signal to puck grabber to release the puck.

10. exiting : Entering the Home region triggers this behavior which moves the robot several inches

backwards, then performs a 180-degree turn in place. This behavior also sends the signal that

lowers the gripper. When exiting terminates, the robot remains within the Boundary region

without a puck. This in turn triggers the boundary behavior to begin reverse homing.

11. reverse homing : Starting from within the Boundary region, this behavior performs the op-

posite of homing, moving the robot out into the search region. This behavior is essentially

identical to homing except that the goal location is set to the corner of the Corrall opposite

Home. Once the Boundary region has been left, reverse homing becomes inactive and the

robot once again begins searching for pucks using wandering.

12. heading : This behavior processes the positioning system data and provides approximate

heading values for the homing and reverse homing behaviors. The positioning system supplies

the robot's current (x; y) position at approximately 1{2 Hz. Consecutive position values,

(x0; y0) and (x1; y1), are used in an approximate integer-based calculation of arctan( y1�y0
x1�x0

)

adjusted for the quadrant of the angle to provide one of sixteen possible sector headings.

The accuracy of this heading calculation is usually within one sector of the true heading,

but may be far worse when the robot turns in place. Frequent updates of the heading, with

little reliance by the other behaviors on any one heading value, help to compensate for the

inaccuracies. (An alternative is to use a physical compass for heading data. In our lab,

however, the high variance in magnetic �elds makes this inviable.)
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Now that we have de�ned the foraging task and the behavior-based controller that implements

it, we have the basis for a brief examination of early results that inspired and motivated the notion

of modeling interaction dynamics by monitoring the execution of a behavior-based controller.

2.4 Motivational Result: Modeling with BBC

In contrast to this dissertation which focuses on the on-line evaluation of interaction dynamics, the

author's earlier work (Goldberg & Matari�c 1997) was concerned with the o�-line evaluation of the

interaction dynamics in a group of mobile robots performing variations of the forging task. In par-

ticular, this work showed how interference (or collisions between robots) arising during execution

could be used in evaluating multi-robot controllers. This evaluation enabled the use of behav-

ior arbitration schemes (i.e., controller modi�cations) to adjust the characteristics of interference

and the performance of the controllers. As an experimental example of the approach, the work

demonstrated three di�erent implementations of the foraging task using the four R2e robots, and

presented analyses of data gathered from trials of all three implementations. Many of the details

of this work are presented in Appendix A.

One of the key experimental results in this early work, and the initial motivation for this

dissertation, was the strong correlation (� = 0:995) observed between interference and the activation

of the avoiding behavior (Table A.2). This result seems fairly intuitive, since the avoiding behavior

is expected to be active during collision events. At the time, however, the strength of the result

was a revelation. It begged the question: if a simple measure of behavior activation could capture a

key aspect of the interaction dynamics (i.e., interference), would not a more sophisticated model of

behavior execution enable a richer evaluation of the interaction dynamics? Further, could not this

evaluation be used on-line to enable controller modi�cation and performance improvement during

a single execution? The answer to these questions, as is shown in the remainder of the dissertation,

is \yes."

2.5 Summary

This chapter has presented the mobile robot foraging task that is the main experimental theme

of the dissertation, and to which we will often refer in the following chapters. Also presented was

the early motivation for this dissertation and the idea of modeling interaction dynamics using the

behavior execution of a behavior-based controller.
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Chapter 3

Related Work

This chapter reviews related work, primarily in Robotics, Machine Learning, and Statis-

tics. One of the contributions of this chapter is a compilation of references on compu-

tationally eÆcient approximations to common statistical quantities, and some not-so-

common, though excellent, nonparametric tests. These approximations and tests will

be used for AMM construction and evaluation in later chapters.

3.1 Robotics, Behavior-Based Control, and Foraging

We begin by considering work related to Robotics and our use of the foraging task. Arkin, Balch

& Nitz (1993) demonstrate simulation work studying the issues of density and critical mass in a

hoarding task using fully homogeneous robots. Arkin & Hobbs (1993) describe the general schema-

based control architecture (which bears some fundamental similarities to the behavior-based control

used in this dissertation) and give the critical mass experiments. Finally, Arkin & Ali (1994) present

a series of simulation results on related spatial tasks such as foraging, grazing, and herding.

Similar to our behavior-based foraging or mine-collection task, Matari�c (1994) describes a

behavior-based approach for minimizing complexity in controlling a collection of robots performing

various behaviors including following, aggregation, dispersion, homing, ocking, and foraging. The

work also includes a simulated dominance hierarchy based on IDs, and used to evaluate perfor-

mance of homogeneous versus ordered aggregation and dispersion behaviors. There is also a very

well explored biological aspect to foraging which has provided some of the inspiration for our ex-

perimental foraging task. Gordon (1996) discusses some of the factors that a�ect task allocation,

including foraging, in social insect colonies.

Font�an & Matari�c (1998) also worked on multi-robot foraging, but focused on issues of critical

mass in task division. Goldsmith, Feddema & Robinett (1998) also present a strategy for multi-

robot search, but with each robot able to dynamically switch its team and function. Parker (1992)

and Parker (1994) describe multi-robot experiments also on foraging R2e robots with a priori

hard-wired heterogeneous capabilities using the Alliance architecture. Parker (1994) describes a
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temporal division that sends one robot to survey and measure the environment for toxic spills, then

has the rest of the group use its information to clean up the spill.

Balch (1997) presents Social Entropy, inspired by and based on Information Entropy (Shannon

& Weaver 1963), as a metric for describing the heterogeneity of multi-robot systems. As presented,

the metric is used o�-line to evaluate the learned structure of a robot team. A potential extension

of Information Entropy, however, might be to gauge the changing structure of a group on-line.

Cao, Fukunaga & Kahng (1997) o�er a view of the multi-agent and multi-robot research applied

to 10 ISR R3 mobile platforms, a later generation of our R2e robots. Tan & Lewis (1997) describe

an approach to maintaining geometric con�gurations of a robot group using virtual structures, also

tested on the R3's. Similar to our implementation of foraging, this work also exhibits spatial and

temporal homogeneity, though the coupling is tighter.

Beckers, Holland & Deneubourg (1994) describe a group of �ve robots with minimal sensing

and no explicit communication e�ectively clustering pucks through a careful combination of the

mechanical design of the robots' puck scoops and the simple controller that moves them forward

and in reverse. This work demonstrates a homogeneous controller performing a task similar to our

foraging task, but where the goal location is not pre-speci�ed, instead emerging during execution.

Holland & Melhuish (2000) present more recent results from an expanded study with essentially

the same experimental scenario.

Other work on multi-robot foraging is inspired by trail formation in ants (Drogoul & Ferber

1992). Werger & Matari�c (1996) describe a foraging robot chain that is constructed and modi-

�ed using only contact sensing for communication. Vaughan, St�y, Sukhatme & Matari�c (2000)

present multi-robot ant-like foraging in a simulated environment where eÆcient foraging trails are

dynamically constructed using a mechanism analogous to ant pheromones.

Behavior-based control has been used in many applications ranging from multi-robot soccer

(Lund & Pagliarini 2000) and service robotics (Lindstr�om, Oreb�ack & Christensen 2000), to control

of underwater robots (Rosenblatt, Willams & Durrant-Whyte 2000) and ape-like robots (Hasegawa,

Ito & Fukuda 2000). In all of these behavior-based systems, some action selection mechanism pro-

duces a coherent, global behavior. The work described in this dissertation uses behavior arbitration

in which some (possibly small) subset of the behaviors controls the motors at a given time. Pirja-

nian (1998) describes a number of action selection mechanisms. Pirjanian, Christensen & Fayman

(1998) present a voting-based action selection mechanism which is extended to multi-robot coor-

dination in Pirjanian & Matari�c (2000).

3.2 Machine Learning and Robotics

We con�ne our review to a selection of most relevant work in mobile robotics and statistical

modeling. Various models have been employed on mobile robot platforms to date, a few examples

of which we consider here. Cassandra, Kaelbling & Littman (1994) use a partially observable

Markov decision process (POMDP) to model uncertainty of location in a robot navigation task
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for an oÆce environment. This work is similar to ours in that both explore model construction

on, and use by, a mobile robot. The high computational complexity and large data requirements

for POMDP generation, however, make it necessary to use a number of heuristics to reduce the

problem size and facilitate learning in addition to often running numerous trials, neither of which

is the case with our approach.

In more recent work, Koenig & Simmons (1996) use a POMDP to model sensor, actuator, and

metric uncertainties in a similar oÆce navigation task. For tractability, the learning system on

the robot is initialized with a POMDP compiled o�-line using sensor models and a topological

map with metric uncertainties. A modi�ed POMDP learning algorithm is used to passively �ne-

tune the probability distributions. Somewhat similarly, our work uses AMMs passively to capture

statistics about the interaction dynamics between a robot and its environment, with the data

used to inuence the robot's behavior. Both POMDPs and AMMs represent uncertainties using

probability distributions, but POMDPs, being decision processes, also enable learning of control

policies. Such policies may require sensor and environment state information, making the search

space large and requiring more (possibly heuristic) computation. The number of states in a POMDP

is usually pre-speci�ed, whereas in an AMM it is learned based on the order of the system.

Michaud & Matari�c (1998) also present a learning technique that uses a behavioral model of

a robot's interaction with the environment. The model takes the form of a tree capturing the

history of behavior use, i.e., speci�c sequences of behaviors, with nodes representing executed be-

haviors, and links representing transitions between them. Their approach and our AMMs are both

constructive, being generated and modi�ed as needed. Unlike AMMs, which can form arbitrary

graphs with alternative behavior choices represented by probability distributions over transitions,

their approach stores potentially long linear sequences of behaviors in a tree with branches indi-

cating alternative choices. The result is that the tree representation may require many trials to

collect useful statistics, whereas AMMs can generate them during the course of one trial. This,

however, is understandable given the goal of their work is for the robot to learn how to perform

a task eÆciently. By contrast, in our work the robot has a basic controller for the task, but must

make intelligent decisions about how to proceed given its experience in the environment.

Ko�seck�a & Bajcsy (1993) present Discrete Event Systems (DESs) with emphasis on applications

to mobile robotics. The structure of this DES approach is also related to AMMs, both being

represented as directed graphs with behaviors as states. Unlike AMMs, DESs require a priori

speci�cation of all possible states, events, and the full transition function. This speci�cation endows

DES with control theoretic properties, though a practical speci�cation of these parameters for

mobile robots would seem to require heuristic engineering. Mahadevan & Theocharous (1998)

have applied the notion of discrete (though time-extended) events to a Markov decision process

for modeling industrial manufacturing. The goal is to optimize production using reinforcement

learning. Other work has also used such hybrid SMP/MDP models, or semi-Markov decision

processes (Sutton et al. 1999, Wang & Mahadevan 1999), as well as dynamical systems approaches

(Beer 1993, Smithers 1995) to model the interaction between an agent (robot) and its environment.
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The basic structure of augmented Markov models is very similar to that of hidden Markov

models (HMMs) (Rabiner 1989). The di�erence is that in a AMM, there is only one observation

symbol per state, as opposed to a probability distribution over observation symbols in an HMM.

In addition, an AMM assumes that the state of the system is known, thereby removing the HMM

hidden state assumption. Our construction algorithm, however, is able to capture hidden state

associated with higher-order transitions. Han & Veloso (1999) use HMMs to represent robot

behaviors in a real-time behavior recognition system employed in a robot soccer domain.

The notion of splitting AMM states based on local estimates of mean and variance is related to

work by Hanson on the stochastic delta rule used in updating mean and variance estimates on the

weights of feed-forward neural networks. Meiosis Networks use these mean and variance estimates

to decide when to split nodes in the hidden layer (Hanson 1990).

Other similar state-splitting approaches have been explored. McCallum (1996) presents Utile

Distinction Memory (UDM), an algorithm that splits the states of a POMDP using a method

for storing statistics that is almost identical to the statistics in an AMM. The state splitting

tests used in the two approaches are also very similar. UDM performs node splitting based on

reward distinctions and not perceptual distinctions. This limits the growth of the POMDP to

the complexity of the task and not the complexity of the perceptual space. Our use of behaviors

(instead of actions, precepts, etc.) serves a similar function | the AMM is only as complicated as

the interaction between the robot, controller, and environment, for a particular task.

3.3 Statistics: Parametric Approximations

This section reviews work in Statistics that is relevant to the use of AMMs in the following chap-

ters. In order to maintain low computational overhead in the construction and evaluation of AMMs

(Chapter 4 and Appendix B), it is necessary to use computationally eÆcient approximations to

common parametric quantities, including: binomial con�dence limits, the cumulative standard nor-

mal distribution, the cumulative t distribution, and the cumulative F distribution. Unfortunately,

good approximations for these values do not appear to be in wide use. In the hope of increasing

awareness, this section reviews some of the literature for these approximations, considering in-depth

those that are used in this dissertation.

3.3.1 Binomial Con�dence Limits

Let X be a random variable having a binomial distribution, such that

Pr(X = x;n; �) =

�
n

x

�
p
x(1� p)n�x;
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where n is the number of trials, x is the number of successes, and p is the probability of success

(Freund 1992). Given a level of signi�cance, �, we wish to �nd the upper (1��) con�dence limit,
p
(1��)(x), for p such that

PrfX � x j p = p
(1��)(x)g = �; (3.1)

for x = 0; 1; : : : ; n � 1. The con�dence interval for p is then f0 � p � p
(1��)(x)g, which has

an associated in�mum coverage probability (i.e., minimum con�dence) of (1 � �) (Blyth 1986).

The symmetry properties of binomial probabilities allow calculation of the complementary lower

con�dence limit using p(1��)(x) = 1� p
(1��)(n� x), for x = 0; : : : ; n.

The value of p(1��)(x) may be calculated from Equation 3.1 using numeric approximation,

or exact values may be derived using the inverse beta function, but both methods can be com-

putationally intensive. Tables of pre-calculated values are also available, but, no matter how

extensive, they may not cover the desired values of � and n. A more practical alternative is one

of the many approximations that use inverted approximations to the normal and F distributions

(Blyth 1986). Ghosh (1979) describes two approximations that are quite inaccurate for small val-

ues of n (i.e., n < 30). Johnson, Kotz & Kemp (1992, pp. 124{133) describe an approximate

con�dence interval used by the MATLAB® bino�t.m function, though this is also computation-

ally intensive. Blyth & Still (1983) presents a table of values for n � 30 and � = :95; :99, to

be used in conjunction with a more accurate version of a common approximation when n > 30.

(Blyth 1986) compares four di�erent approximations, including the Paulson-Camp-Pratt approx-

imation (Paulson 1942, Camp 1951, Pratt 1968), which has the best accuracy for all values of n

and x.

The Paulson-Camp-Pratt approximation is among the best approximations available, being

often accurate to several decimal places even for very small values of n (Blyth 1986). Thus, it

seems quite reasonable for most practical applications, and it is used extensively in the model

construction described in this dissertation. The approximation is given by1

p
(1��)(x) u

"
1 +

�
x+ 1

n� x

�2

�
�

81(x+1)(n�x)�9n�8�3c
p

9(x+1)(n�x)(9n+5�c2)+n+1

81(x+1)2�9(x+1)(2+c2)+1

�3
#�1

(3.2)

where c is the inverse normal cumulative distribution function at (1 � �) with � = 0 and � = 1.

Table 3.1 provides some precomputed values of c for common values of �. An alternative is

to calculate c using one of the approximations cited in the next section. It is important that

Equation 3.2 only be used for x = 1; : : : ; n � 2, when it is diÆcult to calculate exact values of

1The equation as presented by Blyth (1986) has a missing right parenthesis which may cause confusion.
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Values of � Values of c

0.1 1.28155
0.05 1.64485
0.025 1.95996
0.01 2.32635
0.005 2.57583
0.0025 2.80703
0.001 3.09023

Table 3.1: Pre-calculated values, c, of the inverse cumulative normal distribution for use in the
Paulson-Camp-Pratt approximation (Equation 3.2).

p
(1��)(x). Otherwise, for x = 0; n � 1; n, the following easily computed exact values should be

used:

p
(1��)(0) = 1� �

1=n

p
(1��)(n� 1) = (1� �)1=n

p
(1��)(n) = 1:

To calculate p(1��)(x), x is replaced by x� 1 and c by �c in Equation 3.2.

Given p
(1��)(x) and p(1��)(x), the upper 100(1 � �)% con�dence interval for p is given by

[0; p(1��)(x)], and the lower 100(1 � �)% con�dence interval is given by [p(1��)(x); 1]. The two-

sided 100(1� �)% con�dence interval is then [p(1��=2)(x); p
(1��=2)(x)].

3.3.2 Approximating the Cumulative Standard Normal Distribution

The positive tail probability of a random variable X having a standard normal distribution is given

by

�(z) = Pr(X � z) =

Z 1

z

1p
2�

e
� 1

2
x2
dx

with an inverse ��1(x) = z. The positive tail probability is a cumulative distribution, though the

standard normal cumulative distribution is often considered to be 1��(z). Given �(z), one may

calculate the tail probability at x of a general normal distribution with mean � and variance �2 by

setting z = (x��)=�. Instead of referring to pre-compiled tables of � and ��1, which are unlikely

to have the accuracy desired and are cumbersome to include in a program, it is often desirable to

use one of the many approximations that exist. We briey discuss a few of the approximations

proposed in the literature along with their strengths and weaknesses, then present two of the most

accurate.

Page (1977) presents an approximation that is quite accurate for 0 � z � 2 with a maximum

absolute error of 0.00014, but with a percentage error that grows large for high values of z (Hawkes

1982). Schmeiser's (1979) approximation is not as accurate as that of Page for small values of z,
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but it is more accurate for larger values, as well as being simpler to calculate. Hamaker (1978)

presents an approximation which is not as good as Page's for small values of z, having a maximum

absolute error of 0.0061 and a relative error that grows without bound for larger z (Hawkes 1982).

A modi�cation to Hamaker's approximation by Lin (1988) is nearly as accurate, but simpler to

calculate. A further, though less accurate, simpli�cation is presented in later work (Lin 1990).

Unlike some of this work, the concern here is not in �nding a decent approximation that is easy

enough to use with a hand calculator. Rather, the desire is to use the most accurate approximation

that is not computationally exorbitant. Bailey (1981) makes use of two relatively complicated

approximations to ��1(x), one for 0 � z � 4:98 and one for z � 4:75:

��1(x) u

8<:t1(1 + 0:0078365t21� 0:00028810t41+ 0:0000043728t61); if x � 0:999999;

t2 +
0:1633
t22

+ 0:5962
t32

; otherwise;
(3.3)

where

t1 =

r
�1
2
� ln(4x� 4x2)

t2 =
p
�2 ln(1� x)� ln (�4� ln(1� x))

The combination of these approximations is fairly accurate, with a maximum absolute error of

0.00022.

Hawkes (1982) also uses the notion of two complementary approximations, but for approxi-

mating �(z). For 0 � z � 2:2, Hawkes uses a modi�cation of Hamaker's approximation, and for

z > 2:2, a minor modi�cation to an approximation in Lew (1981). The combination of these two

is remarkable, with a maximum absolute error of 0.000017 and a relative error less than 0.1% for

z � 20. The procedure is as follows:

�(z) u

8>>>><>>>>:
1
2

h
1�
p
1� e(�2t

2=�)
i
; if z � 2:2;

where t=z� 0:0075166z3+0:00031737z5� 0:0000029657z7

(1:184+z) 1p
2�

e(�z
2=2)

(1:209+1:176z+z2)
if z > 2:2;

(3.4)

This approximation is used in the calculation of the cumulative t and F distributions in the

following sections.

3.3.3 Approximating the Cumulative t Distribution

The t distribution is useful in determining the statistical signi�cance of the di�erence between

the means of two normally distributed populations, especially when the sample sizes are small

(i.e., < 30) (Freund 1992, pp. 406{407). Values for the cumulative t distribution, or its inverse,

are generally available in pre-calculated tables or via the widely-used, computationally-intensive

incomplete beta function expression of the t distribution. Alternatively, it can be quite desirable
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to use one of the computationally eÆcient and quite accurate approximations to the cumulative t

distributions.

In general, the cumulative t distribution is approximated via a normalizing transformation, i.e.,

the t distribution is transformed to allow use of the normal cumulative distribution (see previous

section). Prescott (1974) compares normalizing transformations of the t distribution by Anscombe

(1950), Quenouille (1953), Chu (1956), Wallace (1959), and Scott & Smith (1970). The approx-

imation by Wallace appears to be the most accurate among these. Mickey (1975) provides a

modi�cation of the approximation by Chu. Ling (1978) provides an extremely useful comparison

of approximations to the t distribution, including ones by Fisher & Cornish (1960), Gentleman &

Jenkins (1968), Peizer & Pratt (1968), and Wallace (1959). The comparison data indicate that

an extremely accurate approximation could be constructed using Gentleman-Jenkins up to about

45 degrees of freedom, and Cornish-Fisher at higher degrees of freedom. Considering only a single

approximation, the one by Peizer & Pratt provides reasonable accuracy and is easy to program.

We now present this approximation in more detail.

Let Q(t j v) be the cumulative t distribution with v degrees of freedom. For small degrees of

freedom (v = 1; 2; 3; 4) the following exact values should be used:

Q(t j 1) =
1

2
� 1

�
arctan(t) (3.5)

Q(t j 2) =
1

2
� t

2
p
t2 + 2

(3.6)

Q(t j 3) =
1

2
� 1

�

"
arctan

�
tp
3

�
+

t
p
3

t2 + 3

#
(3.7)

Q(t j 4) =
1

2
� 1

2

�
1 +

2

t2 + 4

�
tp

t2 + 4
: (3.8)

(3.9)

When v � 5, the approximation by Peizer & Pratt can be used:

Q(t j v) u 1��

24�v � 2

3
+

1

10v

�s
log
�
1 + t2

v

�
v � 5

6

35 ; (3.10)

where � is the cumulative standard normal distribution, such as is given by Equation 3.4.

3.3.4 Approximating the Cumulative F Distribution

The F distribution is used in comparing the variances of two normal populations (Freund 1992,

p. 316). Ling (1978) presents a comparison of several normalizing approximations to the cumulative

F distribution. The one we focus on here is by Peizer & Pratt (1968).
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Let Q(F j v1; v2) be the cumulative F distribution with v1 and v2 degrees of freedom. The

Peizer-Pratt approximation (as presented by Ling (1978)2) is given by:

Q(F j v1; v2) u 1��

264d
0B@
vuut1 + q � g

�
S
np

�
+ p � g

�
T
nq

�
�
n+ 1

6

�
pq

1CA
375 ; (3.11)

where

d = S +
1

6
�
�
n+

1

3

�
p+ 0:04

�
q

v2
� p

v1
+
q � 0:5

v1 + v2

�
S =

v2 � 1

2

T =
v1 � 1

2

n =
v1 + v2 � 2

2

p =
v2

v1F + v2

q = 1� p

g(x) =
1� x

2 + 2x logx

(1� x)2
; for x 6= 1; x > 0

g(0) = 1

g(1) = 0:

� is the cumulative standard normal distribution, or an approximation such as is given by Equa-

tion 3.4.

3.4 Statistics: Nonparametric Tests

In Chapter 8, we compare the parametric version of AMMs used in much of the dissertation to

a nonparametric implementation. One of the key di�erences between the two versions is the test

of location that is used to determine the need for node-splitting. In the parametric version, the

location test used is based on the t distribution and assumes normal populations. The idea in

the nonparametric version is to use a location test that makes as few distribution assumptions as

possible. In the following section, we present a review of nonparametric location tests, focusing on

one by Fligner & Rust (1982), which is used in this dissertation.

3.4.1 Nonparametric Tests of Location

One of the most commonly used nonparametric tests of location is the Mann-Whitney-Wilcoxon

test (Mann & Whitney 1947, Wilcoxon 1945). It allows greater freedom in the characteristics of the

2Due to typographical error, the equation for g(x) as presented in Ling (1978) is missing the parentheses in the

denominator, thereby leading to incorrect calculations.
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two populations being compared than does the parametric t test. The Mann-Whitney-Wilcoxon

test, however, requires that the two populations be symmetric and identical in every respect except

location. Thus, the spread, or variances, of the populations can not di�er. The Behrens-Fisher

problem examines location di�erences between normally distributed samples from populations that

may di�er in shape, i.e., have di�erent variances (Fenstad 1983). The nonparametric Behrens-

Fisher problem allows non-normal populations, and a further generalization allows non-symmetric

populations.

There are nonparametric tests that handle the symmetric version of the Behrens-Fisher prob-

lem, including Fligner & Policello (1981). There are also tests for the generalized Behrens-Fisher

problem with non-symmetric populations. Hettmansperger & Malin (1975) present one such test,

a conservative modi�cation of Mood's (1954) result. Fligner & Rust (1982) present another modi-

�cation of Mood's test with advantages over the one by Hettmansperger & Malin. Hettmansperger

& McKean (1998, pp. 131{133) present a modi�ed version of Mathisen's (1943) test applicable to

the generalized problem. In this dissertation, we have chosen the result by Fligner & Rust as an

e�ective nonparametric test of location with very few distribution assumptions. We now provide

the details of the test.

Let X1; : : : ; Xm and Y1; : : : ; Yn be independent random samples from populations with con-

tinuous cumulative distribution functions F (x) and G(y), respectively. Let �x and �y be unique

medians of the populations, F (�x) = G(�y) =
1
2
. We wish to test the null hypothesis H0 : �x = �y

against the alternative H1 : �x > �y or H1 : �x < �y or H1 : �x 6= �y. We de�ne Z = Z1; : : : ; ZN to

be the sorted list of the X 's and Y 's, with N = m+ n, and M as the median of Z. We calculate a

version Mood's (1954) statistic, T =
P

�(Yi;M)=n, where

�(a; b) =

8>><>>:
1; if a < b

1
2
; if a = b

0; if a > b

and use this in the modi�ed test statistic T̂ =
p
n(T � 1

2
)=�̂. T̂ has a limiting normal distribution

with a mean of 0 and variance �2. An estimate of �2 is given by:

�̂
2 =

8<:
1
4
p(1+pR̂2)

(1+pR̂2)2
if Gn(UN )�Gn(LN ) > 0

1
4
; if Gn(UN )�Gn(LN ) = 0

where p = m=n and

R̂ =
Fm(UN )� Fm(LN )

Gn(UN )�Gn(LN )

LN = Z(N�bN )

UN = Z(bN )

bN =

�
N + 1

2
+
p
N

�
:
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Fm and Gn are the empirical cumulative distribution functions as calculated from the X 's and Y 's,

respectively.

Now, in deciding between the null hypothesis, H0, and an alternate hypothesis, the following

decision criteria are used:

choose H1 : �X > �Y over H0 if T̂ � T̂�fm;ng
choose H1 : �X < �Y over H0 if T̂ � �T̂�fm;ng
choose H1 : �X 6= �Y over H0 if T̂ � T̂�

2
fm;ng or T̂ � �T̂�

2
fm;ng

where T̂�fm;ng is the critical value of the T̂ statistic at a signi�cance level of � with sample sizes

of m and n. Appendix C provides tables of critical values for m;n � 25. When m;n > 25, the

inverse cumulative standard normal distribution at �, ��1(�), provides a good approximation to

T̂� (see Equation 3.3).

One problem with Fligner & Rust's (1982) test is that, even though the test accommodates

non-symmetric distributions, the test fails when the distributions are highly non-symmetric, for

example when M = min(Z). The way we have overcome this de�ciency in this dissertation is by

performing a sanity check, making the alternate hypotheses symmetric

H1 :�X > �Y and �Y < �X

H1 :�X < �Y and �Y > �X

H1 :�X 6= �Y and �Y 6= �X

and performing all of the associated calculations. When the test fails, at least one term of these

alternate hypotheses does not hold, and thus, H0 is correctly not rejected.

3.5 Summary

This chapter reviewed related work in the areas of Robotics, Machine Learning, and Statistics.

In particular, the focus was on single-robot and multi-robot foraging, behavior-based control, and

Markov-type models as applied to Robotics. An aim of this chapter (and an ancillary contribution

of the dissertation) was to increase awareness of and access to some of the Statistics literature

on computationally eÆcient approximations to common statistical quantities, and less common

nonparametric tests. The approximations and test presented in detail will be used in many of the

remaining chapters.
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Chapter 4

Augmented Markov Models

This chapter presents augmented Markov models (AMMs), and details their relationship

to Markov chains and semi-Markov processes (SMPs). It provides an overview of the

AMM representation and the model construction algorithm used in this dissertation

(with details available in Appendix B). This chapter also lays the foundation for the

remainder of the dissertation: it formalizes the use of AMMs with behavior-based

control to enable capturing of agent-environment interaction dynamics; and it presents

the AMM-based calculations necessary to evaluating those dynamics. The chapter also

includes examples of AMM construction.

In Chapters 1 and 2, we introduced and motivated the idea of using AMMs with behavior-

based control to capture and evaluate agent-environment interaction dynamics. In this chapter, we

provide the key tools and methods for actually doing so in the remainder of the dissertation. We

describe the representation and construction of higher-order AMMs, their evaluation, and their use

with behavior-based control. First, however, we examine the theoretical underpinnings of AMMs.

4.1 Markov Chains, SMPs, and AMMs

In this section, we develop the relationship between augmented Markov models (AMMs), Markov

chains and semi-Markov processes in order to provide theoretical context for our use of AMMs.

We begin with Markov chains and work towards AMMs.

A discrete, �rst-order Markov chain is a stochastic process fXm;m = 1; 2; 3; : : :g with a �nite

or countable state space adhering to the following property:

PfXm+1 = j j Xm = i;Xm�1 = im�1; : : : ; X2 = i2; X1 = i1g
= PfXm+1 = j j Xm = ig; (4.1)

for all states i1; i2; : : : ; im�1; i; j, and allm � 1 (Ross 1992). In other words, the probability that the

next state Xm+1 is j, given the current state (Xm = i) and any past state (X1 = i1; : : : ; Xm�1 =

im�1), is dependent only upon the current state i. In general, a stochastic process that satis�es
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Equation 4.1 is said to be �rst-order Markovian. If Equation 4.1 is independent of m, the Markov

chain has stationary transition probabilities and is said to be homogeneous. The models described

in this section are all homogeneous.

In an nth-order Markov chain, Equation 4.1 takes the following form:

PfXm+1 = j j Xm = i;Xm�1 = im�1; : : : ; X2 = i2; X1 = i1g
= PfXm+1 = j j Xm = i;Xm�1 = im�1; : : : ; Xm�n+1 = im�n+1g: (4.2)

We assume that Equation 4.2 holds for state j and some n = n1 � m, and that for all states other

than j the equation holds for some n � n1. In other words, the probability of the next state is

dependent on the current state and at most n� 1 previous states.

In a Markov chain, the time spent in each state before a transition to the next state is geomet-

rically distributed. A semi-Markov process (SMP) is a generalization of a Markov chain allowing

arbitrary state durations. We let Qij(t) be the probability of remaining in state i for time � t

before transitioning to state j. If we let Pij = Qij(1), the Pij de�ne the transition probabilities of

the embedded Markov chain (Ross 1992) and it follows that
P

j Pij = 1. We let Fij(t) = Qij(t)=Pij

be the conditional probability of remaining in state i for time � t, given the system has just entered

state i and will transition to state j. (Ross (1992) provides further details on Markov chains and

semi-Markov processes.)

An AMM is a sub-class of SMP in which the time spent in a particular state is not dependent

upon the next state, i.e., Fij(t) = Fik(t) for all states i, j, and k such that j; k 6= i. In addition,

before a self-transition, the system remains in the current state for exactly one time step, giving:

Fii(t) =

(
0; if t < 0

1; if t � 0

Though this formulation makes no assumptions about underlying distributions, the statistical tests

we present in this Section 4.3.4 do assume normal distributions. This constrains Fij(t) to be

�(� = 1=(1 � Pii); �
2), where � is the normal cumulative distribution function (with mean and

variance determined empirically). Chapter 8 empirically evaluates the violation of this assumption

of normality.

AMMs provide a compromise between the generality of SMPs and the computational simplicity

of Markov chains. They allow standard expectation calculations from Markov chain theory to be

easily combined with popular statistical hypothesis tests, such as the t and F tests, that assume

normal distributions. Now that we have placed AMMs in the context of Markov chains and SMPs,

we provide an overview of our AMM representation and the construction algorithm that uses it.

Full details are available in Appendix B.
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4.2 AMM Implementation: Overview

We have seen that an AMM is essentially a semi-Markov process. Unlike perhaps a straightforward

SMP representation, our AMM representation incorporates additional statistics in links and nodes

which are used during construction and are available for application-motivated evaluations. These

statistics allow the AMM construction algorithm to dynamically restructure a model to represent,

in �rst-order form, a second-order, or higher-order, Markovian system by maintaining the appro-

priate order statistics. These statistics are used in conjunction with node splitting to \unfurl" the

higher-order transitions into �rst-order transitions. Maintaining a �rst-order representation greatly

simpli�es many expectation calculations, allowing standard Markov chain results to be employed.

Before continuing, we clarify what an AMM is not. Unlike a Markov decision process (MDP), an

AMM does not explicitly represent actions or local reward. There is also no explicit representation

of observations, nor the type of hidden-state-inducing partial-observability that is captured in a

partially observable Markov decision process (POMDP). In other words, the system is taken to be

fully observable with no hidden state of the type in an HMM. The one exception is that the AMM

construction algorithm does not assume a �rst-order Markovian system, but is able to capture, in

�rst-order form, the hidden state arising from the higher-order nature of the system. This di�ers

from the hidden state captured by HMMs and POMDPS which assume �rst-order systems. The lack

of explicit actions and observations in AMMs may seem limiting, but as we discussed in Section 1.3,

the use of behavior-based control as a representational substrate provides the expressiveness that

compensates for this lack. The simplicity of AMMs also facilitates on-line, incremental, real-time

construction and evaluation | a key consideration in this dissertation. In the next section, we

present the representational components of an AMM.

4.2.1 Representation of AMMs

For the purposes of conciseness and understandability in this section, we do not describe the full

AMM representation as used by the model construction algorithm, but rather, consider only the

�ve-tuple h S, A, B, L, T i containing much of the information necessary for incremental model

construction. The details of the elements are as follows:

1. S, a set of symbols fs1; s2; : : : ; sMg recognized by the network. The �rst symbol, s1, is

recognized only by the �rst state, a1.

2. A, a set of states (or nodes) fa1; a2; : : : ; aNg. Each state ai has four attributes:

� a
s
i , the symbol that the state recognizes, i.e., an element of S;

� a
�
i , the average number of time steps that the system remains in ai whenever it enters

that state;

� a
�2

i , the variance associated with a
�
i ;

� and a
p
i , the probability of remaining in ai in the next time step.
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The state, a1, represents the initial (unknown) state of the system, which is promptly left

upon commencement of model construction and never entered subsequently.

3. B, an N �M transition matrix, where bi(k) contains the value of the state to transition

to if the current state is ai and symbol sk is observed. If asi = sk, then bi(k) = ai, i.e., if

the observed symbol is identical to the last symbol observed, then the system remains in the

current state.

4. L, a set of directed links fl1; l2; : : : ; lP g, connecting the states. Each link li has the following
six attributes:

� l
f
i , indicates the state from which the link begins, a

lfi
2 A;

� l
t
i , indicates the state to which the link connects, alti 2 A. The following constraints

apply: a link cannot start and end at the same state, lfi 6= l
t
i ; and two links from the

same state cannot go to states that accept the same symbol, 8i; j s.t. lfi = l
f
j , a

s
lti
6= a

s
ltj
;

� l
Æ
i , stores the number of times the link li has been traversed;

� l
�
i , stores the total number of time steps that the system has been in state lti , after �rst

having traversed the link li;

� l
�2

i , contains the sum of squares of all the durations that comprise l�i ;

� and l
p
i is the probability of using the link li at each time step, given the system is in

state lfi .

Because no two links can have the same value for both their from and to attributes, they

cannot represent the same directed transition. Thus, N � 1 � P � N(N � 1): at least N � 1
links are needed to connect the non-initial states, and for a fully connected network there

are N(N � 1) links between the non-initial states. The single link from a1, l1, is traversed

exactly one time, giving lÆ1 = 1 and l
p
1 = 0.

5. T, a set of structures fT1
; : : : ;Tnmax�1g, each with elements ftn1 ; tn2 ; : : : ; tnQn

g storing infor-
mation on a particular n-link traversal sequence, where 1 < n � nmax � 1 and nmax is a

user-speci�ed maximum order for the model. Each element tni has n+ 4 attributes:

� t
n;1
i ; t

n;2
i ; : : : ; t

n;n+1
i , the n links comprising tni , stored as indices into L;

� t
n;Æ
i , the number of times the n-link sequence has been traversed;

� t
n;�
i , the total number of time steps that the system has been in the state that link t

n;1
i

connects to, after �rst having traversed tni ;

� t
n;�2

i , the sum of the squares of all the durations that comprise tn;�i .

The bounds of Qn are given by:

0; if P < n

P-n+1; if P � 2

)
� Qn � N(N � 1)n:
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In order for a two-link transition to exist there must be at least two links. If more than

two links exist, the fewest n-link transitions (P � n+ 1 of them) are created when an Euler

path exists and is followed through the network. In a fully connected network, each of the

P = N(N � 1) links has a transition to N � 1 other links, giving us the upper bound for a

sequence of n links.

Given this AMM representation, the corresponding probabilistic transition matrix of a Markov

chain could be generated from a
p, lp, lf , and l

t. The addition of a� and a
�2 provides the more

general (normally distributed) state durations of an SMP. Aside from a
s, the remaining represen-

tational elements are used in incremental model generation and dynamic model recon�guration

using node splitting. We provide an overview of the model construction algorithm next.

4.2.2 AMM Construction Algorithm

The data used for constructing an AMM consist of a continuous stream of symbols belonging to

S. Construction of an AMM proceeds according to the following algorithm:

� Initialize the system by creating the initial state, a1.

� If the current input symbol has never been seen before, add it to S and create a state that

recognizes this symbol. Create a link from the current state to the new state and make the

transition. Add this transition to B and create the corresponding new entries for T.

� If the current input symbol is the same as the last input symbol, then remain in the current

state. Update the appropriate values in A, L, and T for mean values and length of time in

the state. Recalculate the transition probabilities associated with that state and its links.

� If the current input symbol has been seen before, but is di�erent from the last symbol,

transition to a state that accepts the new symbol. If the link for this transition does not

exists, create it.

� When transitioning from one state to another, update the variance for the state being tran-

sitioned from, and the appropriate sum of squares values in L and T.

� When about to transition from one state to another using link li, do the following:

1. calculate the binomial con�dence interval (Blyth 1986) for the number of traversals

(tn;Æ) of each t
n which has tn;2 : : : tn;n+1 equal to the n links traversed before li. If the

actual number of traversals that then use li as t
n;1 falls outside the expected con�dence

interval, then there is an nth-order inconsistency in the traversals. (Section 3.3.1 details

the calculation of binomial con�dence intervals.)

2. calculate the t statistic associate with: (1) the mean time spent in the state l
f
i as

calculated from the data in each tn which has tn;2 : : : tn;n+1 equal to the n links traversed

before li, and (2) the mean time spent in the state as calculated from all of the data. If
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the t statistic indicates a signi�cant di�erence, then there is an nth-order inconsistency

in the SMP-like state durations.

If either of the previous tests indicates an inconsistency, then the current state is split, at-

taching the current in-link (with its associated out-links, as indicated in T) to the new state.

This allows an nth-order traversal sequence to be represented in a �rst-order model. Using

T, make all appropriate changes to the two states and their related links, in order to keep

all global probabilities consistent. Update T, modifying and/or adding traversal sequences

of the appropriate orders to maintain a consistent model.

The above rules do not provide the complete details, but capture the general avor of the model

construction process. The �nal rule of the algorithm describes node splitting and deserves further

explanation. Since an AMM is constructed incrementally as training data become available, it is

important that there be some mechanism for model modi�cation when new data invalidate the

current structure of the model. This mechanism is provided by node splitting which utilizes data

from T to attempt to ensure that the model remains consistent with the training data. Node

splitting allows an nth-order traversal sequence to be represented in a �rst-order model, making

the model intuitively easier to understand and simplifying expectation calculations with the model.

Note that there is relatively little computation involved in AMM construction when used with

behavior-based control. In a non-optimized implementation, the computational complexity per

input symbol is at most O(Nnmax) (for a fully connected network) when a state is being split,

and at most O(Nnmax�1) otherwise. In practice, the use of behavior-based control constrains the

complexity to be much more reasonable than what is implied by these values. Because execution of a

controller must result in some coherent activity, the possible transitions from any one behavior tend

to be small (e.g., 1 � N � 4). This essentially brings the maximum computational complexity

near O(1), though there might be signi�cant constant overhead. In practice, we have observed

that, even for nmax as large as 10, the computational overhead is low enough to allow real-time

processing of input symbols from the foraging task at a high frequency (e.g., 100's of Hertz). The

space complexity is also O(Nnmax) for N fully connected states, but again, in practice, graphs tend

to be fairly sparse, implying reasonable overhead.

The next section demonstrates the e�ectiveness of the AMM construction algorithm in a non-

�rst-order Markovian system.

4.2.3 Examples of AMM Construction

Consider the sequence of input symbols f3 2 1 4 2 1 3 2 1 4 2 1 3 2 1 4 2 1 : : : g that alternates
between occurrences of f3 2 1g and f4 2 1g. Figure 4.1 gives an example of a �rst-order or

second-order AMM generated with 100 symbols from this sequence. The key item to note in the

�gure is that from state #4 (accepting symbol 1) there is a 0.5 probability of transitioning to

state #2 or state #5, and thus generating f3 2 1g or f4 2 1g. We know, however, that this is

an inaccurate representation of the system since there can never be two consecutive occurrences
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of either f3 2 1g or f4 2 1g. Because the next state after #4 depends on two states prior, the

system is third order. In contrast, Figure 4.2 shows the �rst-order representation generated by

a third-order AMM constructed with the same sequence. One third-order node split gives two

additional states: one that accepts symbol 1 and one that accepts symbol 2. This new �rst-order

representation accurately represents the symbol sequence.

#1
sym=0

#2
sym=3

#2
prob=1.0e+00

#3
sym=2

#3
prob=1.0e+00

#4
sym=1

#4
prob=1.0e+00

#7
prob=4.8e-01

#5
sym=4#5

prob=5.2e-01

#6
prob=1.0e+00

Figure 4.1: A example of a �rst-order or second-order AMM generated with 100 input symbols
from the sequence f3 2 1 4 2 1 3 2 1 4 2 1 : : : g
.

#1
sym=0

#2
sym=3

#2
prob=1.0e+00

#3
sym=2

#3
prob=1.0e+00

#4
sym=1

#4
prob=1.0e+00

#7
prob=0

#5
sym=4

#5
prob=1.0e+00

#6
sym=2

#6
prob=1.0e+00#7

sym=1

#8
prob=1.0e+00

#9
prob=1.0e+00

Figure 4.2: A example of a third-order AMM generated with 100 input symbols from the sequence
f3 2 1 4 2 1 3 2 1 4 2 1 : : : g
.

This illustration of third-order AMM construction demonstrates the case where there is an in-

consistency just in the link traversals, whereas a more subtle case might also involve inconsistencies

in the traversal probabilities. A second type of node-splitting occurs based on inconsistencies in the

time spent in a particular state. AMM generation for a very complex system may require multiple

types of node-splitting at several di�erent Markovian orders.

The next sections details the AMM-based evaluations that will be utilized in the applications

of the following three chapters.

4.3 AMM-Based Evaluations

We wish to derive several useful statistics from an AMM which will be used in the following chapters

to evaluate the interaction dynamics captured by the models.
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One such statistic is the expected number of time steps the system takes to reach a destination

state from a given start state. This is known as the mean �rst passage. The theory of Markov

chains provides powerful tools for easily calculating such expectations. We apply these tools to

AMMs, then use the results to calculate two other statistics: the total variance associated with

the mean �rst passage, and the accompanying degrees of freedom. (A more detailed treatment of

Markov chain theory, including proofs and derivations, is available in Roberts (1976) and Kemeny,

Snell & Knapp (1966)).

4.3.1 Mean First Passage

The �rst step in calculating the mean �rst passage is to extract the N �N transition matrix P of

an AMM M . P is a matrix such that each element pij is the probability of transitioning directly

to state j given the system is in state i. Each element of the matrix is given by:

pij =

8>><>>:
a
p
i ; if i = j

l
p
k; if 9k s.t. lfk = ai and l

t
k = aj

0; otherwise

where ai, a
p
i , l

p
k, l

f
k and l

t
k are extracted from M .

In order to receive meaningful values from the following calculations, P must represent a Markov

chain that is ergodic, i.e., every state can be reached from every other state. We can determine

that a directed graph is ergodic by showing that it consists of one strongly connected component

(see Cormen, Leiserson & Rivest (1990, pp. 488{493) for an algorithm).

Given that P is ergodic, we calculate the stationary vector w = w1; w2; : : : ; wN giving the

probability of being in each state a1; a2; : : : ; aN ofM in the limit. w is found by solving the system

of equations wP = w with the constraint that w1 + w2 + � � �+ wN = 1. If w has at least one zero

value, then P is not ergodic. Using w, we calculate the fundamental matrix Z = [I � (P �W )]�1;

where W is the square matrix having w as each row. W now enters the calculation of the mean

�rst passage matrix E = (I � Z + JZdg)D; where J is a matrix of 1's, Zdg is the diagonal matrix

containing the main diagonal of Z, and D is the diagonal matrix with dii = 1=wi. Each element

eij of E represents the mean �rst passage from state ai to aj .

In our use of AMMs with behavior-based control, we are often interested in the mean �rst

passage from an input symbol si to another input symbol sj . Since each input symbol could be

recognized by multiple states in the AMM, the mean �rst passage between two input symbols might

not be unique. In general, if n states recognize si and m states recognize sj , then nm entries in

E represent the mean �rst passage between these symbols. In such a case, our interest is in the

minimum mean �rst passage between two input symbols and the corresponding states that give this

value in E. For symbols si and sj , let "ij be this minimum value from E. Let a� and a� be the

states such that e�� = "ij .
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Once we know the states associated with the minimum mean �rst passage, we can calculate

the expected amount of time spent in each state before reaching a� . To do so, we �rst convert

our ergodic Markov chain into an absorbing chain with a� as the absorbing state. Essentially, this

means modifying P so that once the system enters state a� it does not leave it, i.e., ap� = 1:0. The

transition matrix P is converted into a new matrix Q containing only transitions to and from the

N � 1 non-absorbing states by simply deleting the �-th row and column from P . Note that � 6= �.

The fundamental matrix N for the absorbing chain is given by N = (I�Q)�1; where each element
nij represents the expected amount of time spent in the j-th non-absorbing state, given that the

system starts in the i-th non-absorbing state, and

e�� =

8>>>><>>>>:

N�1X
j=1

n�j ; if� < �

N�1X
j=1

n(��1)j ; if� > �:

4.3.2 Variance of Mean First Passage

In order to calculate the variance associated with a value in the mean �rst passage matrix, we

�rst note that the underlying Markov chain of an AMM may be interpreted as a set of random

variables, one for each state of the chain. Generally, it is assumed that these random variables are

independent, identically distributed, and follow a normal distribution. Our use of variance also

assumes independence and a normal distribution, but to be more general it allows non-identical

distributions.

Given a set of independent random variables fX1; X2; : : : ; XNg with each Xi having an associ-

ated population mean �i and variance �
2
i , we wish to calculate the mean and variance for the linear

combination Y = c1X1 + c2X2 + � � � + cnXn. Basic results from statistics tell us that the mean

of Y is �Y =
PN

i=1 ci�i and the variance of Y is �2Y =
PN

i=1 c
2
i�

2
i . In our case, we do not know

the population means and variances and instead use the sample means and variances calculated

for each state of the AMM, i.e., a�i and a
�2

i .

Given e�� , a�, a�, and the fundamental matrix N generated by making a� an absorbing state,

we are ready to calculate the variance associated with e�� . As shown previously, e�� is equivalent

to the sum of the row of N associated with a�. Equivalently, e�� may be expressed as a linear

combination of the a� extracted from the AMM:

e�� =

NX
i=0

cia
�
i
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where

ci =

8>>>>>>><>>>>>>>:

n�i=a
�
�; if � < � and i < �

n��1;i=a
�
�; if � > � and i < �

n�;i�1=a
�
�; if � < � and i > �

n��1;i�1=a
�
�; if � > � and i > �

0; if i = �

Now that we have expressed e�� as a linear combination of the means of the random variables

composing the AMM, we can do similarly for the variance of e�� :

var(e��) =

NX
i=0

c
2
i a

�2

i

with the ci's calculated as above.

4.3.3 Degrees of Freedom

The number of degrees of freedom associated with the linear combination Y =
PN

i=1 ciXi may be

expressed as "
NX
i=1

c
2
i var(Xi)

VXi

#2
NX
i=1

�
c
2
i var(Xi)=VXi

�2
VXi � 1

;

where VXi is the number of values used to calculate var(Xi). This is an expanded version of the

formula found in Press, Teukolsky, Vetterling & Flannery (1992, p. 617). To apply this to our

calculation of the variance of e�� we simply use c
2
i a

�2

i in place of c2i var(Xi), with the ci's calculated

as above, and with

VXi =
X

fijlti=aig

l
Æ
i :

4.3.4 The t-Test and F -Test

Given the mean �rst passage values in E and their associated variances and degrees of freedom, we

can perform two standard tests of statistical signi�cance: the (one-sample and two-sample) t-test

and the F -test (Freund 1992). The t-test uses Student's t distribution to determine whether the

di�erence between the means of two normally-distributed populations is signi�cant. Calculation

of this test requires the two mean values and their combined degrees of freedom derived above.

The F -test uses the F distribution to determine if the variances of two normal distributions are

signi�cantly di�erent given their degrees of freedom. Either of these two tests can be used to

compare values for mean �rst passage and variance within the same AMM and across AMMs.

Press et al. (1992) provide more details on the computation of these tests. See Peizer & Pratt
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(1968) and Ling (1978) for computationally eÆcient approximations to F and t tail probabilities

for use in these tests.

The next section, describing how AMMs are used with behavior-based control, completes the

foundation for modeling and evaluating interaction dynamics in this dissertation.

4.4 AMM Use with Behavior-Based Control

As we have discussed, AMMs can be constructed and utilized on-line and in real-time as an agent

(mobile robot) is performing a task, in order to capture the dynamics of its interaction with

the environment. At each time step, the datum used for model generation consists simply of

a symbol indicating which behavior (or subset of behaviors) of the behavior-based controller is

currently active. As we have discussed, the use of behaviors as a representational substrate for

model construction has major bene�ts. It provides parsimony in abstracting away low-level sensor

readings and motor commands, while at the same time encompassing the richness of sensing and

action manifested in behavior activations.

There is no need to heuristically modify the AMM construction algorithm in order to use

behaviors, or provide any application-dependent initialization to the system. What is required,

however, is the determination of the behavior space, i.e., the set of mutually-exclusive behaviors,

which continuously describe the robot's activity, and are uniquely labeled. One of these labels or

symbols (together comprising S) is sent to the model generation algorithm at each time step. Note

that the algorithm only accepts one symbol per time step. If the robot's control system is structured

so as to utilize simultaneous execution of two or more behaviors, the AMM algorithm will only

be able to consider one of their symbols as input. Unless that one symbol is consistently used to

represent the parallel execution of both behaviors, the result will be a model unrepresentative of

the actual behavior dynamics.

To prevent ill-de�ned models, it is necessary for the behavior space to be composed of mutually

exclusive behaviors which account for all of the robot's activity. In other words, in behavior space

B = fB1;B2; : : : ;BKg, no two behavior sets Bi and Bj may be simultaneously active. In addition,

if Ttot is the total time that the robot is active, and TBi is the total time that behavior set Bi is
active, then Ttot =

PK
i=1 TBi . An individual behavior set Bi in the behavior space may represent

several behaviors in the controller that are executed in parallel. The behavior space B need not

contain all of the behaviors that the robot can exhibit, only some composition of behavior sets that

meets the preceding constraints.

In the worst case scenario where all of the behaviors of a controller are executed in parallel

for Ttot, or when there is only a single behavior in the controller, then B also consists of exactly

one behavior set. The AMM generated in this degenerate case has one non-initial state that it

never leaves, and consequently is of no practical use. Fortunately, the large majority of current

approaches to robot control, ranging from hybrid to behavior-based systems, utilize sequences and

priorities over the actions and behaviors executed on the robot (Matari�c 1997b, Gat 1998). Thus,
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Figure 4.3: (Left) A second-order AMM constructed from foraging behavior data; (Right) A �rst-
order AMM, constructed with the same data.

as long as the behavior of the robot can be decomposed into a sequence of mutually-exclusive

behavior symbols to be provided to the AMM, this approach can be applied.

4.4.1 Examples of AMM Construction with BBC

Using the data generated by a robot performing the foraging task (Section 2.3), the AMM genera-

tion algorithm constructed the model shown in graphical notation in Figure 4.3 (Left). Many of the

numerical details are omitted, but the main elements are present. The states with their recognized

symbols (e.g., avoiding, wandering) are indicated, as well as the initial state represented by ;.
Links between states are shown, as are the two-link transitions, represented by dashed lines inside

states connecting an in-link and an out-link. For the construction of this particular model, we used

approximately 1750 data points sampled at 5 Hz over the course of approximately 7 minutes. Only

7 of the foraging controller behaviors were used as the behavior space. All together, the model

required 35,000 ops to construct and 2700 bytes to store. The AMM was validated by visual

comparison to the robot's behavior while performing the task. Numerous hours of video footage

for the foraging task support the validity of the second-order AMM. Consequently, in the following

chapters, the AMMs constructed in the experiments that use foraging are all second-order.

The �rst-order AMM in Figure 4.3 (Right) is not an accurate model of the system. Examining

the two-link transitions inside the avoiding state, we note that the transition from wandering to

avoiding is followed by a transition from avoiding back to wandering in all cases. A similar situation

holds for reverse homing and homing. If avoiding were really one state, intuitively we would expect

transitions between wandering, homing and reverse homing that pass through avoiding. These

transitions, however, are often inappropriate in the foraging task and seldom occur, again arguing

in favor of the second-order model.
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4.5 Summary

This chapter presented the tools for capturing and evaluating agent-environment interaction dy-

namics using AMMs and behavior-based control. Speci�cally, it outlined the AMM construction

algorithm and its associated representation, detailed AMM-based evaluations, and concretized the

use of AMMs with behavior-based control. The following three chapters utilize these tools for

performance-improving applications in both stationary and non-stationary problem domains.
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Chapter 5

AMMs in Stationary Problem Domains

The previous chapters laid the foundation for the modeling and evaluation of agent-

environment interaction dynamics using AMMs and behavior-based control. This chap-

ter now utilizes the approach to solve speci�c application challenges, with a focus on

stationary problem domains where the stochasticity of agent-environment interaction

dynamics is assumed to be non-changing over time. Speci�cally, this chapter explores

group coordination challenges associated with: individual performance, group aÆlia-

tion, and group performance. Corresponding respectively to these are the three experi-

mental examples | fault detection, group membership based on ability and experience,

and dynamic leader selection.

5.1 Introduction

This chapter examines how modeling interaction dynamics using AMMs and behavior-based control

can help improve the performance of a group of agents in the face of contingencies that arise

during execution. We consider three issues | individual performance, group aÆliation, and group

performance | that impact the ability of a group to achieve e�ective coordination, and present

applications of AMMs that help negotiate these issues to improve performance. The assumption

in these applications is that the interaction dynamics being modeled are stationary, or any non-

stationarity does not signi�cantly impact the application-speci�c evaluations being used. This is

a simplifying assumption that allows us to use a single AMM for evaluation. This assumption is

relaxed in Chapters 6 and 7 when we explore non-stationary problem domains.

To help motivate the AMM-based applications of this chapter, we �rst discuss the three group

coordination issues in more detail. As an example of the impact of individual performance on

group coordination, consider a scenario where a single robot develops a hardware failure and is

neither able to complete its portion of the group task, nor to inform the other group members of

its failure. If the members do not know to compensate for the incapacitated robot, the group as a

whole may fail to complete its task. Monitoring individual robot performance, in this case for fault

detection (one of our experimental examples), is an important component of group coordination.
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The ability of a robot to determine what group it belongs to (i.e., its group aÆliation) is another

important component of group coordination. Suppose a robot were introduced into an environment

containing several groups specializing in di�erent tasks. In order to be able to coordinate its activity

with the group it �ts into best, it must have some mechanism for determining its group aÆliation.

One way is to compare its abilities and experience with those of other robots | an approach we

present in another of the experimental examples.

A third issue impacting coordination is group performance. Consider a group of robots or-

ganized in a hierarchy, where the performance of the entire group is strongly dependent on the

members in the upper strata. The ability to dynamically reorganize the structure of the group

(re-coordinate the individuals) to improve performance is important when unknown or unforeseen

circumstances result in poor leaders. We also present experimental results for this type of dynamic

leader selection later in the chapter.

In the next sections, we apply AMMs to experimental examples exploring the three issues in

group coordination.

5.2 Individual Performance: Fault Detection

For this application, we limit our consideration of faults to those that would keep the robot in one

behavior for an inordinate period of time. Such faults may include sensor and actuator failures, as

well as the robot becoming physically stuck. To detect a potential fault, we compare, at each time

step, the total time the robot has spent in the current AMM state ai to the mean and variance

calculated from previous data for that state. A simple con�dence estimate on the upper bound of

the mean can be used to make the comparison:

� = ai(mean) + c

p
ai(var)

where c is a small positive constant (e.g., 1 � c � 3). If the current time spent in the state exceeds

�, the algorithm signals that there might be a fault.

We tested this algorithm on-line by having the robots perform the wandering and avoiding

behaviors of the foraging task (Chapter 2). Figure 5.1 shows a typical AMM that was constructed.

If it was detected that the robot had been in one of the behaviors too long, it would send a signal

to the robot, which would in turn beep, thereby indicating a potential fault. We simulated a fault

(the robot getting stuck on a rock) by lifting the drive wheels o� the ground. During a dozen trials,

the robot never failed to detect the fault.

In choosing a particular con�dence interval, it is important that one be aware of how rapidly

the interval narrows as new data are incorporated into the model. If the interval narrows too

quickly, the result will be many false positives, i.e., the robot indicating a fault when none exists.

An example of such a con�dence interval that narrows too quickly is
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wandering

0

avoiding

Figure 5.1: Sample AMM constructed from the wandering and avoiding behaviors of the foraging
task.

� = ai(mean) + t:001

r
ai(var)

n

where t:001 is Student's t distribution leaving 0.001 probability in the tail, and n is the total number

of times the system has entered ai. The �rst con�dence interval may be interpreted as this one,

but with tp =
p
n. This allows us to test for a fault with increasing con�dence (i.e., with decreasing

values of p) as the number of data points n increases, thus e�ectively reducing the narrowing of

the con�dence interval to the rate of variance decrease, and greatly reducing false positives.

Unfortunately, due to limitations in the programming environment of the robots, the models

generated for fault detection could not be constructed on the robots themselves. Instead, behavior

data were transmitted via radio modem to a Power Macintosh that constructed the models and

communicated model information back to the robots. Due to other system limitations, the com-

munication throughput was approximately 2.5 bytes/sec/robot. Even at such rates, and with lost

packets, the system was able to maintain useful models simultaneously for multiple robots.

More sophisticated versions of fault detection are also possible using tests based on the mean

�rst passage (Section 4.3). These tests allow the detection of faults that manifest as aberrations

in multi-behavior execution sequences and loops.

5.3 Group AÆliation: Membership through Ability

and Experience

Coordinating activity in a behaviorally heterogeneous group of robots may require the robots

to know their sub-group aÆliations. In a learning system where the robot's �nal behavior is

not predetermined, group aÆliation is not designated a priori. AMMs provide a mechanism for
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determining group aÆliation. Two robots that wish to ascertain whether they belong to the same

group can transmit data generated by their AMMs, then determine the probability of the other

robot's data on their respective AMMs. The probability of a sequence is the product of the

probabilities on the transitions that would be followed to generate that sequence. If a transition

does not exist, then the probability is zero. If each AMM accepts the data generated by the other's

AMM (with probability >0), then the robots are designated as members of the same group. They

are considered to have the same ability, or capacity for performing a particular task. In the case of a

complex task, such as our foraging example, it may take a signi�cant amount of time for two robot

that \should" belong the same group to explore the same interaction dynamics and be determined

to actually belong to that group. In the context of our experimental example, there might be

several di�erent groups in an area, with only one performing foraging. When a new foraging robot

is introduced into the environment, it must determine that its abilities coincide with those of the

other foraging robots, and join their group.

In addition to this coarse \don't accept"/\accept", or ability-based, determination of group

aÆliation, a more re�ned categorization can be made by considering the actual probabilities of

symbol sequences. To test this notion, we ran 2 trials for each of 3 robots performing the wandering-

avoiding behaviors. In one trial, the Corrall was empty, in the other, 18 pucks were distributed

evenly, though sparsely, on the oor. The robots occasionally avoided the pucks in addition to

normally avoiding the walls of the Corrall. For each of the six three-minute trials, an AMM of

the robot's behavior was constructed. One thousand data points were generated by each of the

six AMMs, and the probability of each data set was calculated on each of the AMMs, resulting

in 36 probability values. Our hypothesis was that a data set from an AMM generated in one

of the two environments should produce higher probabilities on the remaining two AMMs from

that environment than on the three from the other environment. For each data set, we tested all

combinations of two AMMs, one taken from each environment, to determine how often the higher

probability would be from the same environment. Of the 36 such combinations, in 26 (or 72%)

of them, the same environment had the higher probability. These results, produced from little

training data and almost identical environments, suggest that AMMs can be used to make subtle

behavioral distinctions. These distinctions can be thought of as experience-based. Since the robots

are able to and do perform the same task, it is their speci�c individual experiences that di�er, and

are the basis for distinction.

More sophisticated variations of aÆliation determination are also possible using, for example,

calculations of isomorphism between the AMMs of di�erent robots. Another metric might be based

on the summed di�erences between corresponding minimum mean �rst passage values (Section 4.3).

A version of this metric is used in Chapter 8.
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5.4 Group Performance: Dynamic Leader Selection

Due to inherent variations in sensors and actuators, or inexperience with a speci�c robotic plat-

form, it may be diÆcult to accurately assess the ability of a robot at performing a novel task.

Alternatively, even if performance history is available, there is no guarantee that future perfor-

mance will neither improve nor degrade. Even though the ability of individuals may change over

time, it is important that the performance of the group remain as high as possible. To achieve this,

some mechanism for dynamic restructuring based on performance is necessary, especially in social

structures such as hierarchies where signi�cant reliance is placed on the most dominant individuals.

We present dynamic leader selection using AMMs as an example of such a mechanism.

In the following experiments, four R2e robots had to perform the foraging task (Chapter 2).

Collecting 10 of the 27 pucks in the Corrall constituted completion of the task, with a shorter

completion time corresponding to better group performance. The robots were organized in a strict

dominance hierarchy such that whenever two or more robots simultaneously had pucks to deliver to

the goal, the most dominant individual was allowed to proceed, while the less dominant individuals

each waited their turn. The four robots, however, were not equally eÆcient at performing the task.

The code for each robot was identical, except that the maximum speed was limited to di�erent

values, as follows: Robot0 \full-speed" (� 0:5 ft/sec); Robot1 \two-thirds-speed" (� 0:33 ft/sec);

Robot2 \half-speed" (� 0:25 ft/sec); and Robot3 \one-third-speed" (� 0:17 ft/sec).

We conducted three sets of experiments, two with �xed hierarchies as baselines of comparison

to the third, which allowed hierarchy restructuring through the use of AMM-based evaluations.

The experiments were designated as follows:

1. Least Desirable: The robots were members of a �xed hierarchy with the relative dominance

of each inversely proportional to its maximum speed. Thus, Robot3 (the slowest) was the

most dominant, and Robot0 (the fastest) was the least dominant.

2. Most Desirable: Complementary to Least Desirable scenario, these experiments had the

robots arranged in a �xed hierarchy, with the fastest as most dominant, and slowest as least

dominant.

3. Dynamic Leader Selection (DLS): The hierarchy was initialized to be identical to that of

the Least Desirable experiments, but allowed hierarchy restructuring to improve performance.

In the DLS experiments, with no a priori information about a robot's speed provided, an

AMM for each robot was constructed at run-time and used to evaluate performance. The metric

of evaluation employed was

performance =
number of transitions to exiting state

total time spent homing

where the statistics for the exiting and homing behaviors came directly from the AMMs. The

numerator gives a count of the number of pucks that were delivered to the goal, while the denom-

inator measures the total time spent delivering those. The ratio gives the number of pucks per

51



1 2
0

5

10

15

20

25

30
Mean Time to Completion

T
im

e 
(m

in
)

*

* Difference between Least Desirable and Dynamic Leader Selection is significant at ρ=0.005

Least Desirable
Dynamic Leader Selection
Most Desirable

Figure 5.2: Mean time to completion for the Least Desirable, Dynamic Leader Selection, and Most
Desirable experimental scenarios.

Least Desirable DLS Most Desirable

Mean time to completion 27:2 23:4 22:4

Standard deviation 1:1 1:3 1:1

Table 5.1: Mean time to completion for the Least Desirable, Dynamic Leader Selection, and Most
Desirable experiments.

unit time that a robot is able to deliver: the higher this value, the faster the robot delivers pucks,

and the better its performance. (An alternate metric would the minimum mean �rst passage from

homing to exiting.) Each robot began a trial with its performance value initialized to zero. As it

executed the task, its AMM was continuously updated, as was the performance value derived from

it. The robot's position in the hierarchy was also updated so that it was more dominant than all

other robots with lower performance values.

We ran �ve trials of each experiment (Least Desirable, Dynamic Leader Selection, Most De-

sirable) and used a statistical hypothesis test based on Student's t distribution (Freund 1992)

to ascertain the signi�cance of our results. In the �gures, statistical signi�cance is indicated by

asterisks.

Table 5.1 and Figure 5.2 present the average time to completion (i.e., performance) for the three

experiments. In the experiments using dynamic leader selection we see a statistically signi�cant

improvement in the time to completion over the Least Desirable experiments, thus indicating a

successful restructuring of the hierarchies to a more optimal con�guration. The Most Desirable
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Hierarchy Positions:

Dynamic Leader Selection Experiments

Robot ID 0 1 2 3

Mean position 2:6 1:8 1:4 0:2

Standard deviation 0:9 0:4 1:1 0:4

Table 5.2: Mean positions in the hierarchy at the end of the Dynamic Leader Selection experiments.
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Figure 5.3: Average hierarchy positions at the completion of the Least Desirable, Dynamic Leader
Selection, and Most Desirable experiments.

time is slightly, though not signi�cantly, lower than the DLS time. This di�erence may be attributed

to the fact that the DLS experiments are initially con�gured with the less eÆcient Least Desirable

hierarchy structure.

The successful restructuring of the hierarchies is evident in Figure 5.3 and Table 5.2. We see that

the �nal hierarchy positions in the Least Desirable and Most Desirable experiments are unchanged

from the initial positions since no hierarchy restructuring was allowed to take place. Even though

the initial hierarchy positions in the DLS experiments are identical to those of the Least Desirable

experiments, we see in Figure 5.3 that by the end of the trials, the positions are almost identical

to the Most Desirable ones, though always lying between the Least Desirable and Most Desirable.

The fact that the average DLS positions are not exactly equal to the Most Desirable positions

(indicating non-optimal restructuring) requires further explanation. At the beginning of each DLS

trial, when all of the robots have performance values of zero and the hierarchies are still identical

to the Least Desirable, it is very likely that one or more of the slower, more dominant robots will
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Pucks Collected

Least Desirable DLS Most Desirable

Robot ID 0 1 2 3 0 1 2 3 0 1 2 3

Mean number of
pucks collected 1:2 2:6 3:2 3:0 3:2 3:4 2:0 1:4 3:8 3:2 2:2 0:8

Standard deviation 0:4 0:5 0:8 1:0 1:3 0:9 1:2 0:5 0:4 0:8 1:1 0:4

Table 5.3: The mean number of pucks collected in the Least Desirable, DLS, and Most Desirable
experimental scenarios.
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Figure 5.4: Mean number of pucks collected at the completion of the Least Desirable, Dynamic
Leader Selection, and Most Desirable experiments.

�nd a puck and be allowed to deliver �rst, thereby attaining a non-zero performance value. This

helps establish its position in the hierarchy and makes it more diÆcult for the faster, less dominant

robots to get a chance to deliver a puck and get a better performance value. In addition, the

foraging task is quite stochastic. On average, all of the robots will �nd pucks the same distance

from the goal, but in any one trial, a slower, less capable robot may �nd pucks very close to the goal

and deliver them in little time, thereby gaining a higher performance value than a more capable

robot �nding pucks further away. Similar to the fault detection experiments, the AMMs in these

experiments were also generated on a PowerMac with data transmitted to and from the robots

via radio modem. Lost data packets and noisy signals, in addition to occasional robot failures,

also hindered optimal restructuring. With all of these complications, the success of the Dynamic

Leader Selection experiments is an indication of the robustness of the approach presented here.
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Figure 5.4 and Table 5.3 present the average number of pucks that each robot collected in each of

the three experiments. We note by a comparison with Figure 5.3 that in all three experiments, the

number of pucks a robot collected is proportional to its �nal position in the hierarchy. Intuitively,

this is consistent with the notion of a dominance hierarchy: the less dominant a robot is, the less

often it will be allowed to deliver a puck, since it must wait to be the most dominant individual

ready to do so. In a large hierarchy, this may never happen.

There are two slight anomalies in the puck data that, although not signi�cant, bear some

consideration. In the Least Desirable experiments, Robot3 (the most dominant and slowest) did

not collect as many pucks as Robot2, although one might expect it to collect more. One explanation

for this inconsistency is that the performance of Robot3 degraded more than could be compensated

for by its high position in the hierarchy. Robot3 was simply poor at �nding pucks. There is a

complementary inconsistency in the DLS data where Robot0 (the fastest, and on average most

dominant at the end of the trials) collected fewer pucks than Robot1. This seems due to the fact

that Robot0 began the DLS trials as the least dominant robot, and consequently at times was not

allowed to deliver a puck and establish its performance value until relatively late in a trial.

Finally, it is worth noting that none of the results for the Most Desirable experiments were

signi�cantly di�erent from the dynamic leader selection experiments. One implication of this

result (and some of the others mentioned above) is that in order to test the signi�cance of minor

di�erences in the data gathered, additional, possibly numerous, trials would be necessary | likely

an impossibility due to time and robot robustness constraints. The complementary implication is

that, on average, dynamic leader selection using AMMs yields performance virtually identical to a

pre-speci�ed optimal hierarchy, even starting with a very undesirable hierarchy.

5.5 Summary

This chapter presented three experimental applications focusing on group coordination issues and

assuming stationary interaction dynamics. The evaluation of agent-environment interaction dy-

namics using AMMs and behavior-based control was shown to be e�ective in fault detection, af-

�liation determination, and dynamic leader selection | all important to group-level performance.

The next chapter explores applications in non-stationary domains.
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Chapter 6

AMMs in Non-Stationary Problem Domains:

Regime Detection

This chapter relaxes the assumption of stationarity in Chapter 5, and focuses speci�-

cally on detecting signi�cant changes in the agent-environment interaction dynamics.

It presents an approach using multiple AMMs to monitor events at di�erent time scales

and provide statistics to detect changes at those time scales. The approach is success-

fully implemented using a physical mobile robot performing a land mine collection task

(a variation of foraging), and experimental results are provided.

6.1 Introduction

In certain classes of tasks, it may be necessary for a situated agent to detect signi�cant global

changes in the environment and modify its behavior or the task structure accordingly. The envi-

ronment can be in a particular regime (i.e., a period of steady state) and then switch to a di�erent

regime requiring the agent to modify its behavior. Detecting such environmental regime changes

may be diÆcult for a number of reasons:

� The agent may have no a priori knowledge of the environment and thus also lack a baseline

for gauging environmental shifts. In a system where the environment is evolving (i.e., a

non-stationary system), determining a basis for comparison may be diÆcult.

� Given only local sensing capabilities, the agent may require a signi�cant amount of time to

estimate the state of the environment. Any estimate of state, however, may be outdated in

a non-stationary system.

� The nature of the task may be stochastic, with uncertainties large enough to preclude an

e�ective predictive model of environmental state, or dynamics too complex to make the

development of such a model feasible or tractable. Alternatively, however potentially simple

the system, there may be no a priori data with which to instantiate a model.

� Depending on the task or environment, the time scale of the environmental non-stationarity

that must be detected may di�er. For example, in one task, the environmental change may
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be almost instantaneous, detectable between one moment and the next. In another task, the

change may be slow and incremental, requiring the examination of a large time interval for

detection. Hard-coding the agent with a speci�c time scale to use for regime detection can

be problematic. A time scale that is too small makes the robot incapable of detecting the

change. Conversely, a time scale that is unnecessarily large increases the time required to

detect the change and may be undesirable in time-critical situations.

As a concrete example, consider the task of collecting undetonated land mines in a �eld. Assume

that there are two types of mines, large and small, with destructive power proportional to their

size. A robot is given the following instructions: \Go out to the �eld and �rst collect as many

large mines as you can, since they are the more destructive. But don't spend all of your time

searching for every last large mine if you discover that there aren't many of them. Instead, start

collecting the small mines. After all, we want to clear the �eld as well as possible." In order for

the robot to accomplish this task, it must have enough data about its environment (the mine �eld)

to intelligently switch from collecting large mines to small ones. In this scenario, the robot is only

able to carry one mine at a time, producing a large cost (in time) for each mine collected. It is

important that the more critical large mines be collected �rst, but that the robot be able to decide

when to switch to the smaller mines. (Here we assume that the task requires the robot to collect

one type of mine at a time. Alternatively, the robot might switch between types as necessary. We

explore this alternative when we consider a reward maximization scenario in Chapter 7.)

The diÆculty of this task is compounded when the issues mentioned above apply. The robot

may have no a priori information about the numbers of large and small mines in the �eld, their

distributions, or relative proportions. The robot may also lack global sensing of the mines in the

�eld and may not know the time scale appropriate to its decision for switching between mine types.

This decision is dependent on factors including the size of the �eld and the relative densities of the

two types of mines.

In this chapter, we propose a mechanism for regime detection that resolves the above issues.

The approach uses multiple AMMs to capture, in real time, the dynamics of a robot interacting

with its environment in terms of the behaviors it performs. One AMM is created and maintained

at each time scale that is monitored, and statistics about the environment at that time scale are

derived from it. As task execution continues, AMMs are dynamically generated to accommodate

the increasing time intervals. Sets of statistics from the models are used to determine whether the

environmental regime has changed. This approach requires no a priori knowledge, uses only local

sensing, and captures the notion of time scale. Additionally, it works naturally with stochastic task

domains where variations between trials may change the most appropriate time scale for regime

detection. The approach has been physically realized on a mobile robot performing the mine

collection task. Experiments and results for this task are presented later in the chapter.

It should be noted that it is diÆcult to de�ne an absolute notion of regimes, especially since

it relates to the dynamics of environmental changes. In a gradually shifting environment, the

designation of a regime change can be fairly arbitrary. In this chapter, we propose one principled
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method for regime detection based on statistical hypothesis tests, and empirically show it to be

e�ective.

In the next section we describe how AMMs may be used as part of a mechanism for regime

detection.

6.2 AMMs for Regime Detection

Our focus is on the diÆcult but realistic situation in which a robot lacks a priori information

about its environment, an environmental model, and global sensing. In such a situation, the robot

may require a relatively large amount of time to detect a trend that signals a global environmental

regime change. This is especially so if the system is noisy and stochastic, as is generally true

for mobile robotics. Unless a suÆciently large time scale is employed, the regime change may be

lost in the variation of the data. Determining the appropriate time scale, however, may not be

possible ahead of time. It may be dependent on the exact nature of the task, the structure of the

environment (including the presence of other robots), and the nature of the system's stochasticity.

The time scale may also dependent on the speci�c attribute(s) of the system being monitored for

regime changes.

In order to negotiate these challenges and endow a robot with the ability to detect global

environmental regime changes, we maintain models (AMMs) of the robot's interaction with its

environment at multiple time scales. As the robot performs its task, we extract and store particular

statistics from these models, which are used to detect a speci�c regime change based on a sound

criterion of signi�cance. In our �rst experimental validation, the regime switch is detected as a

signi�cant change in the density of mines, while in the proportion-maintaining scenario it is detected

as a change in the proportion of mines. Before presenting the algorithm for regime detection, we

�rst introduce some notation used in the algorithm.

6.2.1 Notation

� Let � > 0 be the minimum time scale, or number of input symbols, used to construct an

AMM.

� Let fi be a positive valued function of � returning the size of (number of input symbols

maintained by) the i-th time scale.

� Let k > 0 specify the number of AMM-extracted values used in detecting a regime.

� Let the AMM at time scale fi be mi.

� Let Qi be a sequence of at most k statistics for model mi.

� Let n be the total number of input symbols that have been used to construct the models.

� Let M be a special AMM that is constructed using all of the input symbols that have been

seen.
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This notion is now employed in the regime detection algorithm.

6.2.2 Algorithm for Regime Detection

1. Initialize M , m0, and set n 0.

2. Get an input symbol and use it to update M and all mi.

3. Set n n+ 1.

4. For all i such that (n mod fi) = 0

(a) If no such mi exists due to the fact that a new time scale has been reached, then create

mi and initialize it to equal M .

(b) Call Stat(mi) to get the statistic for the model and insert that value into Qi.

(c) If the length of Qi equals k, then call DetectRegime(Qi).

(d) If DetectRegime(Qi) returns true, then the regime has changed, else it has not.

(e) Re-initialize mi to be an empty model.

Stat() is a function on an AMM, returning application-dependent statistics extracted from the

model (e.g., the mean time in a state/behavior). DetectRegime() performs a statistical hypothesis

test (such as Student's t or ANOVA) on a list of values. DetectRegime() returns true if the result

is signi�cant, false otherwise. Essentially, DetectRegime() provides a meta-threshold based on a

statistical hypothesis test. The threshold is not a set number, but rather a measure of the statistical

signi�cance of the shift in the environment.

The algorithm maintains multiple AMMs at di�erent time scales. At each time step, each

AMM (mi and M) is updated with a new input symbol. If no mi exists for a new, larger time scale

(fi), then that model is created and initialized to M . If a model mi has received its maximum

number of input symbols (as designated by fi), then Stat(mi) is called to extract the appropriate

application-dependent data from it, and mi is reinitialized to be empty. The data from mi is

inserted into a queue Qi of maximum length k, and if j Qi j= k then DetectRegime(Qi) is called

to test for signi�cant di�erences in the values of Qi. It is just such a signi�cant di�erence or shift

in the data which is designated as a regime change.

In the next section we describe our experimental setup and example.

6.3 The Land Mine Collection Task

To validate our algorithm for detecting global environmental regime changes, we use a task analo-

gous to the land mine collection example from the beginning of the chapter, which is also a version

of foraging from Chapter 2. We use one R2e robot (Figure 2.3) in the experiments. The Corrall is

adjusted to be either 11 � 14 feet or 11 � 8 feet, depending on the experiment, and contains up

to 36 pucks of two di�erent colors: clear (representing large mines) and black (representing small
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ones). Figure 6.1 shows two experimental con�gurations. The behavior space (Section 4.4) for this

task consists of the following nine behaviors:

� avoiding: avoid any object (detected by IR and contact sensors) deemed to be in the path of

the robot.

� wandering: move forward and, at random intervals, turn left or right through some random

arc.

� puck detecting: if avoiding is not active, and if an object is detected by the front IRs, lift up

the gripper �ngers to determine whether the object is short enough to be a puck. If it is,

approach the object and try to place it between the �ngers and pick it up. If unsuccessful,

perform avoiding.

� color detecting: if puck detecting is successful, detect the color of the puck. If it is the desired

color, then perform homing, else perform leave puck.

� leave puck: drop the puck and continue searching for more, using avoiding, wandering and

puck detecting.

� homing: if carrying a puck, move towards the designated goal, Home.

� creeping: when near Home, perform a slower, more accurate homing behavior.

� exiting: if in the Home region, drop puck and exit Home.

� reverse homing: move away from the Home region.

The two behaviors that are new to the land mine collection task are color detecting and leave

puck. The color detecting, homing, avoiding, and creeping behaviors are also quali�ed to indicate

the color of puck the robot has found. Control of the robot's drive motors was the basis for selecting

the constituent members of this behavior space. When active, each of the behaviors has exclusive

control of the motors, and together they account for all activity (or inactivity) of the motors for

the duration of the task.

6.3.1 Validating the Approach

In order to validate our approach to regime detection, we show that: (1) regime changes do happen

at di�erent time scales, and (2) our algorithm using multiple AMMs can detect such changes, as

brought about by shifts in large mine density. We compare results from two versions of the mine

collection task that are identical except for the environmental setup. The hypothesis is that the

decrease in environment size and the increase in clear puck (large mine) density in the second

version pushes the regime change to a di�erent time scale, most likely smaller.

The �rst version of the task uses an 11 � 14 foot (large) Corrall with 9 clear and 18 black

pucks evenly distributed throughout (Figure 6.1: Left). With no a priori information about the
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Figure 6.1: Two versions of the mine collection task environment: (Left) 11 � 14 foot Corrall with
9 clear and 18 black pucks; (Right) 11 � 8 foot Corrall with 18 clear pucks.

environment, the robot must collect only the clear pucks (i.e., large mines), while executing the

regime detection algorithm to determine when to switch to black pucks (i.e., small mines). (In

reality, data were sent via a serial radio link to an o�-board Power Macintosh G3/266 which

performed the regime detection algorithm and noti�ed the robot of any regime changes. This was

done because programming limitations of the R2's and the Behavior Language made implementing

the algorithm on-board an R2 extremely diÆcult. These limitations are platform-speci�c.) In the

second version, the Corrall is decreased in size to 11 � 8 feet (small) and only 18 clear pucks are

used (Figure 6.1: Right). The key statistic of interest in these two versions is the time scale at

which the robot detects a regime change and decides to begin collecting black pucks (small mines).

We complete the description of the validation experiment by presenting the parameter values

used in the regime detection algorithm: the minimum time scale � = 5; the number of statistics kept

for each model was k = 8; function fi = 2i� ; Stat(mi) returned the number of pucks that had been

collected during the lifetime of AMM mi; and DetectRegime(Qi) performed an analysis of variance

(ANOVA) on two groups of data (namely, the �rst and second k
2 values in Qi), to determine if

the means were di�erent at a signi�cance level of 10%, indicating a signi�cant environmental shift.

Since in each trial the robot was initialized to collect clear pucks (large mines), DetectRegime(Qi)

essentially determined if the number of clear pucks changed signi�cantly enough over k consecutive

intervals of size fi to indicate a regime change.

We conducted �ve experimental trials in each of the two environments and gathered data

about the time scale at which regime detection occurred. In each of the 10 trials, the algorithm

successfully detected a regime switch. In the large Corrall environment, the mean time scale of
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Puck type Trial #

1 2 3 4 5

Clear pucks 4 8 15 10 14

Black pucks 8 4 16 9 10

Table 6.1: Pucks remaining in the environment at the end of each trial of the proportion maintaining
mine collection task.

detection was 1024, while in the small Corrall it was 256. (Since data were collected at 2 Hz,

this translates to approximately 512 seconds and 128 seconds, respectively.) A hypothesis test

based on Student's t distribution (Freund 1992) indicates that the two means in the experiments

are statistically di�erent at a signi�cance level of 1%. Thus, we have validated our approach by

showing that regime changes do occur at di�erent time scales (even in the same task but with

di�erent environments), and that our algorithm is able to detect such changes. Next, we describe

a more sophisticated use of our approach.

6.3.2 Maintaining the Proportion of Mines

In a more complex version of the mine collection task, the robot is required to maintain the

proportion of large to small mines in the environment at a speci�ed value p. A signi�cant switch in

this value indicates a non-local regime switch, since p itself is a non-local measure. Once again, the

robot begins by collecting large mines, but this time switches to small mines when the observed

proportion pobs is signi�cantly di�erent from p, and pobs < p. Conversely, the robot switches back

to large mines when pobs > p and this di�erence is signi�cant. The goal of this experiment was to

determine whether the robot could detect multiple consecutive regime changes in its environment

due to shifts in the proportion of large to small mines.

For this experiment, the Corral was 11� 8 feet and contained 18 each of clear and black pucks.

The parameter values used in the regime detection algorithm were: � = 5; k = 4; f(i) = 2i� ;

Stat(mi) returned the proportion of clear to black pucks encountered; and DetectRegime(Qi)

performed an analysis of variance (ANOVA) at a signi�cance level of 10% on Qi and a list of

length k having all values equal to p. The proportion p was set to 1.0, indicating that the robot

should try to maintain equal numbers of the two types of mines. Whenever a regime switch was

detected, the regime detection algorithm was re-initialized so as to be able to detect the next regime

change.

In this experiment, a trial was considered complete when the robot detected two consecutive

regime changes. The robot successfully did so in each of the �ve trials that were conducted.

Table 6.1 shows the numbers of clear and black pucks remaining in the environment at the end

of each trial. The correlation between the numbers is quite large (� = 0:70) and indicates that

their proportion tended to be close to 1.0. Thus, not only was the robot able to detect multiple
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consecutive regime changes, but was also e�ective in maintaining the desired proportion of pucks

(mines).

6.3.3 Maximizing Reward

An alternate experimental scenario requires the robot to maximize the expected reward garnered

from collecting mines. Instead of designating a priori that the robot begin by collecting large

mines (as in the previous experiments), the robot is told the reward value associated with each

type of mine and must decide which to collect in order to maximize its total reward. Reward values

can be set in proportion to a mine's explosive power, thus making reward maximization identical

to minimizing the mine �eld's destructive potential. Regime detection enters the scenario when

the environment is non-stationary, i.e., puck densities shift as they are collected or replaced. The

following chapter describes this scenario in detail.

6.4 Summary

This chapter presented a novel approach that enables an agent to detect and respond to global

environmental regime changes having no a priori knowledge or models of the environment, and

limited to only local sensing. Multiple AMMs were constructed at di�erent time scales and used

to derive sets of statistics that were analyzed to detect a regime change. The approach was

successfully validated on a physical mobile robot performing a land mine collection task. The next

chapter presents another application in the non-stationary domain: reward maximization.
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Chapter 7

AMMs in Non-Stationary Problem Domains:

Reward Maximization

This chapter explores a second application of AMMs and behavior-based control to

modeling agent-environment interaction dynamics in non-stationary problem domains.

The problem explored in this chapter is reward maximization. Similar to the approach

to regime detection in Chapter 6, the approach here also uses multiple AMMs to monitor

the interaction dynamics at di�erent time scales, but for the purposes of estimating the

state of the environment. The approach is validated with a real mobile robot performing

a mine collection task in both abruptly and gradually changing environments.

7.1 Introduction and Motivation

In certain classes of tasks, an agent may be required to perform optimally with respect to the

information it possesses about the structure of its environment. Reward maximization may be

used as a means of quantifying performance. In that framework, the agent receives reward (e.g.,

points) in proportion to its performance. Reward maximization in a non-stationary environment

requires the agent to be able to estimate the state of the changing environment. There are a

number of issues that can compound the diÆculty of this problem:

� The agent may have no a priori knowledge of the environment and thus also lack a baseline

for gauging the non-stationarity of the environment.

� Given only local sensing capabilities, the agent may require a signi�cant amount of time to

estimate the state of the environment. Any estimate of state, however, may be outdated in

a non-stationary system.

� The nature of the task may be stochastic, with uncertainties large enough to preclude an

e�ective predictive model of environmental state, or dynamics too complex to make the

development of such a model feasible or tractable. Alternatively, however potentially simple

the system, there may be no a priori data with which to instantiate a model.
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� Further, in a stochastic system, the variability associated with performing a task (or ele-

ments there of) may be enormous and e�ectively mask gradual shifts in the environment.

Conversely, in a system with very low variability, even minute shifts may be easily detected.

Thus, e�ective estimation of environmental state requires an understanding of the system's

variability (as often measured by variances, covariances, etc.).

� Depending on the task or environment, the time scale at which the non-stationarity manifests

and thus can be detected may di�er. For example, in one task, the environmental change

may be almost instantaneous, detectable between one moment and the next. In another task,

the change may be slow and incremental, requiring the examination of a large time interval

for detection. Hard-coding the agent with a speci�c time scale to use for state estimation

can be problematic. A time scale that is too small makes the agent incapable of detecting

the change. Conversely, a time scale that is unnecessarily large increases the time required

to detect the change and may be undesirable in time-critical situations.

As a concrete example, consider the task of collecting undetonated land mines in a �eld. Assume

that there are two types of mines, large and small, with destructive power proportional to their

size. The robot's goal is to minimize the destructive power of the mine �eld as much as possible

during a given period of time. When the robot is given points in proportion to the destructive

power of the mines it collects, the goal becomes equivalent to reward maximization. To accomplish

its goal, the robot must have enough data about its environment (the �eld) to intelligently decide

whether it is best to collect large mines or small ones at each point in time. The diÆculty of this

task is compounded when the issues mentioned above apply. The task is likely stochastic, with

unknown variability. The robot may have no a priori information about the numbers of large

and small mines in the �eld, their distributions, or relative proportions. The robot may also lack

global sensing of the mines in the �eld. These limitations relegate the robot to estimating the

environmental state while performing the task. With only an estimate, however, the robot may

not perform in a globally optimal manner. The heart of this problem, therefore, is to use the best

possible estimate of environmental state given the limitations of the system.

If the task environment is stationary, then all of the data the robot gathers may be used to

estimate the state, with more data presumably providing a better estimate. Conversely, for non-

stationary environmental state estimation, some mechanismmust exist for discarding old data. This

is a tricky proposition. If too much data are discarded, the estimate may be susceptible to noise and

variance; if too little are discarded, the estimate may be skewed and not accurately represent the

current state. This is analogous to the issues of over�tting and under�tting generally encountered

in machine learning (Mitchell 1997). The appropriate amount of data to be kept is not necessarily

static and pre-determinable, but rather, depends on the variances of the system and the type of non-

stationarity exhibited. Low variances require less data (i.e., a smaller time scale) to characterize,

as does non-stationarity exempli�ed by abrupt shifts. Both high variances and gradually shifting

non-stationarity require greater amounts of data (i.e., a larger time scale) to characterize. Thus,

a mechanism for estimating environmental state must accommodate both the variances and the
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type of non-stationarity exhibited by the system. Additionally, since multiple types of relevant

non-stationarity and variances may exist in the system, a state estimation procedure capable of

dynamically compensating is desirable.

We propose an algorithm that provides a moving average estimate of the state of a non-

stationary system. The algorithm dynamically adjusts the window size used in the moving average

to accommodate the variances and type of non-stationarity exhibited by the system, while discard-

ing outdated and redundant data. Our focus is the application of the algorithm to the problem of

reward maximization in a non-stationary environment. Similar to the algorithm in Chapter 6, the

algorithm here also uses multiple AMMs to capture interaction dynamics at di�erent time scales

for evaluations at those time scales. The state of the environment is estimated indirectly though

the robot's interaction with it. As task execution continues, AMMs are dynamically generated to

accommodate the increasing time intervals. Sets of statistics from the models are used to deter-

mine whether old data and AMMs are redundant/outdated and can be discarded. This approach

requires no a priori knowledge, uses only local sensing, and captures the notion of time scale.

Additionally, it works naturally with stochastic task domains where variations between trials may

change the most appropriate amount of data for state estimation.

In the next section, we use AMMs and the evaluations from Section 4.3 in our dynamic moving

average algorithm.

7.2 Dynamic Moving Average Algorithm

To manage the amount of data used to estimate the state of a non-stationary environment, we

present an algorithm which essentially computes a moving average with a dynamic window size.

The algorithm maintains multiple AMMs for di�erent time intervals, and uses a t-test and F -

test on comparable values from the di�erent AMMs to determine which AMM provides the best

information. These tests allow the algorithm to adjust the window size of the moving average to

accommodate both the amount of variance in the system and the type of non-stationarity (ranging

from abrupt to very gradual). The window size of the moving average is allowed to grow by

maintaining and expanding old AMMs, and is shrunk by deleting AMMs. We now present the

algorithm.

1. Let L be a queue-like list of AMMs, with L0 as the �rst element.
Initialize L to contain one AMM.

2. Let $t and $F be constants specifying the signi�cance levels

for the t-test and F -test, respectively.

3. Let mode be a variable designating the two modes of the algorithm.

4. For each new input symbol do the following:

5. Update each AMM in L with the new input.

6. If it is time to create a new AMM, then:

7. Create a new AMM and add it to L.
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8. Compute the mean �rst passage matrix for L0, extract the desired values

and calculate their associated variance and degrees of freedom.

9. Do the same for L1.
10. Perform an F -test between the variances calculated for L0 and L1.
11. If the signi�cance level returned by the F -test is

less than $F (i.e., the variances are di�erent),

then set mode=1, else set mode=2.

12. If mode==1, then let i be the index of the �rst AMM in L after L0
that has either signi�cantly di�erent variances or signi�cantly

di�erent means (i.e., signi�cance level < $F ; $t).

If such an i exists, delete L0 through Li�2 and use the new

L0 as the best estimate of the state.
13. If mode==2, then let i be the index of the �rst

AMM in L after L0 that has neither signi�cantly
di�erent variances nor means (i.e., signi�cance

levels > $F ; $t). If such an i exists,

delete L0 through Li�1 and use the new L0 as
the best estimate of the state.

14. If no such i exists for either value of mode, then

do not delete any AMMs and use the current L0
as the best estimate.

There are several characteristics of the algorithm worth noting. The decision criterion used to

create a new AMM (line 6) is very general. For example, a new AMM might be created after a

certain period of time, a certain number of input symbols, or when a particular input symbol is

observed. In the experiments described below, a new AMM is created every time the robot �nds

an object (puck) to collect.

The algorithm adjusts the amount of data in the moving average to accommodate the variance

in the system. This is accomplished by considering deletion of L0, the AMM representing the largest

time window of data, only when its variance is comparable to (i.e., not signi�cantly di�erent from)

that of another AMM. When the variability in the system is high, the AMMs require more data (i.e.,

larger windows) to acquire comparable variances. When variability is low, less data are required

to accurately characterize the variances of the system.

The algorithm also has two distinct modes. In the �rst mode (mode=1), the algorithm removes

redundant/old data. In systems with very gradual non-stationarity, this mode e�ectively main-

tains a good moving average estimate of the state. When there is an abrupt change in the system,

the means and variances of adjacent AMMs may become increasingly di�erent as more data are

collected, causing the �rst mode to stall (i.e., not delete old AMMs). The second mode (mode=2)

solves this problem by comparing non-adjacent AMMs to �nd two that are not signi�cantly di�er-

ent. The second mode then \jumps over" the intervening AMMs by deleting them.
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Figure 7.1: The mine collection task: setup for validation of the reward maximization criterion.

One �nal item of note is the importance of the $t and $F thresholds for signi�cance level.

Both values must in the interval [0; 1:0], with a signi�cance level of 0:05, or less, generally con-

sidered signi�cant. The e�ect of $t and $F is to adjust the size of the moving average window.

Extremely large values of both thresholds produce a very large window with excessive smoothing

and a potentially skewed estimate of state. Very small values of the thresholds result in a small

window and state estimation that is prone to over�tting. Empirical tests suggest that values in

[0:01; 0:1] tend to work fairly well in the algorithm, with relatively little sensitivity. It should also

be noted that the experiments described later use this algorithm in real time.

The experimental veri�cation of this chapter is done using the land mine collection task of

Section 6.3. Figure 7.1 shows how the Corrall was setup. We now present the validation experiment

and results for the reward maximization criterion.

7.3 Experiment 1: Validation of the Reward Maximization

Criterion

Before demonstrating reward maximization in a non-stationary version of the mine collection task,

we �rst validate the reward maximization criterion in a stationary environment. This validation

is necessary to ensure that our subsequent results are not biased by an invalid assumption about

the value of reward maximization. If it were shown that our reward maximization criterion did

not improve performance over random behavior, then the utility of our dynamic moving average

algorithm in the non-stationary version of the task would be suspect.
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We now more formally de�ne the reward maximization criterion. Let Rs and Rl be the rewards

for small and large mines, respectively. Let �fs be the expected time required for the robot to �nd

a small mine, and let �ds be the expected time to deliver the mine to the goal location once it has

been found. Similarly, �fl and �
d
l represent these times for large mines. The robot maximizes its

reward by deciding for each mine found whether to deliver it or leave it in search of a higher valued

mine. The action chosen is the one that maximizes the expected reward per unit time (and thus

the overall expected reward). If the robot �nds a small mine, and the inequality

Rs

�ds

>
Rl

�
f
l + �dl

holds, then delivering the small mine maximizes reward. Otherwise, the small mine should be left

and a large mine sought. The complementary inequality is used when a large mine is found.

The main issue in evaluating the inequality is calculating �d and �
f for each mine type. One

could maintain internal variables that record these values. Our approach, however, is to calculate

these values from the robot's AMM. As discussed previously, each element, eij , of E gives the mean

�rst passage from state i to state j. E also contains the values for �f and �
d. �

f is simply the

entry in E associated with the minimum mean time from a wandering state to a puck color state,

and �
d is the minimum mean time from a puck color state to a wandering state. In other words,

if s1 is the input symbol for the wandering behavior and s2 is the input symbol for the puck color

behavior, then �
d = "21 and �

f = "12. Since these states are quali�ed by the color of puck the

robot possesses, �s and �l can be distinguished.

We performed two sets of experiments in this validation: one control set where the robot col-

lected both types of pucks without discrimination, and one set with reward maximization allowing

the robot to decide which pucks to collect. For these experiments, reward values were set in pro-

portion to a mine's explosive power, thus making reward maximization identical to minimizing

the mine �eld's destructive potential. The setup for both sets of experiments was identical, with

18 clear pucks (large mines) and 18 black pucks (small mines) evenly distributed in the Corrall

(Figure 7.1). Each clear puck had a reward of 4 points, while each black had a reward of 1 point.

In addition, the environment was kept stationary by replenishing collected pucks. We performed

�ve one-hour trials for each experiment. Using the reward maximizing criterion, the robot accrued

an average of 46.6 points (standard deviation of 6.8), while without reward maximization the robot

averaged 37 points (standard deviation of 5.0). A hypothesis test based on Student's t indicates

that the means are di�erent at a signi�cance level of 5%, and validates our reward maximization

criterion.

We now present experimental results applying the dynamic moving average algorithm to an

abruptly changing non-stationary version of this task.
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Figure 7.2: The mine collection task: setup for reward maximization in a non-stationary environ-
ment.

7.4 Experiment 2: Abruptly Changing Environment

In this set of experiments, we aim to show that, in an abruptly changing non-stationary version of

the mine collection task, reward maximization with the addition of the dynamic moving average

algorithm is superior to reward maximization alone. The hypothesis is that when the environ-

ment changes, average values of �f and �
d become inaccurate and thus not e�ective for reward

maximization. Using a dynamic moving average allows quicker adaptation to change.

The environment was �rst initialized to contain only 18 clear pucks (Figure 7.2). We ran one

trial of approximately 20 minutes in this environment, during which the robot collected 4 clear

pucks. This result is extremely variable: the actual time to collect 4 pucks could easily range

between 10 and 30 minutes. In order to reduce the variability, the data from this one trial were

used as a primer for all of the subsequent experiments, in which the white pucks (large mines) were

replaced with black (small) ones. Doing so allowed us to focus on the key experimental parameter:

the time required to adapt to the new environment. We considered the robot to have adapted to

the new environment when it consistently began collecting black pucks.

We ran two experiments using reward maximization with the dynamic moving average algorithm

and three experiments using reward maximization alone. In these experiments, the reward for a

white puck was 7 points and the reward for a black puck was 1 point. For reward maximization

alone, the mean time to adaptation was 47 minutes, while the mean time with the algorithm

was 18.3 minutes. A t-test indicates that these means are di�erent at a signi�cance level of 0.01.
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This strongly supports our hypothesis that the dynamic moving average algorithm allows quicker

adaptation to abrupt non-stationarities.

7.5 Experiment 3: Gradually Shifting Environment

In this set of experiments, we test the e�ectiveness of the dynamic moving average algorithm

for reward maximization in a gradually shifting environment. Instead of abruptly changing the

color of the pucks, as in the previous experiment, here the environment shifts slowly as the robot

collects pucks. Due to the high degree of variance in the mine collection task using physical robots,

we anticipated that the number of experiments we would have to conduct in order to obtain

statistical signi�cance in the gradually shifting environment would pose a practical impossibility.

The experiments described in this section were therefore conducted in a simulation of the mine

collection task.

Figure 7.3: The simulated mine collection task: setup for reward maximization in a gradually
shifting non-stationary environment.

The simulation was initialized to contain 18 clear pucks worth 10 points each, and 18 black

pucks worth 1 point each (Figure 7.3). Three experimental scenarios were examined:

1. random: the robot collects any puck it encounters regardless of the color.

2. control: the robot uses the reward maximization criterion, but does not employ the dynamic

moving average algorithm used to compensate for non-stationarity.

3. algorithm: the robot uses both reward maximization and the dynamic moving average

algorithm for state estimation.
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Figure 7.4: Average accrued reward for the three experimental scenarios (puck point values:
black=1, clear=10).

random control algorithm

Expected average reward 151.6 149.3 153.8

Standard deviation 5.7 5.7 5.5

Table 7.1: The average reward points the robot is expected to have accrued during the random,
control and algorithm scenarios (puck point values: black=1, clear=10).

We conducted trials of 50; 000 simulation steps for each scenario: 200 trials of the random

scenario, 40 of control, and 100 of algorithm, with the actual number determined by the desired

level of statistical signi�cance. The data gathered included the time at which each puck was

collected, allowing us to calculate the accrued number of reward points. Figure 7.4 presents the

average number of reward points accrued at 1000-time-step intervals for each of the three scenarios.

The maximum possible accrued reward is 198 points, corresponding to the collection of all 36 pucks.

Both the random and algorithm scenarios essentially reach this maximum by the end of each trial

(with average accrued points of 197:8 and 197:5, respectively). The control scenario outperforms

the other two until around 20; 000 time steps, then quickly declines ending with an average reward

of 184:4. The discrepancy between the algorithm and control cases illustrates the importance of

eliminating outdated information, and the e�ectiveness of our algorithm in doing so. As a further

comparison, we calculate the number of reward points that the robot is expected to have accrued on

average during the course of a trial: 151:6 for random, 149:3 for control, and 153:8 for algorithm

(Table 7.1). The pair-wise comparison of the data using a two-sample version of Student's t test
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indicates signi�cantly di�erent means at p-value< 0:02. The superiority of the algorithm case

illustrates the e�ectiveness of our moving average algorithm for reward maximization in a gradually

shifting environment.
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Figure 7.5: Average accrued reward for the four versions of the random scenario with di�erent
probabilities for collecting pucks (puck point values: black=1, clear=10).

Probability of collection 1.0 0.75 0.50 0.25

Expected average reward 151.6 148.5 140.3 118.3

Standard deviation 5.7 6.2 7.3 10.9

Table 7.2: The average reward points the robot is expected to have accrued during four versions of
the random scenario with di�erent collection probabilities (puck point values: black=1, clear=10).

It should be noted that the random scenario used above lies along a continuum of possible

experiments distinguished by the probability with which the robot collects (or discards) each puck

it encounters. For comparison with the control and algorithm scenarios, we used the random case

in which the robot collects 100% of the pucks it encounters. Intuitively, one would expect this to

be the best performing of the random cases. When the probability of collecting a found puck is less

than 1:0, the robot wastes more time searching for pucks but does not improve its reward since it

discards both high-valued and low-valued pucks with equal probability. To verify our intuition, we

conducted 80 trials for each of three lower probabilities of collection: 0:75, 0:50, 0:25. As expected,

the data show that there is a continual signi�cant decrease in accrued reward as the probability of

collection decreases. The expected reward points accrued on average during the course of a trial

(in order of decreasing collection probability) are: 151:6, 148:5, 140:3, 118:3 (Table 7.2). Pairwise
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t-tests indicate that the four random scenarios are indeed di�erent at a signi�cance level of 0.0001,

and Figure 7.5 visually demonstrates this di�erence. Thus, it might initially seem that the random

cases with lower collection probabilities are more appropriate for comparison with the algorithm

and control scenarios. It is, however, the collection probability of 1.0 that is the most diÆcult

challenge for our algorithm, and consequently the one used for the comparisons described here as

well as those in Section 7.3.
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Figure 7.6: Average accrued reward for the three experimental scenarios with close point values
for pucks (black=1, clear=4).

random control algorithm

Expected average reward 69.02 67.99 69.67

Standard deviation 2.28 2.16 2.46

Table 7.3: The average reward points the robot is expected to have accrued during the random,
control and algorithm scenarios with close puck point values (black=1, clear=4).

We also tested our algorithm in a more challenging set of experiments where the point values

of pucks were closer together (black=1, clear=4). Close point values make the di�erence in reward

for collecting the \wrong" versus the \right" colored puck very small, and thus further sensitize

the performance of the robot to the accuracy of the estimate of environmental state. In these

experiments, we compared data from 140 trials of the control and algorithm scenarios, and 200

trials of the random scenario (all trials being run to 50; 000 simulation steps). The expected reward

accrued on average during these scenarios was, respectively: 67:99, 69:67, 69:02 (Table 7.3). A t-

test shows these results to be di�erent at a signi�cance level of 0:02. The superior performance of
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the algorithm scenario given the closeness of the data (Figure 7.6) helps illustrate the e�ectiveness

of our AMM-based, moving-average state estimation algorithm using dynamic windowing.

7.6 Summary

This chapter explored the use of AMMs and behavior-based control for modeling interaction dy-

namics in a non-stationary environment. Multiple AMMs were used as part of a moving average

algorithm with dynamic windowing, which was applied to estimating the environmental state. This

estimate provided a robot performing the land mine collection task with the information to make

performance-improving decisions about which type of mine to collect.
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Chapter 8

Parametric versus Nonparametric AMMs

This chapter compares the e�ectiveness of the erstwhile used parametric version of

AMMs (assuming normally distributed state durations) to a nonparametric alternative

(using the raw duration data without �tting it to a parametric distribution). The moti-

vation for this empirical comparison is the observation that the real-world, mobile-robot,

behavior-execution data modeled in the previous chapters with parametric AMMs is,

in fact, non-normal. The question is how the violation of normality impacts the e�ec-

tiveness of parametric AMMs. The answer, as we will see, is that the violation makes

parametric AMMs less e�ective than their nonparametric counterpart when the order

of the system is unknown.

8.1 Introduction

In this chapter, we examine the e�ectiveness of modeling when the data used violate underlying

assumptions of the model. The impact of such a violation on the desired application is not nec-

essarily obvious. Perhaps the combination of the modeling approach, the training data, and the

target application is fairly insensitive to the deviation, which therefore has negligible impact on

the performance of the system. Alternatively, this combination of factors might be quite sensitive

to the deviation in assumptions, leading to relatively poor performance. Given the potentially

complex interaction of factors involved, an empirical study is a practical option for determining

the relative merits of competing approaches to modeling. This chapter presents such an empirical

study, focusing speci�cally on a comparison between parametric (Gaussian/normal) and nonpara-

metric versions of AMMs as applied to the generally non-normal robot data from the foraging task

(Chapter 2). The question answered in this chapter is: Might the results of the previous chap-

ters have been di�erent if a nonparametric version of AMMs were used instead of the parametric

version?

The assumption of normally distributed data is not uncommon in machine learning and statis-

tics. In our case, this assumption led to a more parsimonious AMM representation by allowing the

data to be incrementally summarized in mean and variance values. The nonparametric version, by
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contrast, must store all of the data at multiple Markovian orders. The use of parametric statistics

also simpli�ed certain expectation calculations (Chapter 4). It is intuitively apparent, however,

that the robot foraging data violate this assumption, simply by noting that a robot can not spend

negative time in a state.

Figure 8.1 shows the actual distribution of data from the execution of four behaviors. It is

clear, both graphically and from the chi-square goodness-of-�t test (Freund 1992, pp. 487{489),

that this violation is quite severe, and that the robot data do not nicely �t any standard parametric

distribution. While this result does not invalidate the work in previous chapters, it does lead us

to question whether the results might have been better had we not used a parametric (Gaussian)

version of AMMs, and instead used a nonparametric version making as few distribution assumptions

as possible. In order to answer this question, we implemented a nonparametric version of AMMs.

To the author's knowledge, this is the �rst incremental, higher-order, nonparametric, SMP-like

model. Details of the model representation and incremental construction algorithm are found in

Appendix B. A review of relevant parametric and nonparametric statistics literature is provided

in Sections 3.3 and 3.4. The next section describes one of the key di�erences between parametric

and nonparametric AMMs | the test for node-splitting.

8.2 Parametric and Nonparametric Node-Splitting

There are two types of node-splitting that can occur in the AMM construction algorithm: one is

due to link traversal inconsistencies; the other occurs if the duration in a state di�ers signi�cantly

depending upon the particular multi-link transition sequence that enters that state. Whereas the

former type of node-splitting relies on the binomial distribution, the latter depends on the SMP-

like distribution that characterizes the time spent in a state. Node-splitting based on durations,

therefore, encompasses the distinguishing characteristics of parametric and nonparametric AMM

construction. It will also be the primary cause of di�erences between parametric and nonparametric

AMMs in the forthcoming evaluation study.

In parametric AMMs, a t test (based on Student's t distribution) is used to determine a sig-

ni�cant deviation in the mean time spent in a state. The particular form of the test allows for

non-identically distributed populations (Press et al. 1992). The key point regarding the t test is that

it assumes that observations are independent and are drawn from normally distributed populations.

When these assumptions hold, the t test is a powerful test of location (Siegel & Castellan 1988).

It also tends to be sensitive, however, to outliers and deviations from its assumptions.

In nonparametric AMMs, the hypothesis test used to determine a signi�cant discrepancy in

state duration is a median test by Fligner & Rust (1982). This test makes few distribution as-

sumptions, allowing the underlying distributions to be both unequal (i.e., of di�erent shapes) as

well as asymmetric. This test, however, can have diÆculties if the distributions are severely asym-

metric with many values equal to the median. Section 3.4.1 presents the details of the test and

77



0 20 40 60 80
0

50

100

150

200

Duration in state (# of symbols)

# 
of

 o
cc

ur
re

nc
es

reverse homing

0 10 20 30
0

10

20

30

40

50

60

Duration in state (# of symbols)

# 
of

 o
cc

ur
re

nc
es

exiting

0 50 100 150 200
0

100

200

300

400

500

600
homing

# 
of

 o
cc

ur
re

nc
es

Duration in state (# of symbols)
0 50 100 150 200

0

5

10

15

20

25

30

35
creeping

Duration in state (# of symbols)

# 
of

 o
cc

ur
re

nc
es

Figure 8.1: The distributions associated with the execution of four behaviors (reverse homing,
exiting, homing, creeping) in the foraging controller (Section 2.3). The graphs were generated with
real data captured from the physical mobile robots.

Appendix C provides tables of critical points. The next section describes the simulation used in

evaluating parametric and nonparametric AMMs.

8.3 Simulation and Evaluation

In order to evaluate the relative merits of parametric and nonparametric AMMs, we use a simulation

of the foraging task employing real robot data collected from seven behaviors: avoiding, wandering,

puck detecting, homing, creeping, exiting, and reverse homing (Section 2.3). When active, each of

these behaviors has exclusive control of the motors, and together they account for all activity (or

inactivity) of the motors during the foraging task, i.e., they constitute a behavior space for the task

(Section 4.4). To gather the data used in the simulation, we polled the behavior activity of a robot

at approximately 2 Hertz, as it performed the foraging task over a period of 10 hours.

78



There are two reasons why a simulation, rather than experimentation on real robots, is used

in this study. First, since we designed the simulation, we know the precise characteristics of the

system that the AMMs attempt to model. This provides exact (\theoretical") baseline data with

which to evaluate the performance of the AMMs. Due to the possibility of hidden state, complex

stochasticity, and non-stationarity, it would be diÆcult to derive any such exact system information

in the real world. Second, even if suÆciently faithful baseline information about the real world

system were available, the hundreds of hours of trials that would be necessary with real robots

would still pose a practical impossibility.
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Figure 8.2: The transition model of the foraging task used by the simulation for evaluating para-
metric and nonparametric AMMs.

Figure 8.2 presents the transition diagram of the foraging task used by the simulation. During

each step of the simulation, a transition is made from the current state to a new state according to

the probabilities in the graph. In the new state, the simulation randomly samples a value from the

population of durations for that behavior, from the real robot data. For example, upon entering

wandering, the simulation might pick a value of 9 from the distribution of durations that the real

robot spent in the wandering behavior. The simulation then feeds 9 symbols representing the

wandering behavior to the parametric or nonparametric AMM construction algorithm. Note that

the simulation is second-order Markovian, since when transitioning from the avoiding behavior, the

system must remember the previous behavior in order to be able to return to it. In other words, a

transition from the avoiding behavior not only depends on the current state, but also the previous

one.

Since the simulation has the actual sequence of state transitions that were made, and the

duration spent in each state, it is possible to compute the \theoretical" value for the mean �rst
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passage between any two states. This can be compared to the corresponding values derived from

the AMMs using Markov chain expectation calculations. Our interest is in the mean �rst passage

between two states that represent the execution of particular behaviors, but because multiple states

might represent these behaviors, we wish to calculate "ij , the minimum mean �rst passage between

two input symbols, i and j (Section 4.3.1). This is one of the key AMM-based evaluations used in

the previous chapters, and in particular, Chapter 7. Because there are 7 behaviors (input symbols)

in the simulation, there are 49 distinct "ij . The evaluation metric, �", for the performance of the

parametric and nonparametric AMM implementations relies on the calculation of the sum of the

absolute di�erences between corresponding values of "ij , i.e.,

�" =
X
all i;j

j "ij � c"ij j;
where "ij is the actual (\theoretical baseline") value from the simulation and c"ij is the value

calculated from the AMM. Thus, smaller values of �" signify better performance by the AMM.

The next section presents the simulation results.

8.4 Experimental Results

This section presents results of the study comparing the relative e�ectiveness of parametric and

nonparametric AMMs in modeling the simulated version of the foraging task using real robot data.

There are two main factors that inuence the performance of the AMM construction algorithm,

and which we explore in conjunction with the parametric/nonparametric distinction. One factor is

the signi�cance level of the binomial con�dence interval test and the location test that are used to

determine whether node splitting is required. The higher the signi�cance level, the less con�dence

there is in the decision to split a node, and thus the more likely it is that the algorithm will

incorrectly do so. The second factor is the user-speci�ed maximum order of the AMM, nmax. Each

time the algorithm determines whether node splitting is necessary for the current state, it checks

T1
; : : : ;Tnmax�1, the nmax � 1 structures containing statistics on multi-link transitions. Thus,

the larger nmax is, the more opportunities the algorithm has (and, thus, the more likely it is) to

incorrectly split a node. It is these incorrect splits that are the primary cause of poor performance.

We �rst consider a node-splitting signi�cance level of 0.05 and nmax = 10. Figure 8.3 shows

the average performance over 100 trials of 10000 simulation steps, using the �" metric described

previously. The performance of the parametric version degrades after 4000 time steps, indicating

that it does not converge to a stable topology. The data clearly show that nonparametric AMMs

model the simulation more faithfully than do parametric ones. This result is not very surprising

considering that the non-normal robot data places the t test of the parametric AMM algorithm at

a distinct disadvantage to the more robust median test of the nonparametric version. Figure 8.4

shows that this disadvantage is still evident at a node-splitting signi�cance level of 0.01, although
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the performance of the parametric version is not as de�cient as at a level of 0.05. Further simula-

tion results at a node-splitting signi�cance level of 0.005 support the continued superiority of the

nonparametric version.
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Figure 8.3: The performance, �", of parametric and nonparametric AMMs with a node-splitting
signi�cance of 0.05 and nmax = 10. This graph shows the average over 100 trials of 10000 simulation
steps. Asterisks indicate a signi�cant di�erence at a level of 0.01.

We now consider the impact of the user-speci�ed maximum order of the model, nmax. In

general, we observe that, for both parametric and nonparametric AMMs, the value of nmax should

be greater than or equal to the actual order of the system being modeled. This allows the model

construction algorithm the chance to capture the correct order of the system. One caveat, however,

is that nmax should also be close to actual order of the system. If, for example, the system is sixth

order, it is better to set nmax to 8 than to 10. Of course, the user may not have a good idea of the

order of the system, making it diÆcult to pick a good nmax. Unfortunately, an unnecessarily high

value of nmax increases the possibility of node-splitting errors at high orders, which can signi�cantly

impact the e�ectiveness of the model.

In support of these observations is the following experimental result: when nmax is set to 2,

equaling the order of the simulation, there is no signi�cant di�erence between the performance of

parametric and nonparametric AMMs, regardless of the node-splitting signi�cance level. The t test,
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Figure 8.4: The performance, �", of parametric and nonparametric AMMs with a node-splitting
signi�cance of 0.01 and nmax = 10. This graph shows the average over 100 trials of 10000 simulation
steps. Asterisks indicate a signi�cant di�erence at a level of 0.01.

used in the parametric version, is particularly sensitive to violations of its assumptions, so when

the parametric algorithm is limited to a low nmax, it is also limited in the number of node-splitting

mistakes it can make.

These results suggest that, in the previous chapters, the nonparametric version of AMMs might

have been more e�ective in modeling the robot-environment interaction dynamics if we had had

no idea of the order of the system and had to pick a large nmax. Fortunately, we have extensive

experience with the interaction dynamics arising in the variations of the foraging task, and felt

con�dent that they were second order, and not higher. Thus, nmax was set to 2. It is therefore

unlikely that the nonparametric implementation would have a�orded us better performance in the

applications of the previous chapters.

8.5 Summary

This chapter compared the e�ectiveness of the parametric AMMs (used in the previous chapters) to

a nonparametric version making few distribution assumptions about state durations. The results of
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a simulation study showed that the nonparametric version of AMMs provides more faithful models

when the data are not normally distributed and the user-speci�ed order of the system is larger

than the actual order. In the applications of the previous chapters, the user-speci�ed order was 2,

making it unlikely that nonparametric AMMs would have provided better performance.
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Chapter 9

Summary and Future Directions

This dissertation presented a novel approach for capturing and evaluating, on-line and in real-time,

the interaction dynamics between an agent and its environment. The approach is based on the

synergistic combination of augmented Markov models (AMMs) and behavior-based control (BBC).

Augmented Markov models, a contribution of this dissertation, provide a compromise between

the generality of semi-Markov processes and the computational simplicity of Markov chains. AMMs

allow standard expectation calculations from Markov chain theory to be combined easily with

popular statistical hypothesis tests (such as the t and F tests) that assume normal distributions, or

their nonparametric counterparts. This dissertation presented an incremental AMM construction

algorithm that dynamically restructures models to represent, in �rst-order form, non-�rst-order

Markovian systems.

AMMs were used with behavior-based control to capture the execution history arising from the

interaction between an agent performing a task and its environment. The use of behavior-based

control, encompassing and abstracting both sensing and action, provides the representational ex-

pressiveness and parsimony necessary for on-line, real-time modeling with AMMs. The combination

of AMMs and behavior-based control enables the e�ective evaluation of interaction dynamics and

may be used to suggest application-dependent, performance-improving modi�cations to an agent's

policy.

The e�ectiveness of the AMM-BBC approach was veri�ed in both stationary and non-stationary

mobile robot problem domains. Experimental results were provided for three applications in the

stationary domain (fault detection, aÆliation determination, dynamic leader selection) and two

applications in the non-stationary domain (regime detection, reward maximization), all using vari-

ations of a foraging task. The results support the Thesis of this dissertation as presented in

Chapter 1: AMMs, in conjunction with behavior-based control, enable e�ective evaluation of agent-

environment interaction dynamics and facilitate performance-improving solutions to application

challenges.

Many extensions exist to the work in this dissertation. Several possible ones are:

� Node-merging : This is a complement to node-splitting that would allow incorrect splits to be

�xed when suÆcient data are available to indicate the error.

84



� Multiple simultaneous applications : There is no reason why the same AMMs could not be

used simultaneous for several non-conicting applications. One possible example is fault

detection concurrent with dynamic leader selection.

� Heterogeneous groups : It would be interesting to see how AMMs could be used to coordi-

nate group activity among heterogeneous agents with highly disparate characteristics and

capabilities.

Perhaps these, and others, will see the light of day.
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Appendix A

Design and Evaluation of Robust Behavior-Based

Controllers

This appendix is designed to complement the main body of the dissertation by demon-

strating how robust behavior-based controllers for mobile robots can be designed and

evaluated. The preceding chapters of the dissertation assumed the existence of (or abil-

ity to implement) a basic behavior-based controller for the foraging task. This basic

controller (Chapter 2) served as the foundation for applications using on-line, AMM-

based evaluations of the agent-environment interaction dynamics. This appendix pro-

vides a more complete understanding of how to construct and quantitatively analyze a

behavior-based controller than do the preceding chapters. It also contrasts in the use

of o�-line evaluation, rather than on-line evaluation. This appendix is designed to be

self-contained and can be read independently of the rest of the dissertation.

In this appendix, we demonstrate the e�ectiveness of behavior-based control in facili-

tating the development and evaluation of multi-robot controllers that are: (1) robust

to robot failures, and (2) easily modi�ed to facilitate development of the controller

variation that suÆciently satis�es the design requirements for the task. Our exper-

imental focus here is distributed multi-robot collection, a class of tasks that includes

de-mining and toxic waste clean-up. (This appendix uses a slightly di�erent termi-

nology, referring to the ethologically-named foraging task of the previous chapters as

the collection task.) We demonstrate a basic, homogeneous multi-robot controller for

the collection task, then show how to easily derive two heterogeneous, spatio-temporal

variations with markedly di�erent performance properties. We evaluate the desirability

of these controllers with respect to design requirements involving inter-robot interfer-

ence, time-to-completion, and energy expenditure. The data for evaluation come from

experiments using four physical mobile robots performing the three variations of the

collection task.
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A.1 Introduction

Designing and implementing robust controllers for multiple interacting mobile robots is considered

something of a black art, often involving a great deal of reprogramming and parameter adjustment.

It is diÆcult enough to develop a multi-robot controller that functions only under the ideal condi-

tions of little noise and no robot failures. The fact that such ideal conditions do not often exist,

even in a laboratory setting, places certain practical requirements on the multi-robot controller.

In particular, the controller must exhibit group-level robustness to noise and robot failures. This

is especially important when physical human intervention is diÆcult (e.g., a toxic waste spill) or

impossible (e.g., an extraterrestrial mission).

Additional design requirements for the controller arise from the fundamental, constrained re-

sources of the system, including energy, time, and the number of robots. Untethered mobile robots

are generally powered by batteries and can only perform a limited amount of work before need-

ing recharging. Minimizing energy utilization is thus often required in domains, such as space

exploration, where recharging is expensive, diÆcult, or time consuming. In time-critical domains,

such as search and rescue, the requirement is for expedient execution of the task. Additionally,

regardless of the domain, the fragility of the robots may require the controller to maintain both

robot-object and inter-robot collisions at a minimum.

For a given task environment and set of robots, the requirements for the controller may not

be independent but instead arise as tradeo�s. For example, minimizing both time and inter-robot

collisions may not be possible since faster moving robots are less likely to properly sense each

other and thus, more likely to collide. Di�erent controller variations may have to be tested and

compared in order to select one that suÆciently satis�es the requirements, given the tradeo�s among

them. This places an additional requirement on the controller, namely that it be easily modi�able.

The testing and comparison of the variations could potentially be accomplished analytically if an

adequate model of the system were developed (a signi�cant challenge in itself), or in simulation

(potentially less diÆcult). In either case, the desire to be able to easily modify the controller

remains. Our assumption in this work is that neither an adequate (i.e., very high �delity) model

nor simulation of the physical multi-robot collection task need exist, and thus, we performed all

tests directly on physical robots.

The controllers we present in this appendix are designed to address the requirments above.

Speci�cally, they exhibit group-level robustness to robot failures and noise, and are easily modi�ed.

Our focus is on the domain of distributed multi-robot collection (foraging) tasks, including toxic

waste clean-up and de-mining. We present a basic homogeneous controller for the collection task in

which all of the robots have identical behavioral repetoirs and work concurrently. We then derive

two heterogeneous variations, pack and caste, which respectively modify the robots' temporal and

spatial interactions. Finally, we evaluate and compare the performance of the controllers using

three spatio-temporal criteria: inter-robot collisions, distance traveled by each robot, and time-to-

completion for the task. The latter two criteria also provide an indication of the energy expenditure
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of the robots. The data for evaluation come from experiments we conducted using four physical

mobile robots performing the three variations of the collection task.

Section 2 describes the structure of the collection task and the group of physical mobile robots

that performed it. Section 3 then presents the details of the homogeneous controller including the

behaviors it contains and how it achieves robustness. Section 4 considers spatio-temporal interac-

tions between robots, especially physical interference, and motivates the two interference-modifying

heterogeneous controller versions, pack and caste, presented in Sections 5 and 6. Section 7 presents

an analysis of the controllers using data from physical experiments, and provides a comparative

evaluation. Finally, a summary is presented in Section 8.

A.2 The Collection Task

The controllers we present implement versions of a multi-robot collection (foraging) task, a proto-

type for various applications including distributed solutions to de-mining, toxic waste clean-up, and

terrain mapping. We present the general structure of the collection task, our multi-robot test-bed,

and then the controllers.

A.2.1 Task Structure

We de�ne the collection task as a two-step repetitive process in which:

1. n (n � 1) robots search designated regions of space for certain objects, and

2. once found, these objects are brought to a goal region using some form of navigation.

A region in the task is any contiguous, bounded space (in the case of mobile robots, a planar surface)

which the robots are capable of moving across. There are three mutually-exclusive, non-overlapping

types of regions:

� search regions, S, containing a number, p, of objects, a fraction of which must be delivered

to a goal region;

� goal regions, G, where objects are delivered;

� and, optionally, empty regions, E, that contain no objects and are not goal regions.

The only restrictions placed on the con�guration of regions for the collection task are: that there

be at least one search and one goal region, and that the union of all the regions be contiguous.

Figure A.1 gives two examples of possible valid region con�gurations for the collection task.

The speci�c con�guration we used is shown in Figure A.2. The experiments were performed in

an 11 � 14 foot rectangular enclosure (the Corrall). The search region, S, is approximately 126

square feet and has p = 27 small metal cylinders (pucks) evenly distributed throughout. The goal

region G, also called Home, is a ninety degree sector of a circle with a radius of 2 feet, located

in one corner of the Corrall. Finally, there is a 25 square foot empty region, E, separating the
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Figure A.1: Two example region con�gurations for the collection task.

search and goal regions. E is composed of the Boundary and Bu�er zones, whose functions will be

described in the next section. n = 4 robots are used in the experiments.
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Boundary
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E
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Figure A.2: Actual con�guration used in the collection task.

A.2.2 The Robots

Four IS Robotics R2e robots were used (Figure A.3). Each is a di�erentially-steered base equipped

with two drive motors and a two-�ngered gripper. The sensing capabilities of each robot include

piezo-electric contact (bump) sensors around the base and in the gripper, �ve infrared (IR) sensors

around the chasis and one on each �nger for proximity detection, a color sensor in the gripper, a

radio transmitter/receiver for communication and data gathering, and an ultrasound/radio triangu-

lation system for positioning (Figure A.4). The robots are programmed in the Behavior Language

(Brooks 1990), a parallel, asynchronous, behavior-based programming language inspired by the

Subsumption Architecture (Brooks 1986). The main computational power on each robot is a single

96



Motorola 68332 16-bit microcontroller running at 16 MHz. Even though computationally impover-

ished by today's standards, the processing capabilities have proven to be adequate for most tasks

we have envisioned, helping to show that robust, e�ective control need not be computationally

expensive. Perhaps the greatest drawback of the 68332 is its lack of oating point computation,

which, for example, inuences our calculation of heading, described in the following section.

Figure A.3: The four R2e robots used in the experiments.

IRs

BreakbeamColor

Bump

RadioPositioning

IRs

Bump

Bump

Figure A.4: The sensor con�guration of an R2e robot.
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A.2.3 Behavior-Based Control

The work presented in this appendix is couched in the framework of distributed behavior-based

control (Brooks 1991, Matari�c 1992). Behavior-based control has proven to be an e�ective paradigm

for developing single-robot and multi-robot controllers (Arkin 1998). In behavior-based control, the

robot controller is organized as a collection of event-driven modules, called behaviors, that receive

inputs from sensors and/or other behaviors, process the input, and send outputs to actuators and/or

other behaviors. Each behavior generally serves some independent function, such as avoiding

obstacles or homing to a goal location. All behaviors in a controller are executed in parallel,

simultaneously receiving inputs and producing outputs. An action selection mechanism prevents

conicts when multiple outputs are sent to actuators or other behaviors (Pirjanian 1998). The

controllers presented in this appendix demonstrate the suitability of the behavior-based paradigm

for designing robust and modi�able multi-robot controllers.

In the next section, we present our initial, homogeneous controller for the collection task,

followed later by two heterogeneous variations, pack and caste.

A.3 The Homogeneous Controller

In this section, we present the �rst of three behavior-based controllers we implemented. This

�rst controller performs a homogeneous version of the collection task where the robots' behavioral

repetoirs are identical, and the robots act concurrently and independently.

The overall structure of the controller is presented in Figure A.5. In the �gure, the rounded

rectangles represent the robot's sensors, with sensor values being transmitted to behaviors along

the dotted lines. The behaviors themselves are drawn as ellipses with text in one of three font

styles: italics for behaviors that only receive sensor inputs; bold for behaviors that send actuator

outputs; and bold-italics for behaviors that do both. The dashed lines represent commands sent by

behaviors to the actuators (rectangles), and the solid lines represent control signals sent between

behaviors. These control signals include: inhibition signals that temporarily disable behaviors, or

do so permanently until the inhibition is lifted; information about the state of the behaviors; and

signals indicating that a behavior should perform a certain action. These control signals establish

the hierarchy of actuator commands shown at the right of the diagram. The
N

represents behavior

selection and indicates that only one of relevant actuator command pathways is active at any time.

The
J

represents a Subsumption-style priority scheme with the actuator command coming from

above taking precedence (Brooks 1986). The hierarchy of command pathways in the diagram

illustrates that behavior arbitration is the action selection mechanism for the controller. The next

section presents, in detail, the function of the each behavior in the controller, and the structure of

the inter-behavior command pathways. The subsequent section discusses the group-level robustness

achieved by this controller.
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Figure A.5: The homogeneous controller for the collection task. Rounded rectangles represent
the robot's sensors, ellipses represent behaviors, and rectangles represent actuators. Sensor values
are transmitted along dotted lines, actuator commands along dashed lines, and inter-behavior
control signals along solid lines. The symbol

N
represents behavior selection and

J
represents

Subsumption-style precedence.

A.3.1 Behaviors

In order to provide a clear picture of the interaction between behaviors, we describe the individual

behaviors of the controller in an order that mirrors the progression of the task as the robot performs

it. The following twelve behaviors constitute the collection task:

1) avoiding : This behavior avoids any object (including other robots) detected by the IR sensors

and deemed to be in the path of, or about to collide with, the robot. If the robot has already

collided with an object, as detected by the contact sensors, it steers away from it. This behavior

is critical to the safety of the robot and therefore takes precedence over most of the behaviors that

control the drive motors (puck detecting, wandering, homing, reverse homing).

2) wandering : The robot moves forward and, at random intervals, turns left or right through some

random arc. Using this behavior, the robot searches the region for pucks.

3) puck detecting : If an object is detected by the front IR sensors while wandering, this behavior,

by lifting the gripper, determines whether the object is short enough to be a puck, or whether it
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is an obstacle that must be avoided. If it is a puck, the robot carefully approaches the object and

attempts to place it between its �ngers. Otherwise, the robot performs avoiding.

4) puck grabber : When a puck enters the �ngers and is detected by the breakbeam IR sensors, this

behavior grasps it and raises the �ngers. Raising the �ngers above puck height prevents the robot

from unnecessarily avoiding pucks while homing, and allows the robot to collect up to about four

additional pucks with its base.

5) homing : If carrying a puck, the robot moves towards the designated goal location, Home. While

homing, avoiding can take precedence in order to avoid obstacles.

6) boundary : This behavior monitors how the robot enters the Boundary region. If the robot enters

this region without a puck, it returns it to the search region using reverse homing. If carrying a

puck, the robot is allowed to enter this region and proceed towards Home (see Figure A.2). This

behavior prevents the robot from collecting pucks that have already been delivered.

7) bu�er : This behavior monitors entry into the Bu�er region. Entering this region triggers the

activation of the creeping behavior.

8) creeping : A re�ned combination of the homing and avoiding behaviors designed to carefully

bring the robot to the very corner of the Corrall where Home is located and where the pucks must

be delivered. Under creeping, the robot moves more slowly and uses its IR sensors at a closer range

appropriate for working within the corner. The standard versions of homing and avoiding would

conict in a con�ned corner situation, since avoiding would perceive the goal corner as an obstacle

and attempt to move the robot away from it. Creeping takes precedence over avoiding since it

already incorporates a version of this behavior.

9) home detector : A monitoring behavior for entry into the Home region. Upon entering this

region, home detector sends a signal to puck grabber to release the puck.

10) exiting : Entering the Home region triggers this behavior which moves the robot several inches

backwards, then performs a 180-degree turn in place. This behavior also sends the signal that lowers

the gripper. When exiting terminates, the robot remains within the Boundary region without a

puck. This in turn triggers the boundary behavior to begin reverse homing.

11) reverse homing : Starting from within the Boundary region, this behavior performs the opposite

of homing, moving the robot out into the search region. This behavior is essentially identical to

homing except that the goal location is set to the corner of the Corrall opposite Home. Once the

Boundary region has been left, reverse homing becomes inactive and the robot once again begins

searching for pucks using wandering.

12) heading : This behavior processes the positioning system data and provides approximate heading

values for the homing and reverse homing behaviors. The positioning system supplies the robot's

current (x; y) position at approximately 1{2 Hz. Consecutive position values, (x0; y0) and (x1; y1),

are used in an approximate integer-based calculation of arctan( y1�y0
x1�x0

) adjusted for the quadrant

of the angle to provide one of sixteen possible sector headings. The accuracy of this heading

calculation is usually within one sector of the true heading, but may be far worse when the robot

turns in place. Frequent updates of the heading, with little reliance by the other behaviors on any

one heading value, help to compensate for the inaccuracies. (An alternative is to use a physical
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compass for heading data. In our lab, however, the high variance in magnetic �elds makes this

inviable.)

A.3.2 Robustness

In the above described homogeneous controller, group-level robustness is a direct result of the robots

behaving identically and independently. No noise-susceptible, or time-critical, radio communication

that could be a source of fragility in the system is necessary. Each robot must individually manage

the noise and uncertainty associated with its sensors and actuators, and the complexity of a dynamic

and basically unknown environment. (Our controller, as is true for most behavior-based controllers,

accommodates noise and uncertainty by tightly coupling sensing to action so that no great reliance

is placed on any one sensor reading.) The partial, or even complete, failure of any one robot, or a

subset of them, does not debilitate the entire group. As long as there is one functioning robot, the

task can be accomplished.

As discussed previously, in addition to exhibiting group-level robustness, a multi-robot con-

troller should be easy to modify in order to facilitate the search for an acceptable variation. The

desirability of the controller must be measured with respect to any design requirements, such as

time-to-completion of the task, energy consumption, or the amount of interference exhibited. Thus,

before we present the variations of our homogeneous controller, we discuss the key diagnostic pa-

rameters used in evaluation. Our focus here is on inter-robot interference, speci�cally physical

collisions between robots. The goal that motivates the modi�cation of the homogeneous controller

is minimization of such interference. The next section provides a discussion of interference and

the two spatio-temporal solutions to it which provide the basis for our heterogeneous controller

variations.

A.4 Spatio-Temporal Interactions

In this section, we discuss the nature of physical inter-robot interference (i.e., collisions), and how a

multi-robot system may be modi�ed to manipulate this interference. Our discussion here provides

the motivation for the two controller variations, pack and caste, presented later.

Multi-robot systems are by de�nition physically embodied and embedded in dynamic environ-

ments. The types of interference they contain can be distinguished about a physical/non-physical

dichotomy. Physical interference manifests itself most overwhelmingly in competition for space.

Non-physical interference ranges from the sensory (shared radio bandwidth, crossed infrared or

ultrasound sensors) to the algorithmic (the goals of one robot undoing the work of another, com-

peting goals, etc.). Here we focus on physical interference and demonstrate that it is an e�ective

tool for system evaluation and design.

We de�ne the characteristic interference of a system at a particular point in space to be the sum,

over some �nite time period, of all measured interference occurring at that location (see Figure A.6).

The result is a surface that can be used to adjust the controller in order to reduce interference and
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Figure A.6: This plot shows the characteristic interference pattern for the homogeneous implemen-
tation of the collection task on four physical robots. The shading, corresponding to the height of
the peaks, is clearer when the data support a very �ne mesh.

thus modify the system's overall performance. Robot density is a critical factor in characteristic

interference. Single-robot systems and systems with density so high as to prevent movement

produce no characteristic interference. Systems of interest lie in between the two extremes.

A principled multi-step process of controller modi�cation can be implemented by using char-

acteristic interference as a guide indicating where in the robots' physical interaction, and when,

within the lifetime of the task, behaviors should be switched and the task should be divided to

modify overall task interference. Multi-robot interactions we focus on are spatio-temporal in nature

and fall into four basic categories. Robots may either be in the same place (SP) or in di�erent

places (DP), both of which can occur at the same time (ST) or at di�erent times (DT), resulting

in four forms of interaction: SPST, SPDT, DPST, and DPDT.

Physical interference �ts into the SPST category, covering the case when two or more robots try

to occupy the same location at the same time. The other three categories are useful for deriving and

�ne-tuning controllers that modify SPST interactions. For two of these categories, we implemented

and tested a corresponding controller. The SPDT category is associated with our pack controller,

a temporal modi�cation to the homogeneous controller, while DPST is associated with our caste

controller, a spatial modi�cation of the homogeneous controller scheme. The DPDT category

represents the case where there is little possibility of physical interaction. For example, the robots

may occupy non-contiguous regions of space, or only one robot at a time may be activated. Since

our focus is on controllers for multiple robots interacting to accomplish a task, the DPDT category

does not provide an acceptable solution for interference management.

Figure A.6 presents the characteristic interference pattern for the homogeneous implementation

showing the number of collisions between robots within the Corrall. The data for the plot are an
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Figure A.7: The pack variation of the collection task.

average of the collisions observed over �ve trials with the completion criterion de�ned as collecting

14 of the 27 pucks at Home. The �gure shows high levels of interference near Home resulting from

multiple robots simultaneously attempting to deliver pucks. We thus seek to modify the controller

in order to reduce this interference using our two spatio-temporal variations, pack and caste. We

present a more detailed comparative evaluation of interference later in the Analysis section.

A.5 The Pack Controller

In the pack controller, as in the homogeneous version, all individuals have identical behaviors and

activation conditions. Unlike the homogeneous controller, however, the robots do not act concur-

rently and independently. Instead, a dominance hierarchy is imposed, based on some functional

criterion such as the robots' di�erent capabilities, or on an arbitrary assignment scheme such as

robot ID, if the robots are functionally identical (as are ours).

The dominance hierarchy induces a temporal structure on the task by allowing only one of the

robots to deliver a puck at any time. All of the robots may search for pucks in parallel, as in the

homogeneous implementation, but if two or more robots simultaneously �nd pucks, the one highest

in the hierarchy is allowed to deposit its pucks �rst. The other robot(s) cannot proceed until the

�rst has �nished delivering its pucks and has left the Boundary region (Figure A.7). This scheme

introduces temporal heterogeneity to the homogeneous version, and thus corresponds to SPDT (or

temporal) arbitration of SPST interactions.

The pack strategy requires that some form of dominance hierarchy be assigned and that domi-

nance rank be recognized between the robots. In our case, rank was communicated over the radios,

but in other implementations it could be based on physical characteristics that can be sensed

directly.
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Figure A.8: The pack version of the controller for the collection task.

A.5.1 The \message passing" Behavior

Figure A.8 presents the controller for the pack implementation. This controller is almost identical to

the homogeneous controller (Figure A.5), except that it includes a high-precedencemessage passing

behavior. The function of message passing is to send the robot's status, speci�cally whether it is

delivering a puck, to the other robots, and in turn monitor the status of the other robots. When

a robot �nds a puck, message passing places the robot into a wait state with the motors o� and

enters the following communications routine:

1. Wait two communication cycles (approximately 6 seconds) to accumulate the most current

status information from each robot.

2. If after (1) above, no other robot is currently delivering a puck, transmit the desire to do so.

Otherwise return to (1).

3. Wait three communication cycles (approximately 10 seconds) for synchronization with the

other robots.
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4. If after (3) above, no other robot wishes to deliver a puck, or any that do are less dominant,

then proceed to deliver the puck and inform the other robots when �nished. Otherwise,

return to (1).

We now consider how message passing ensures robustness, one of the requirements for our multi-

robot controller.

A.5.2 Robustness

As we have discussed, it is important that multi-robot controllers be robust to noise and robot

failures. Similar to the homogeneous controller, the pack controller accommodates robot failures

by having each robot able to accomplish the entire task. Unlike the homogeneous controller,

the coordinated hierarchy of the pack controller requires special measures by the message passing

behavior to ensure robustness. If a robot fails while searching for a puck, no special measures are

required since no other robot is waiting upon its actions. If, however, the robot fails while delivering

a puck, the other robots must be informed so as not to wait inde�nitely. The failed robot can send

such a message if it is able to detect the failure (a diÆcult problem in itself). Otherwise, some

external agent, such as a human operator, can send the message.

We use a somewhat di�erent approach in our experiments. Whenever a robot fails, it is shut

down and restarted by a human operator. (In hazardous conditions, it may be possible to re-

pair/restart the robots remotely.) During this restart period, the waiting robots receive no com-

munications from the failed delivering robot. The robots consider such periods of protracted radio

silence as an indication of the robot's failure, and once again enter into the communications routine

above. Once the failed robot has restarted and begins communicating, it is seamlessly incorporated

back into the hierarchy. Since the communications routine only uses relative dominance to decide

which robot should deliver a puck, it easily accommodates the attrition or addition of robots.

Another advantage of our communications routine above is that the use of radio silence failure

detection helps provide group-level robustness to radio noise. As noise levels increase, communica-

tion between the robots becomes increasingly diÆcult. This may lead to protracted periods of radio

silence that are incorrectly interpreted as robot failures. In such a situation, two or more robots

may deliver pucks at the same time. The degradation of the hierarchy, however, is what prevents

the failure of the entire group. Even if the radio system were to fail completely, the task would

still be accomplished because every robot would consider every other robot as having failed. Thus,

the pack controller would degenerate into the homogeneous controller. We posit that such graceful

degradation in group structure, without jeopardizing the entire task, is an important property of

controllers for unknown and dynamic environments.

A.5.3 Interference

Figure A.9 shows the characteristic interference pattern for the pack controller, averaged over 5

trials. The completion criterion was identical to the homogeneous case: delivering 14 of the 27
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Figure A.9: This plot shows the characteristic interference pattern for the pack implementation of
the collection task on four physical robots. The shading corresponds to the height of the peaks.

pucks to Home. As is clear from a comparison to the characteristic interference of the homogeneous

controller (Figure A.6), the pack controller has reduced interference near Home, as desired.

Not only is the pack controller successful in reducing interference, it is also attractive in its ease

of implementation. The pack variation is simply the homogeneous controller with the addition of

the dominance hierarchy induced by the message passing behavior. Such ease of implementation

supports our requirement that controllers be easy to modify.

A.6 The Caste Controller

In a caste controller, the group of robots di�erentiates into two or more sub-groups (castes), each

of which acts concurrently and independently, but occupies di�erent regions of the task space. The

goal is to manipulate interference by an appropriate division of the task space, and assignment of

the castes to the sub-regions. This spatial separation of castes limits physical interactions to the

territorial boundaries. The caste scheme introduces spatial heterogeneity and thus corresponds to

DPST arbitration of SPST interference.

Unlike the homogeneous and pack strategies, the sub-groups of robots in the caste strategy may

have di�erent behavioral repetoirs. Thus, in addition to spatial heterogeneity, a caste controller

may also exhibit behavioral heterogeneity. Indeed, that is the case with the caste implementation

we present in this section. It consists of two sub-groups: the Search Caste, comprised of three

robots which �nd pucks and bring them near Home, and the Goal Caste, comprised of one robot

which brings the pucks the rest of the way to Home (Figure A.10). Each of the two castes has a

di�erent controller.
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Figure A.10: The caste variation of the collection task.

A.6.1 The Search Caste

In our implementation, three of the four R2e robots, comprising the Search Caste, have behavior

sets similar to the homogeneous implementation. Each robot searches the region S for pucks, but

delivers them to the line separating the Boundary and Bu�er zones, rather than all the way to

Home. Figure A.11 presents the controller for the Search Caste. It is identical to the homogeneous

controller (Figure A.5), except that it lacks the creeping behavior. This more re�ned combination

of homing and avoiding, designed to bring the robots to the corner of the Corrall, is no longer

necessary since pucks are not brought to the corner. The bu�er behavior is also removed from the

controller because it is not needed to activate creeping.

A.6.2 The Goal Caste

The Goal Caste consists of one robot that remains in the Home and Bu�er regions with the task

of transporting to Home the pucks dropped by the Search Caste at the Boundary/Bu�er line.

The controller for the Goal Caste is presented in Figure A.13. The sweeping behavior moves the

robot away from Home and performs an arc at the Boundary/Bu�er line to \scoop up" any pucks

left there (Figure A.12). The creeping behavior then carefully moves the robot to Home, where

it performs exiting to back up and deliver the pucks. The robot then turns in place 180 degrees

to once again begin sweeping. During the execution of the controller, the gripper remains lifted

allowing the concave front region of the robot's base to scoop up multiple pucks.
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Figure A.12: The sweeping behavior of the controller for the Goal Caste.
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A.6.3 Robustness and Interference

The controller for the Search Caste shares many of the characteristics of the homogeneous controller.

It achieves group-level robustness by maintaining a behaviorally identical group with no reliance

on fragile explicit communication. Thus, neither high levels of noise nor the failure of a robot

debilitates the entire caste. The Search Caste controller also provides a good example of the ease

with which the homogeneous controller can be modi�ed.

One of the keys to robustness in the caste controller is the asynchronicity of interaction between

the two castes. The Search Caste must deliver pucks to the Boundary/Bu�er line, but the Goal

Caste is not dependent upon them arriving at a particular time or in a particular order that may

be diÆcult to ensure in such a complex, stochastic system.

Though not implemented in our caste controller, additional robustness could be added by using

a variation of the pack communication protocol to transmit the number of active members of each

caste. If one caste were to lose too many individuals, members of the other castes could replace

them. For example, if the one robot of the Goal Caste were to fail, a member of the Search Caste

could substitute. This scheme, while improving robustness, would require each robot to possess

all of the individual caste controllers and be able to switch between them as necessary. Such

caste switching would be most robust if duplication of the exact state of the failed robot were not

necessary, as would be the case with our controller.

Figure A.14 shows the average characteristic interference over �ve trials for the caste imple-

mentation. The completion criterion was the same as for the homogeneous and pack controllers:

14 of the 27 pucks collected. It is clear from a comparison to the characteristic interference of

the homogeneous controller (Figure A.6) that interference near Home is reduced, as was desired.

The overall level of physical interference throughout the Corrall, however, is higher with the caste

controller.

The following section provides a more detailed quantitative evaluation and comparison of the

controllers in terms of interference, as well as time-to-completion and the distance traveled by each

robot.

A.7 Analysis

In order to better evaluate the desirability of and tradeo�s between the three controllers | one

homogeneous and two heterogeneous | we performed �ve experimental trials for each, gathering

both spatial and temporal data. Initial conditions for all trials were as nearly identical as possible in

order to minimize free variables, and the completion criterion was 14 out of 27 pucks collected. For

each trial, we gathered data on the time-to-completion of the task, and the location and number of

collisions between robots, showing the characteristic interference. We calculated the average total

number of collisions for each experiment, providing a relative comparison of the di�erent schemes.

Using the positioning system, we also recorded each robot's location at approximately 0.3 Hz in

order to examine the distance traveled and path taken by each. Finally, we monitored the activity

109



Chasis IRs

Finger IRs

Piezo-Electric
Bumpers

Positioning
System

Sensors ActuatorsBehaviors

Drive
Motors

heading

exiting

creeping

sweeping

Figure A.13: The controller for the Goal Caste, the one-robot subgroup that brings pucks from the
Boundary/Bu�er line to Home.

0
2

4
6

8
10

12
14

0
2

4
6

8
10

12
14

0

1

2

3

N
um

be
r 

of
 c

ol
lis

io
ns

Width (ft)Length (ft)

Home
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of the collection task on four physical robots. The shading corresponds to the height of the peaks.

110



Controller Time (sec) Avoiding (sec)

Homogeneous 549 143

Caste 1447 442

Pack 1081 229

Table A.1: Average time of task completion and average time spent in the avoiding behavior for
each controller.

of the internal behaviors of the robots. The avoiding behavior was of particular interest since it

is the one directly invoked by physical interference. We hypothesized that the time spent avoiding

would be correlated with the total amount of interference in each of the implementations, and

would thus serve as an alternate measure of interference. As shown below, this hypothesis was

validated (see Table A.2).

All of the data presented in this section have been analyzed with one or more statistical tests.

We have performed hypothesis tests using Student's t, 1-factor analysis of variance (ANOVA), and

2-factor ANOVA, in order to verify that the di�erences between the results of the implementations

were in fact statistically signi�cant. In all cases, these di�erences were signi�cant with p-values

< 0:05.

Our discussion in this section is based on the assumption that the task environment is �xed.

Another e�ective method for altering the spatio-temporal properties considered below is modi�ca-

tion of the environment, if such is possible. We could, for example, move Home to the middle of

the workspace, thus manipulating properties like interference and time-to-completion.

The majority of this section eschews a quantitative evaluation of heterogeneity, focusing instead

on the performance data mentioned above. This is justi�ed in the concluding paragraphs where we

discuss the poorly understood relationship between heterogeneity and performance in multi-robot

groups.

A.7.1 Interference, Avoiding, and Time

One factor that impacts the total amount of interference observed for each implementation is the

time-to-completion of the collection task. One would expect that for any given implementation,

the longer the trial continues, the more interference or collisions there would be. One would also

expect the total amount of time spent in the avoiding behavior to be positively correlated with

the time-to-completion. In Table A.1 we see that this is indeed the case. The homogeneous

implementation has the shortest time-to-completion and the least amount of time spent avoiding;

the pack implementation has the next larger times; and the caste implementation has the largest

times over all.

In their current form, the values for time-to-completion and time-spent-avoiding do not provide

much useful information about the amount of interference in each controller. We can observe,

however, that the amount of time spent in the avoiding behavior is composed of the time spent
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Controller Interference Avoiding/Time
(collisions)

Homogeneous 16.4 0.27

Caste 20 0.32

Pack 12.6 0.22

Table A.2: Average amount of interference and average fraction of time spent in the avoiding

behavior.

Controller Interference/Time (collisions/sec)

Homogeneous 0.030

Caste 0.014

Pack 0.012

Table A.3: Average amount of interference per unit time for each controller.

avoiding other robots (before, during, and after collisions) and the time spent avoiding everything

else. Since the environment (discounting the robots) is identical in every trial, we can assume

that the amount of avoidance per unit time attributable to non-robot objects is constant between

the implementations. This assumption suggests that any di�erences in the amount of avoidance

per unit time between the implementations would be primarily due to the avoidance of the other

robots, possibly during collisions. Thus, we would expect to see a correlation between the average

amount of interference observed in each implementation and the ratio of time spent avoiding to

total time. In Table A.2 we observe that such a correlation does exist and it is quite large at

� = 0:995. This indicates an important link between avoiding and total time, and suggests that

their ratio is a good estimate of relative average interference levels.

Another potentially useful statistic is the amount of interference per unit time. As shown in

Table A.3, the pack implementation has the most desirable ratio while the homogeneous imple-

mentation has the least.

A.7.2 Distance Traveled

As mentioned previously, the energy expended by the robots in completing the task may be a

concern if recharging is time-consuming or diÆcult. Time-to-completion provides one approxima-

tion of energy expenditure, but it can be inaccurate, especially with a controller such as our pack

version where robots can be idle for long periods of time. A better approximation is the amount

of work accomplished by the robots during the task. Work (W ), force (F ), and displacement (d)

are related through the elementary physics equation

W = F � d � cos �
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Controller Robot0 Robot1 Robot2 Robot3 Total (ft)

Homogeneous 123 120 113 119 475

Caste 353 370 385 119 1227

Pack 112 145 188 178 623

Table A.4: Average distance (in feet) traveled by the robots for each controller.

or
W

F � cos � = d;

where � is the angle between the force and displacement vectors. Since the robots are mechanically

identical, we can consider F �cos � to be constant among them. This allows us to compare the work
done by the robots solely in terms of d, the distance traveled. Because the robots are identical,

d also provides a reasonable, relative indication of the energy expended in performing the work.

Finally, it provides a measure of eÆciency: the less work required to accomplish the task, the more

eÆcient the controller.
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Figure A.15: A typical path taken by one physical robot in the homogeneous controller.

Table A.4 presents the average distance traveled by each robot, and the total over all robots,

for each of the three controllers. The values were calculated from the robot position data gathered

during the experiments. The results indicate that the homogeneous controller performs the least

work in completing the task, and thus is the most eÆcient, whereas the caste controller performs

the most work and is least eÆcient.
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Figure A.16: (Left) A typical path of a physical robot in the Search Caste of the caste controller;
(Right) a typical path of the robot in the Goal Caste.

Although the total distances traveled for the three controllers are statistically di�erent, this is

not necessarily true of the distances traveled by the individual robots within a controller. This

follows intuitively from the structure of the controllers. In the homogeneous controller where all

four robots are behaviorally identical, there is no statistical di�erence in the distances traveled.

In the caste controller, Robot0, Robot1, and Robot2, which comprise the Search Caste, travel

similar distances, whereas Robot3 of Goal Caste moves signi�cantly less, as might be expected.

In the pack controller, one would expect the less dominant robots to travel less since they spend

more time waiting for the dominant robots to deliver pucks. Table A.4, with Robot0 as the least

dominant and Robot4 as the most dominant, shows that this is the general trend. Although a

one-way analysis of variance indicates that there is signi�cant di�erence among these values, there

are too few trials to provide further discrimination using a t-test. (The exception is that Robot0

is shown to travel signi�cantly less than Robot2 and Robot3.)

A more qualitative, visual examination of the execution of the controllers is also possible.

Figure A.15 shows a typical path of one robot in the homogeneous controller. It is clear that the

robot searches for pucks, delivers several to Home, and sometimes enters the Boundary without

pucks and promptly leaves. Figure A.16 (Left) shows a similar path taken by a robot in the Search

Caste of the caste controller. The path is much longer than that of the homogeneous controller

due to the protracted time of the trial. We also note that the Search Caste very clearly delivers

pucks to the Boundary/Bu�er line. Figure A.16 (Right) shows the complementary path of the

Goal Caste collecting pucks from the Boundary/Bu�er line and taking them to Home. Figure A.17

provides a juxtaposition of typical paths taken by the least dominant and most dominant robot of
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Figure A.17: (Left) A typical path of the least dominant robot of the pack controller; (Right) a
typical path of the most dominant robot.

the pack controller. As expected, the most dominant robot has a path (Right) very similar to that

of the homogeneous controller. The least dominant robot, however, has a severely stunted path

demonstrating the signi�cance of the time it waits for the more dominant robots to deliver their

pucks.

A.7.3 Robustness

During the experimental trials for each controller, we had the opportunity to evaluate group-level

robustness. The R2e robots used in the experiments are quite fragile and prone to failure from

something as simple as a buildup of static electricity corrupting memory or causing the robot's

computer to crash. There was seldom a trial without multiple failures requiring the failed robots

to be restarted. With the homogeneous controller, we noted very clearly that the failure of one

robot did not e�ect the activity of the others. In the pack controller, the less dominant robots of

the hierarchy were able to compensate for the failure of a dominant robot by using the message

passing protocol. If a dominant robot failed while delivering a puck (which occurred at least once

per trial), the less dominant robots would stop waiting and begin delivering their pucks. In the

caste controller, the Search Caste exhibited group-level robustness similar to the homogeneous

controller: the failure of one robot did not a�ect the other members of the caste. In addition, due

to the asynchronicity of interaction between the two castes, the failure of the robot in the Goal

Caste did not debilitate the activity of the Search Caste.
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A.7.4 Evaluation

Using the analyses presented above we can now discuss the relative desirability of the three con-

trollers. All three are desirable in that they exhibit good group-level robustness. The tradeo� be-

tween time and interference captures the relative performance. The homogeneous implementation

requires the least time but does not result in the least interference, whereas the pack implemen-

tation exhibits the least total interference and least interference per unit time, but takes longer

overall. Thus, we must decide which criterion is more important or what kind of compromise we

wish to make in the �nal controller choice. If we can sacri�ce some performance time for decreased

robot interference, then the pack implementation appears to be the best choice. This solution

applies to conservative systems where collisions and the possibility of equipment damage outweighs

the required time. In contrast, if total time or energy expenditure is the critical factor, such as in

domains where the items to be collected are toxic or dangerous, or robot power is limited, then

the homogeneous implementation is the better choice. From this analysis we also observe that the

caste implementation does not appear to be a satisfactory solution under any criterion, and may

be discarded from consideration.

Although our analysis does not identify one controller that is clearly superior in all respects,

it does provide information to make an intelligent decision regarding the tradeo�s between the

homogeneous and pack controllers. The designer may decide that one of the controllers suÆciently

satis�es the requirements for the task, or might wish to investigate other variations for a more suit-

able controller. The latter decision is facilitated by the ability to build behavior-based controllers

that are easy to modify and evaluate in an expeditious manner, as we have demonstrated here.

A.7.5 Heterogeneity and Performance

So far, we have avoided a quantitative evaluation of the heterogeneity demonstrated by our three

controllers. The reason for this is twofold:

1. Quanti�cation of the heterogeneity of a multi-robot system can be subjective and ill-de�ned.

2. Regardless of how well-de�ned heterogeneity is, the link between it and performance may be

unreliable.

We will consider each of these points in more depth.

Heterogeneity in multi-robot systems remains ill-de�ned partially because to date there has been

little work exploring its quanti�cation. One notable exception is work by Balch on simple social

entropy and hierarchical social entropy (Balch 1997, Balch 2000). Both are based on information

entropy (Shannon & Weaver 1963) and provide metrics for quantifying behavioral di�erences in a

group of robots.

For illustrative purposes, we use simple social entropy which takes the form
PM

i=1 pi log2(pi),

where M is the number of (behavioral) classes of robots, and pi is the proportion of robots in the

ith class. According to this measure, our homogeneous controller has one class containing all four
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robots, giving p1 = 1 and a social entropy of 0, indicating homogeneity. The caste controller has

two classes with p1 = 1=4 = :25 and p2 = 3=4 = :75, giving a social entropy of 0:81, indicating

some heterogeneity. Though seemingly straightforward, calculating the social entropy of the pack

controller introduces the dilemma of subjectivity. If we consider that all of the robots have the

same controller and behave similarly, it seems clear that the group is homogeneous and has a social

entropy of 0. If, however, we consider that each robot has a de�ned position in the hierarchy and

behaves di�erently with respect to the other robots, then it appears that there are four classes, each

containing one robot. This results in a social entropy of 2:0, indicating maximum heterogeneity. Is

the pack controller fully homogeneous or heterogeneous? The fact that both views seem justi�ed

helps illustrate our �rst point: even with a well-de�ned metric, heterogeneity may still be subjective.

The situation is further complicated if the system contains multiple forms of heterogeneity.

The caste controller, for instance, exhibits not only behavioral heterogeneity, but also spatial

heterogeneity since the robots occupy di�erent regions. We can quantify spatial heterogeneity

using a variation of Balch's social entropy. The Search Caste contains 3 robots occupying 141

square feet (ft2) of space, for a total of 3 � 141 = 423 robot-ft2. The Goal Caste contains 1

robot and occupies 13 ft2 of space, for a total of 1 � 13 = 13 robot-ft2. In our calculation,

p1 = 423=436 = 0:970 and p2 = 13=436 = 0:030, giving a spatial entropy of 0:19 and indicating

a small amount of heterogeneity. The question is how to describe the overall heterogeneity of the

caste controller. Should each type of heterogeneity (behavioral and spatial) be de�ned separately,

or should the two numbers be combined into a single value? In the latter case, how should each

number be weighted? The inuence of each type of heterogeneity could depend on the task the

robots are performing and the structure of the environment. Any weighting may thus have to be

derived (likely empirically) for the exact scenario. If this is not possible, the overall heterogeneity

of the system could remain ambiguous or ill-de�ned. The addition of other forms of heterogeneity

(e.g., involving morphology or sensors) could further complicate the matter.

Even given an adequate measure for all forms of heterogeneity and their combination, the

lack of a clear connection between the performance of the system and degree of heterogeneity it

exhibits remains a concern. In our work in this appendix, we have compared several aspects of

performance among our three controllers, including interference, time-to-completion, and energy

expenditure. The important caveat is that these results are not completely general. They are

partially dependent upon the structure of the environment, the physical characteristics of the

robots, and the exact details of the controllers. In other words, the same task on di�erent robots

in a di�erent environment might give very di�erent results. Adding or removing heterogeneity to

the system may improve or degrade performance depending on the details of the system and the

aspect of heterogeneity being changed. As in the second point, one may not be able to rely on the

results of a heterogeneity/performance comparison to generalize to another situation.

The quanti�ed heterogeneity of a multi-robot system is a potentially important design and

diagnosis parameter, but we have seen that it can be diÆcult to quantify, and once quanti�ed, is

of uncertain relation to performance. Based on our experimental results in foraging, it was not

clear how this relationship could help the designer improve a multi-robot system. We therefore
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did not focus our analysis in this appendix upon this open research topic. Our hope, however, is

that the capability to expeditiously build, modify, and evaluate multi-robot controllers, as we have

demonstrated, will help facilitate the future study of issues in group robotics, such as the uses of

a quantitative analysis of heterogeneity.

A.8 Summary

In this appendix, we have demonstrated the successful application of behavior-based control to the

task of distributed multi-robot collection. Our focus has been on developing controllers that are

robust to noise and robot failures, and easily modi�ed to facilitate development of the variation

that suÆciently satis�es the requirements for the task. Three versions of the collection task were

presented: an initial homogeneous controller, and two heterogeneous variations (pack and caste)

derived from the spatio-temporal manipulation of physical interference. All three versions were

evaluated in a spatio-temporal context using interference, time-to-completion, and distance trav-

eled as the main diagnostic parameters. This work demonstrates that given a good substrate for

development (e.g., a useful set of behaviors), it can be relatively easy to implement, evaluate, and

compare multi-robot controllers. As demonstrated in the body of this dissertation, such controllers

can then be used in conjunction with AMMs to evaluate on-line, the robot-environment interaction

dynamics for use in a variety of performance-improving applications.
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Appendix B

Details of AMM Representation and Construction

This appendix details the AMM representation and model construction algorithm that

are briey presented in Chapter 4. The reader should refer to Chapter 4 for a dis-

cussion of the relationship between AMMs/MCs/SMPs and how AMMs are used with

behavior-based control.

B.1 Representation of AMMs

The representation of a parametric AMM used by our model construction algorithm is sixteen

elements (S, A, B, L, T, �, �, Alast, Llast, sym, oldsym, numsym, inlink, outlink, currnode,

oldnode) containing all of the information necessary for incremental model construction. The

boldfaced elements are matrices or other compound structures, while the sans-serif-type elements

are variables containing single numeric values. The details of the elements are as follows:

1. S, a set of symbols fs1; s2; : : : ; sMg recognized by the network. The �rst symbol, s1, is

recognized only by the �rst state, a1.

2. A, a set of states (or nodes) fa1; a2; : : : ; aNg. Each state ai has four attributes:

� a
s
i , the symbol that the state recognizes, i.e., an element of S;

� a
�
i , the average number of time steps that the system remains in ai whenever it enters

that state;

� a
�2

i , the variance associated with a
�
i ;

� and a
p
i , the probability of remaining in ai in the next time step.

The state, a1, represents the initial (unknown) state of the system, which is promptly left

upon commencement of model construction and never entered subsequently.

3. B, an N �M transition matrix, where bi(k) contains the value of the state to transition

to if the current state is ai and symbol sk is observed. If asi = sk, then bi(k) = ai, i.e., if
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the observed symbol is identical to the last symbol observed, then the system remains in the

current state.

4. L, a set of directed links fl1; l2; : : : ; lP g, connecting the states. Each link li has the following
six attributes:

� l
f
i , indicates the state from which the link begins, alfi

2 A;

� l
t
i , indicates the state to which the link connects, alti 2 A. The following constraints

apply: a link cannot start and end at the same state, lfi 6= l
t
i ; and two links from the

same state cannot go to states that accept the same symbol, 8i; j s.t. lfi = l
f
j , a

s
lti
6= a

s
ltj
;

� l
Æ
i , stores the number of times the link li has been traversed;

� l
�
i , stores the total number of time steps that the system has been in state lti , after �rst

having traversed the link li;

� l
�2

i , contains the sum of squares of all the durations that comprise l�i ;

� and l
p
i is the probability of using the link li at each time step, given the system is in

state lfi .

Because no two links can have the same value for both their from and to attributes, they

cannot represent the same directed transition. Thus, N � 1 � P � N(N � 1): at least N � 1
links are needed to connect the non-initial states, and for a fully connected network there

are N(N � 1) links between the non-initial states. The single link from a1, l1, is traversed

exactly one time, giving lÆ1 = 1 and l
p
1 = 0.

5. T, a set of structures fT1
; : : : ;Tnmax�1g, each with elements ftn1 ; tn2 ; : : : ; tnQn

g storing infor-
mation on a particular n-link traversal sequence, where 1 < n � nmax � 1 and nmax is a

user-speci�ed maximum order for the model. Each element tni has n+ 4 attributes:

� t
n;1
i ; t

n;2
i ; : : : ; t

n;n+1
i , the n links comprising tni , stored as indices into L;

� t
n;Æ
i , the number of times the n-link sequence has been traversed;

� t
n;�
i , the total number of time steps that the system has been in the state that link tn;1i

connects to, after �rst having traversed tni ;

� t
n;�2

i , the sum of the squares of all the durations that comprise tn;�i .

The bounds of Qn are given by:

0; if P < n

P-n+1; if P � 2

)
� Qn � N(N � 1)n:

In order for a two-link transition to exist there must be at least two links. If more than

two links exist, the fewest n-link transitions (P � n+ 1 of them) are created when an Euler

path exists and is followed through the network. In a fully connected network, each of the
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P = N(N � 1) links has a transition to N � 1 other links, giving us the upper bound for a

sequence of n links.

6. �, a list of elements f�1;�2;�;�nmax
g, indicating the nmax most recently used links in strict

reverse chronological order, l�i 2 L, 1 � i � nmax, and �i was used i� 1 transitions in the

past.

7. �, a list of elements f�1;�2; : : : ;�nmax�1g, maintaining references to the penultimately used
multi-link transition of each order, ti�i

2 Ti.

8. Alast, index of the last element of A, aAlast.

9. Llast, index of the last element of L, lLlast.

10. sym, the current input symbol to the model, sym 2 S.

11. oldsym, the previous input symbol to the model, oldsym 2 S.

12. numsym, the length of the uninterrupted sequence of identical input symbols beginning with

sym; identical to the number of time steps spent in the current state.

13. inlink, a reference to the link used in transitioning into the current state of the system.

14. outlink, a reference to the link to be used in transitioning out of the current state.

15. currnode, the current node (state) of the system.

16. oldnode, the previous state of the system.

Given this AMM representation, the corresponding probabilistic transition matrix of a Markov

chain could be generated from a
p, lp, lf , and lt. The addition of a� and a�

2

provides the more gen-

eral state duration capabilities of an SMP. Aside from a
s, the remaining representational elements

are used in incremental model generation and dynamic model recon�guration using node splitting.

In addition to the sixteen elements above, the nonparametric representation for AMMs contains

the following three elements:

1. D, a �nite set of elements fD1;D2; : : : g storing the input data. Each Di stores information
about the consecutive time spent in a particular state, and has two attributes:

� Dai , the state that the input data is associated with;

� D�i , the number of time steps spent in the state for the current entry into the state.

2. DL, a �nite set of elements fDL1 ; : : : ;DLP g, with each DLi containing indices into D for the

state given by lti .

3. DT, a �nite set of elements fDT1 ; : : : ;DTnmax�1
g, with each DTi containing indices

fDTi;1 : : :DTi;Qi
g, and each DTi;j an index into D for the state given by ti;1j .
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The focus of this appendix is on parametric AMM construction, but the pseudo-code presented

can easily be extended to accommodate nonparametric AMMs. Next we present the details of the

AMM construction algorithm.

B.2 AMM Construction Algorithm

For simplicity, in the pseudo-code that follows, the representational elements of the AMM being

constructed (as presented in the previous section) are considered global variables. In an attempt

to keep the algorithm as concise as possible, we employ a mix of computational constructs and

mathematical notation. Comments are provided in the hope of enhancing comprehensibility.

B.2.1 Initialization

The algorithm �rst initializes the elements of the AMM being constructed.

1. A = fa1g; # the AMM starts with one state

2. a
s
1 = 0; # the unique symbol for the �rst state is 0

3. a
�
1 = 0; # mean time in the state is 0

4. a
�2

1 = 0; # sum squared durations is 0

5. a
p
1 = 0; # probability of using the state is 0

6. B = fg; # there are no transitions yet

7. L = fl1g; # the AMM starts with one link

8. l
f
1 = 0; # from some imaginary state

9. l
t
1 = 1; # to a1

10. l
Æ
1 = 1; # this link is used only once

11. l
�
1 = 1; # sum of durations in a1 is 1

12. l
�2

1 = 1; # sum squared durations is 1

13. l
p
1 = 0; # probability of using this link again is 0

14. T = fT1
; : : : ;Tnmax�1g; # initialize T

15. for i = 1 to nmax � 1 # initialize each Ti

16. Ti = fg; # to contain no elements

17. Qi = 0; # there are zero elements in Ti

18. end

19. S = ;; # no symbols have been seen yet
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20. Alast = 1; # index of last state is 1

21. Llast = 1; # index of last link is 1

22. sym = 0; # unique symbol of the �rst state

23. oldsym = 0; # initialize to anything

24. numsym = 1; # one '0' has been observed

25. inlink = 1; # we are using the �rst link

26. outlink = 1; # initialize to anything

27. currnode = 1; # current state is 1

28. oldnode = 0; # old state is 0 (imaginary state)

29. � = f�1; : : : ;�nmax�1g; # initialize �

30. for i = 1 to nmax � 1

31. �i = 0; # to be all zeros

32. end

33. � = f�1; : : : ;�nmax
g; # initialize �

34. for i = 1 to nmax � 2

35. �i = 0; # to be all zeros

36. end

37. �1 = outlink; # most recently used link

38. �2 = outlink; # next most recently used link

B.2.2 Main Loop

Below we present the pseudo-code for the main loop of the algorithm that is executed for every input

symbol. At the start of the code, sym holds the current input symbol that is to be incorporated

into the model, and oldsym holds the last input symbol. As mentioned previously, numsym contains

the number of symbols observed in the current state, oldnode stores the index of the last state the

system was in, currnode stores the index of the current state, inlink holds the index of the link

traversed to enter the current state, and outlink holds the index of the link to be traversed in

leaving the current state.

1. if (oldsym == sym) # if the system remains in the same state

2. numsym += 1; # increment the time spent in the state

3. l
�
inlink

+= 1; # increment time spent in the state

# that linlink connects to
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4. i = 1; # a counter

5. while (i < nmax & �i 6= 0) # update �

6. t
i;�
�i

+= 1; # increment the time spent in the state

# that ti�i
ends at

7. i += 1; # increment the counter

8. end

9. traversal prob(currnode); # update the transition probabilities

10. else # the system is transitioning to a new state

11. l
�2

inlink
+= numsym2; # increment the time spent in the state

# that linlink connects to

12. node prob(currnode); # update mean/variance for the current state

13. i = 1;

14. while (i < nmax & �i 6= 0) # update �

15. t
i;�2

�i
+= numsym2; # increment the sum squared time spent

# in the state that ti�i
ends at

16. i += 1;

17. end

18. if (sym 62 S) # if the symbol has not been seen before

19. S = S [ fsymg; # add the symbol to S

20. Alast += 1; # add a new state

21. a
s
Alast

= sym; # the new state recognizes the symbol

22. for i = 1 to Alast

23. bi(sym) = Alast; # create the new transitions for sym

24. end

25. 8i s:t: i 2 S, let bAlast(i) = b1(i);# initialize transitions for the new state

26. end

27. oldnode = currnode;

28. currnode = boldnode(sym); # transition to the new state

29. outlink = i s:t: (lfi == oldnode & l
t
i == currnode);# �nd the link to transition on

30. if (:9 outlink) # must create a new link

31. Llast += 1; # create the new link

32. l
f
Llast

= oldnode; #link connects from oldnode

33. l
t
Llast

= currnode; #link connects to currnode

34. outlink = Llast; # update outlink

35. end

36. �2:nmax
= �1:nmax�1; # shift the history of used links

37. �1 = outlink; # add the new link to the front of the history

38. numsym = 1; # reset the time spent in the current state

39. l
Æ
outlink

+= 1; # increment number of times link has
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# been traversed

40. l
�
outlink

+= 1; # increment the time spent in the state

# that loutlink connects to

41. traversal prob(oldnode); # update the transition probabilities

42. i = 1;

43. while (i < nmax & �i+1 6= 0) # update �

44. j = k s:t: t
i;1:i+1
k = �1:i+1; # for every order �nd the ti traversed

45. if (:9 j) # if the ti

46. Qi += 1; # create a new t
i

47. t
i;1:i+1
Qi

= �1:i+1; # initialize it

48. t
i;Æ
Qi

= 0;

49. t
i;�
Qi

= 0;

50. t
i;�2

Qi
= 0;

51. j = Qi;

52. end;

53. t
i;Æ
j += 1; # increment number of times traversed

54. t
i;�
j += 1; # increment time spent in the state it connects to

55. �i = j; # update the must recently used traversals

56. end

57. if (nmax > 1) # if user-speci�ed order > 1

58. do node split(); # test to see if node-splitting is needed

59. end

60. inlink = outlink; # the last step in transitioning to the new state

61. end

B.2.3 Calculating Traversal Probabilities

The following pseudo-code function calculates the traversal probabilities associated with a partic-

ular node and updates the appropriate statistics in the node and its links.

function traversal prob(node)

1. x1 = fi j lti == nodeg; # �nd all incoming links to node

2. n1 =
X

all i2x1

(l�i � l
Æ
i ); # total self-transitions of node

3. x2 = fi j lfi == nodeg; # �nd all outgoing links from node

4. n2 =
X

all i2x2

l
Æ
i ; # total times node has been entered

5. if (n1 + n2 6= 0)

6. a
p
node

= n1
n1+n2

; # calculate the probability of a self-transition
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7. l
p
x2 =

lÆx2
n1+n2

; # calculate outgoing transition probabilities

8. end

B.2.4 Calculating Node Probabilities

The following function updates the mean and variance for the particular node passed as a param-

eter.

function node prob(node)

1. x1 = fi j lti == nodeg; # �nd all incoming links to node

2. n1 =
X

all i2x1

l
Æ
i ; # total times node has been entered

3. n2 =
X

all i2x1

l
�
i ; # total time spent in node

4. if (n1 > 0) # update mean time spent in node

5. a
�
node

= n2=n1;

6. else

7. a
�
node

= 0;

8. end

9. n3 =
X

all i2x1

l
�2

i ; # total of squared durations spent in node

10. if (n1 > 1) # update the variance associated with node

11. a
�2

node
= (n3 � 2 � a�

node
� n2 + n1 � [a�

node
]2)=(n1 � 1);

12. else

13. a
�2

node
= 0;

14. end

B.2.5 Node Splitting

This function determines whether node splitting is necessary, and if it is, splits the nodes and

creates new links and mutli-link transitions as appropriate.

function do node split()

1. ag = 0; # boolean indicating if splitting is necessary

2. splitorder = 1; # current Markovian order checked for splitting

3. while ((splitorder < nmax) & (ag == 0)) # check all orders

4. splitorder += 1;

5. x1 = fi j lfi == oldnodeg; # �nd out-links
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6. 8i j i 2 x1, pi = l
p
i ; # get link probabilities

7. 8i j i 2 x1, pi = pi=

 X
all i2x1

pi

!
; # normalize probabilities

8. ag = 0;

9. x2 = fk j t[splitorder�1;2:splitorder]k == �2:splitorderg; # �nd multi-link traversals

10. if (splitorder == 2) # get total transitions

11. transitions = l
Æ
inlink

;

12. else

13. transitions =
X

all i2x2

t
[splitorder�1;splitorder+1]
x2;j ;

14. end

15. for j = 1 to length(x2)

16. if (transitions > 0)

# calculate binomial limits as in Section 3.3.1

# with x = t
[splitorder�1;splitorder+1]
x2;j , n = transitions,

# and at a signi�cance level of � = 0.05 or 0.01

17. lcl = lower binomial con�dence limit;

18. ucl = upper binomial con�dence limit;

19. else

20. lcl = 0;

21. ucl = 1;

22. end

23. if

�
p
t
[splitorder�1;1]
x2;j

< lcl j p
t
[splitorder�1;1]
x2;j

> ucl

�
24. ag = 1; # do node-splitting

25. end

26. end

27. if (ag == 0)

28. if (test node durations() == 1)

# if there are inconsistencies in the time spent

# in the state that is being left, then split

29. ag = 1; # do node-splitting

30. end

31. end

32. if ((ag == 1) & (all elements of �1:splitorder are unique)) # split states!

33. Alast = Alast+ 1; # add a new state

34. a
s
Alast

= a
s
lt�splitorder

; # set the symbol

35. 8i j si 2 S, bAlast(i) = blt�splitorder

(i); # adjust B

36. l
t
�splitorder

= Alast; # move in-link

37. blf
�splitorder

(as
Alast

) = Alast;
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38. bAlast(a
s
Alast

) = Alast;

39. �
0
= �; # make a temporary list of links

# make the rest of the new states with new links between them

40. for i = splitorder� 1 downto 2

41. Alast = Alast+ 1;

42. a
s
Alast

= a
s
lt�i
;

43. 8i j si 2 S, bAlast(i) = blt
�i
(i);

44. Llast = Llast+ 1;

45. l
f
Llast

= Alast� 1;

46. l
t
Llast

= Alast;

# �nd the multi-link traversal

47. temp = k s:t: t
[splitorder�i;1:splitorder�i+1]
k == �i:splitorder ;

48. l
Æ
Llast

= t
[splitorder�i;Æ]
temp ;

49. l
Æ
�i

= l
Æ
�i
� l

Æ
Llast

;

50. l
�
Llast

= t
[splitorder�i;�]
temp ;

51. l
�
�i

= l
�
�i
� l

�
Llast

;

52. l
�2

Llast
= t

[splitorder�i;�2]
temp ;

53. l
�2

�i
= l

�2

�i
� l

�2

Llast
;

54. �
0
i = Llast;

55. t
[splitorder�i;1:splitorder�i+1]
temp = �

0

i:splitorder ;

56. blf
Llast

(as
Alast

) = Alast;

57. bAlast(a
s
Alast

) = Alast;

58. end

59. for i = splitorder� 1 downto 2

60. for k = splitorder� i+ 1 to nmax � 1

61. temp = fj j t[k;1:splitorder�i+1]j == �i:splitorderg;
62. 8j 2 temp; t

[k;1:splitorder�i+1]
j = �

0

i:splitorder ;

63. end

64. end

65. for k1 = 2 to splitorder� 1

66. for k2 = k1 + 1 to splitorder� 1

67. temp = j s:t: t
[k2�k1;k2�k1+1]
j = �k1:k2 ;

68. Qk2�k1 += 1; # add another element to t

69. t
[k2�k1;1:k2�k1+1]
Qk2�k1

= �
0

k1:k2
;

70. t
[k2�k1;Æ]
Qk2�k1

= l
Æ
�
0
k1

;

71. t
[k2�k1;Æ]
temp {= l

Æ
�
0
k1

;

72. t
[k2�k1;�]
Qk2�k1

= l
�
�
0
k1

;

73. t
[k2�k1;�]
temp {= l

�
�
0
k1

;
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74. t
[k2�k1;�2]
Qk2�k1

= l
�2

�
0
k1

;

75. t
[k2�k1;�2]
temp {= l

�2

�
0
k1

;

76. end

77. end

78. for linkloop = splitorder downto 2

79. x2 = fj j t[splitorder�linkloop+1;2:splitorder�linkloop+2]
j == �linkloop:splitorderg;

80. for j = 1 to length(x2)

81. if :((t[splitorder�linkloop+1;1]
x2;j == �

0

linkloop�1)&(linkloop > 2))

82. Llast += 1;

83. l
f
Llast

= l
t
�
0
linkloop

;

84. n = t
[splitorder�linkloop+1;1]
x2;j ;

85. transitions = l
Æ
n;

86. l
t
Llast

= l
t
n;

87. l
Æ
Llast

= t
[splitorder�linkloop+1;Æ]
x2;j ;

88. l
Æ
n {= l

Æ
Llast

;

89. l
�
Llast

= t
[splitorder�linkloop+1;�]
x2;j ;

90. l
�
n {= l

�
Llast

;

91. l
�2

Llast
= t

[splitorder�linkloop+1;�2]
x2;j ;

92. l
�2

n {= l
�2

Llast
;

93. for k1 = splitorder� linkloop downto 0

94. if (k1 > 0)

95. x3 = temp s:t: t
[k1;1:k1+1]
temp == [n;�linkloop:linkloop+k1�1];

96. temp = j j t[splitorder�linkloop+1;1:splitorder�linkloop+2]
j

97. ==
h
t
[k1;1:k1+1]
x3 ;�linkloop+k1:splitorder

i
;

98. Qk1 += 1;

99. t
[k1;1:k1+1]
Qk1

=
h
Llast;�

0

linkloop:linkloop+k1�1

i
;

100. t
[k1;Æ]
Qk1

= t
[splitorder�linkloop+1;Æ]
temp ;

101. t
[k1;Æ]
x3 {= t

[k1;Æ]
Qk1

;

102. t
[k1;�]
Qk1

= t
[splitorder�linkloop+1;�]
temp ;

103. t
[k1;�]
x3 {= t

[k1;�]
Qk1

;

104. t
[k1;�2]
Qk1

= t
[splitorder�linkloop+1;�2]
temp ;

105. t
[k1;�2]
x3 {= t

[k1;�2]
Qk1

;

106. end

107. for k2 = k1 + 1 to nmax � 1

108. x3 = fj j t[k2;k2+1�k1:k2+1]j == [n;�linkloop:linkloop+k1�1]g;
109. c = k2 + splitorder� (linkloop+ k1 � 1);

110. if (c+ 1 � nmax)
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111. for k3 = 1 to length(x3)

112. temp = j s:t: t
[c;1:c+1]
j

==
h
t
[k2;1:k2+1]
x3;k3

;�linkloop+k1:splitorder

i
;

113. if (9temp)

114. Qk2 += 1;

115. t
[k2;1:k2�k1]
Qk2

= t
[k2;1:k2�k1]
x3;k3

;

116. t
[k2;k2+1�k1:k2+1]
Qk2

=
h
Llast;�

0

linkloop:linkloop+k1�1

i
;

117. t
[k2;Æ]
Qk2

= t
[c;Æ]
temp;

118. t
[k2;Æ]
x3;k3

{= t
[k2;Æ]
Qk2

;

119. t
[k2;�]
Qk2

= t
[c;�]
temp ;

120. t
[k2;�]
x3;k3

{= t
[k2;�]
Qk2

;

121. t
[k2;�2]
Qk2

= t
[c;�2]
temp ;

122. t
[k2;�2]
x3;k3

{= t
[k2;�2]
Qk2

;

123. end

124. end

125. else

126. for k3 = 1 to length(x3)

127. p3 = l
Æ
Llast

=transitions;

128. if (p3 > 0)

129. Qk2 += 1;

130. t
[k2;1:k2�k1]
Qk2

= t
[k2;1:k2�k1]
x3;k3

;

131. t
[k2;k2+1�k1:k2+1]
Qk2

=
h
Llast;�

0

linkloop:linkloop+k1�1

i
;

132. t
[k2;Æ]
Qk2

= round
�
p3 � t[k2;Æ]x3;k3

�
;

133. t
[k2;Æ]
x3;k3

{= t
[k2;Æ]
Qk2

;

134. t
[k2;�]
Qk2

= round
�
p3 � t[k2;�]x3;k3

�
;

135. t
[k2;�]
x3;k3

{= t
[k2;�]
Qk2

;

136. t
[k2;�2]
Qk2

= round

�
p3 � t[k2;�

2]
x3;k3

�
;

137. t
[k2;�2]
x3;k3

{= t
[k2;�2]
Qk2

;

138. end

139. end

140. end

141. end

142. end

143. for k1 = splitorder� linkloop+ 1 to nmax � 1

144. for k2 = 1 to k1 � splitorder+ linkloop

145. temp = fj j t[k1;k2:splitorder�linkloop+k2+1]
j == [n;�linkloop:splitorder ]g;

146. 8j 2 temp; t
[k1;k2:splitorder�linkloop+k2+1]
j =

h
Llast;�

0

linkloop:splitorder

i
;

130



147. end

148. end

149. end

150. for n2 = 1 to Alast

151. node prob(n2);

152. traversal prob(n2);

153. end

154. end

155. end

156. x1 = j s:t: (lfj == Alast)&(ltj == bAlast(sym));

157. �
0
1 = x1;

158. � = �
0
;

159. outlink = x1;

160. oldnode = Alast;

161. currnode = l
t
x1 ;

162. i = 1;

163. reinitialize x;

164. while (i < nmax) & (�i+1 6= 0)

165. temp = j s:t: t
[i;1:i+1]
j == �1:i+1;

166. if (:9temp)

167. xi = 0;

168. else

169. xi = temp;

170. end

171. i += 1;

172. end

173. �1:length(x) = x;

174. end

175. end

B.3 Summary

This appendix presented many of the details of the AMM representation and pseudo-code for the

model construction algorithm used in this dissertation.

131



Appendix C

Tables of Critical Points for ^T

This appendix provides tables of critical points for the nonparametric test of location by

Fligner & Rust (1982), which is described in detail in Section 3.4.1 of this dissertation.

The T̂ statistic by Fligner & Rust (1982), a modi�cation of Mood's (1954) statistic, enables

a nonparametric median test that makes very few distribution assumptions. In particular, it

accommodates non-symmetric and non-identically shaped distributions. This dissertation uses the

T̂ -test in the construction of nonparametric AMMs (Appendix B) and in testing the signi�cance

of the experimental data in Chapter 8. Unfortunately, there is no convenient source for the critical

points of T̂ , making its use impractical. This appendix attempts to ameliorate this situation by

presenting tables of critical points for sample sizes 3 � m;n � 25, which were calculated for the

work in this dissertation. The values for each pair of sample sizes were derived using a 100; 000-

iteration Monte Carlo simulation. Because the distribution of T̂ is symmetric, and thus, in order

to avoid redundancy, only the upper half (i.e., with min(m;n) indexing the row) of the full 23� 23
table is presented in this appendix. When m;n > 25, the inverse cumulative normal distribution

provides a good approximation to the critical points of T̂ (see Section 3.4.1).

The tables of this appendix are interpreted in the following manner. Each 7� 3 cell of a table

is indexed by a particular combination of sample sizes, fmin(m;n);max(m;n)g. The �rst column
of each cell gives the nominal signi�cance level, �, for the critical point, and the second column

provides the actual signi�cance level. The third column provides T̂�fmin(m;n);max(m;n)g, the
critical point for the T̂ distribution at a nominal signi�cance level of �.
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m, n 3 4 5 6

0.1000 0.0497 2.4490 0.1000 0.0864 1.5000 0.1000 0.0716 2.0990 0.1000 0.0827 1.4020

0.0500 0.0497 2.4490 0.0500 0.0289 2.2500 0.0500 0.0716 2.0990 0.0500 0.0470 1.9990

0.0250 0.0497 2.4490 0.0250 0.0289 2.2500 0.0250 0.0181 2.1900 0.0250 0.0120 2.1040

3 0.0100 0.0497 2.4490 0.0100 0.0289 2.2500 0.0100 0.0181 2.1900 0.0100 0.0120 2.1040

0.0050 0.0497 2.4490 0.0050 0.0289 2.2500 0.0050 0.0181 2.1900 0.0050 0.0120 2.1040

0.0025 0.0497 2.4490 0.0025 0.0289 2.2500 0.0025 0.0181 2.1900 0.0025 0.0120 2.1040

0.0010 0.0497 2.4490 0.0010 0.0289 2.2500 0.0010 0.0181 2.1900 0.0010 0.0120 2.1040

0.1000 0.1575 1.4140 0.1000 0.1197 1.3280 0.1000 0.1182 1.2900

0.0500 0.0137 2.8280 0.0500 0.0388 1.9910 0.0500 0.0237 2.4680

0.0250 0.0137 2.8280 0.0250 0.0314 1.9930 0.0250 0.0237 2.4680

4 0.0100 0.0137 2.8280 0.0100 0.0072 2.6570 0.0100 0.0094 2.5810

0.0050 0.0137 2.8280 0.0050 0.0072 2.6570 0.0050 0.0094 2.5810

0.0025 0.0137 2.8280 0.0025 0.0072 2.6570 0.0025 0.0094 2.5810

0.0010 0.0137 2.8280 0.0010 0.0072 2.6570 0.0010 0.0094 2.5810

0.1000 0.1045 1.8000 0.1000 0.1115 1.1990

0.0500 0.0563 1.8970 0.0500 0.0539 1.7980

0.0250 0.0042 3.1620 0.0250 0.0134 2.3970

5 0.0100 0.0042 3.1620 0.0100 0.0091 2.3980

0.0050 0.0042 3.1620 0.0050 0.0022 2.9980

0.0025 0.0042 3.1620 0.0025 0.0022 2.9980

0.0010 0.0042 3.1620 0.0010 0.0022 2.9980

0.1000 0.1472 1.1540

0.0500 0.0398 2.1900

0.0250 0.0204 2.3090

6 0.0100 0.0009 3.4640

0.0050 0.0009 3.4640

0.0025 0.0009 3.4640

0.0010 0.0009 3.4640

Table C.1: Critical points, T̂�f3 : : :6; 3 : : : 6g, for the T̂ distribution.
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m, n 7 8 9 10

0.1000 0.0825 1.8640 0.1000 0.1161 1.2890 0.1000 0.0904 1.7320 0.1000 0.1102 1.2630

0.0500 0.0578 1.9980 0.0500 0.0431 1.9340 0.0500 0.0452 1.9410 0.0500 0.0352 1.8940

0.0250 0.0083 2.0700 0.0250 0.0431 1.9340 0.0250 0.0452 1.9410 0.0250 0.0352 1.8940

3 0.0100 0.0083 2.0700 0.0100 0.0059 2.0160 0.0100 0.0046 1.9990 0.0100 0.0038 1.9620

0.0050 0.0083 2.0700 0.0050 0.0059 2.0160 0.0050 0.0046 1.9990 0.0050 0.0038 1.9620

0.0025 0.0083 2.0700 0.0025 0.0059 2.0160 0.0025 0.0046 1.9990 0.0025 0.0038 1.9620

0.0010 0.0083 2.0700 0.0010 0.0059 2.0160 0.0010 0.0046 1.9990 0.0010 0.0038 1.9620

0.1000 0.1070 1.2420 0.1000 0.0913 1.2240 0.1000 0.0947 1.1900 0.1000 0.1354 1.1590

0.0500 0.0460 1.7630 0.0500 0.0311 2.1780 0.0500 0.0488 1.6010 0.0500 0.0509 1.1830

0.0250 0.0339 1.8640 0.0250 0.0248 2.3570 0.0250 0.0210 2.1350 0.0250 0.0312 2.2170

4 0.0100 0.0063 2.4850 0.0100 0.0061 2.4490 0.0100 0.0043 2.3850 0.0100 0.0135 2.3180

0.0050 0.0063 2.4850 0.0050 0.0061 2.4490 0.0050 0.0043 2.3850 0.0050 0.0010 2.3660

0.0025 0.0063 2.4850 0.0025 0.0061 2.4490 0.0025 0.0043 2.3850 0.0025 0.0010 2.3660

0.0010 0.0063 2.4850 0.0010 0.0061 2.4490 0.0010 0.0043 2.3850 0.0010 0.0010 2.3660

0.1000 0.0983 1.6770 0.1000 0.0873 1.4680 0.1000 0.0930 1.6200 0.1000 0.0996 1.3410

0.0500 0.0531 1.7560 0.0500 0.0510 1.6920 0.0500 0.0360 1.6730 0.0500 0.0458 1.6260

0.0250 0.0079 2.7950 0.0250 0.0162 2.1320 0.0250 0.0360 1.6730 0.0250 0.0188 1.9240

5 0.0100 0.0079 2.7950 0.0100 0.0114 2.2590 0.0100 0.0107 2.5710 0.0100 0.0126 2.1730

0.0050 0.0040 2.9270 0.0050 0.0046 2.6650 0.0050 0.0077 2.7210 0.0050 0.0058 2.5810

0.0025 0.0040 2.9270 0.0025 0.0024 2.8240 0.0025 0.0013 2.7880 0.0025 0.0017 2.7160

0.0010 0.0040 2.9270 0.0010 0.0024 2.8240 0.0010 0.0013 2.7880 0.0010 0.0017 2.7160

0.1000 0.0773 1.5260 0.1000 0.1367 1.0800 0.1000 0.0832 1.3480 0.1000 0.1183 1.0320

0.0500 0.0665 1.6520 0.0500 0.0513 1.9610 0.0500 0.0562 1.5660 0.0500 0.0570 1.8970

0.0250 0.0250 2.0560 0.0250 0.0215 2.1600 0.0250 0.0211 2.0860 0.0250 0.0174 2.0650

6 0.0100 0.0144 2.2030 0.0100 0.0026 3.1510 0.0100 0.0055 2.4570 0.0100 0.0035 2.8460

0.0050 0.0041 2.7530 0.0050 0.0026 3.1510 0.0050 0.0050 2.6080 0.0050 0.0035 2.8460

0.0025 0.0024 2.7540 0.0025 0.0026 3.1510 0.0025 0.0014 2.9490 0.0025 0.0028 3.0200

0.0010 0.0006 3.3050 0.0010 0.0011 3.2400 0.0010 0.0008 3.1330 0.0010 0.0007 3.0980

0.1000 0.1303 1.5550 0.1000 0.0997 1.2830 0.1000 0.1161 1.4690 0.1000 0.1045 1.4120

0.0500 0.0693 1.6030 0.0500 0.0601 1.5370 0.0500 0.0679 1.5110 0.0500 0.0364 1.7640

0.0250 0.0148 2.5920 0.0250 0.0266 2.0490 0.0250 0.0199 2.2830 0.0250 0.0295 1.9590

7 0.0100 0.0074 2.6720 0.0100 0.0088 2.3890 0.0100 0.0083 2.5190 0.0100 0.0077 2.4480

0.0050 0.0074 2.6720 0.0050 0.0051 2.5620 0.0050 0.0083 2.5190 0.0050 0.0064 2.4490

0.0025 0.0003 3.7410 0.0025 0.0012 3.0730 0.0025 0.0007 3.4290 0.0025 0.0020 2.8240

0.0010 0.0003 3.7410 0.0010 0.0012 3.0730 0.0010 0.0007 3.4290 0.0010 0.0014 2.9390

0.1000 0.0662 1.7880 0.1000 0.0984 1.3850 0.1000 0.0748 1.5630

0.0500 0.0604 1.9400 0.0500 0.0447 1.7120 0.0500 0.0540 1.8440

0.0250 0.0306 2.0000 0.0250 0.0335 1.9310 0.0250 0.0319 1.8970

8 0.0100 0.0050 2.9100 0.0100 0.0107 2.4140 0.0100 0.0070 2.5740

0.0050 0.0050 2.9100 0.0050 0.0031 2.7710 0.0050 0.0055 2.7660

0.0025 0.0025 3.0000 0.0025 0.0025 2.8970 0.0025 0.0029 2.8460

0.0010 0.0000 4.0000 0.0010 0.0004 3.3800 0.0010 0.0002 3.6880

0.1000 0.0810 1.4140 0.1000 0.0981 1.3690

0.0500 0.0274 2.1080 0.0500 0.0502 1.7400

0.0250 0.0251 2.2860 0.0250 0.0194 2.0220

9 0.0100 0.0125 2.3570 0.0100 0.0143 2.2830

0.0050 0.0015 3.2010 0.0050 0.0045 2.6110

0.0025 0.0015 3.2010 0.0025 0.0024 2.7400

0.0010 0.0008 3.2990 0.0010 0.0010 3.0560

0.1000 0.0894 1.4310

0.0500 0.0398 1.7880

0.0250 0.0117 2.4000

10 0.0100 0.0107 2.6030

0.0050 0.0051 2.6830

0.0025 0.0005 3.4700

0.0010 0.0005 3.4700

Table C.2: Critical points, T̂�f3 : : : 10; 7 : : :10g, for the T̂ distribution.
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m, n 11 12 13 14

0.1000 0.0947 1.7320 0.1000 0.1094 1.2450 0.1000 0.1015 1.7320 0.1000 0.0909 1.2450

0.0500 0.0587 1.8610 0.0500 0.0684 1.7970 0.0500 0.0509 1.8410 0.0500 0.0410 1.8220

0.0250 0.0105 1.9230 0.0250 0.0284 1.8680 0.0250 0.0076 1.8940 0.0250 0.0410 1.8220

3 0.0100 0.0105 1.9230 0.0100 0.0021 1.9250 0.0100 0.0076 1.8940 0.0100 0.0060 1.8680

0.0050 0.0105 1.9230 0.0050 0.0021 1.9250 0.0050 0.0076 1.8940 0.0050 0.0060 1.8680

0.0025 0.0105 1.9230 0.0025 0.0021 1.9250 0.0025 0.0076 1.8940 0.0025 0.0060 1.8680

0.0010 0.0105 1.9230 0.0010 0.0021 1.9250 0.0010 0.0076 1.8940 0.0010 0.0060 1.8680

0.1000 0.0832 1.1570 0.1000 0.1075 1.1330 0.1000 0.1072 1.1110 0.1000 0.0921 1.1150

0.0500 0.0510 1.5820 0.0500 0.0463 1.1540 0.0500 0.0515 1.6110 0.0500 0.0451 1.1330

0.0250 0.0249 2.1100 0.0250 0.0284 2.1820 0.0250 0.0222 2.1490 0.0250 0.0255 2.1560

4 0.0100 0.0161 2.2270 0.0100 0.0095 2.2670 0.0100 0.0072 2.2230 0.0100 0.0067 2.2300

0.0050 0.0029 2.3190 0.0050 0.0006 2.3090 0.0050 0.0072 2.2230 0.0050 0.0067 2.2300

0.0025 0.0029 2.3190 0.0025 0.0006 2.3090 0.0025 0.0003 2.2780 0.0025 0.0003 2.2670

0.0010 0.0029 2.3190 0.0010 0.0006 2.3090 0.0010 0.0003 2.2780 0.0010 0.0003 2.2670

0.1000 0.0781 1.5670 0.1000 0.0994 1.4760 0.1000 0.1183 1.4820 0.1000 0.0980 1.4570

0.0500 0.0285 1.6180 0.0500 0.0657 1.5420 0.0500 0.0644 1.5470 0.0500 0.0587 1.5150

0.0250 0.0285 1.6180 0.0250 0.0208 1.8750 0.0250 0.0239 1.5780 0.0250 0.0223 1.8630

5 0.0100 0.0117 2.5120 0.0100 0.0093 2.3440 0.0100 0.0117 2.4700 0.0100 0.0096 2.4290

0.0050 0.0064 2.6380 0.0050 0.0048 2.5710 0.0050 0.0047 2.5790 0.0050 0.0042 2.5250

0.0025 0.0011 2.6960 0.0025 0.0007 2.6490 0.0025 0.0005 2.6310 0.0025 0.0042 2.5250

0.0010 0.0011 2.6960 0.0010 0.0007 2.6490 0.0010 0.0005 2.6310 0.0010 0.0004 2.5930

0.1000 0.0876 1.3020 0.1000 0.1075 1.0000 0.1000 0.0914 1.2900 0.1000 0.0982 0.9750

0.0500 0.0429 1.7360 0.0500 0.0599 1.8540 0.0500 0.0500 1.6320 0.0500 0.0585 1.8230

0.0250 0.0172 2.0170 0.0250 0.0148 1.9990 0.0250 0.0312 1.9030 0.0250 0.0328 1.9100

6 0.0100 0.0067 2.3080 0.0100 0.0148 1.9990 0.0100 0.0076 2.1510 0.0100 0.0121 1.9510

0.0050 0.0044 2.5220 0.0050 0.0047 2.6110 0.0050 0.0047 2.4530 0.0050 0.0053 2.5880

0.0025 0.0022 2.7700 0.0025 0.0030 2.9310 0.0025 0.0027 2.7210 0.0025 0.0024 2.8660

0.0010 0.0004 3.0290 0.0010 0.0007 3.0000 0.0010 0.0003 2.9460 0.0010 0.0003 2.9270

0.1000 0.1164 1.4130 0.1000 0.1072 1.3680 0.1000 0.1114 1.3730 0.1000 0.1019 1.3360

0.0500 0.0628 1.4500 0.0500 0.0412 1.6140 0.0500 0.0576 1.4060 0.0500 0.0427 1.6000

0.0250 0.0250 2.0480 0.0250 0.0270 1.8920 0.0250 0.0262 2.1650 0.0250 0.0278 1.8420

7 0.0100 0.0078 2.4170 0.0100 0.0075 2.3630 0.0100 0.0071 2.3440 0.0100 0.0067 2.3000

0.0050 0.0078 2.4170 0.0050 0.0066 2.3650 0.0050 0.0071 2.3440 0.0050 0.0060 2.3020

0.0025 0.0013 3.0990 0.0025 0.0025 2.7360 0.0025 0.0014 2.8330 0.0025 0.0025 2.6720

0.0010 0.0011 3.2970 0.0010 0.0008 3.0150 0.0010 0.0009 3.2030 0.0010 0.0010 2.8000

0.1000 0.1062 1.3300 0.1000 0.0838 1.4140 0.1000 0.0949 1.3390 0.1000 0.0930 1.4140

0.0500 0.0488 1.7550 0.0500 0.0584 1.7780 0.0500 0.0515 1.7210 0.0500 0.0532 1.7440

0.0250 0.0348 1.8470 0.0250 0.0313 1.8250 0.0250 0.0302 1.7870 0.0250 0.0254 1.7720

8 0.0100 0.0094 2.3090 0.0100 0.0100 2.3070 0.0100 0.0107 2.2340 0.0100 0.0106 2.5120

0.0050 0.0051 2.4890 0.0050 0.0034 2.7380 0.0050 0.0057 2.5820 0.0050 0.0068 2.6160

0.0025 0.0023 2.7710 0.0025 0.0034 2.7380 0.0025 0.0026 2.6810 0.0025 0.0024 2.6590

0.0010 0.0005 3.1040 0.0010 0.0004 3.3350 0.0010 0.0008 2.8390 0.0010 0.0006 3.1760

0.1000 0.0847 1.3480 0.1000 0.0980 1.3140 0.1000 0.0787 1.3000 0.1000 0.0975 1.2730

0.0500 0.0352 1.8460 0.0500 0.0511 1.6820 0.0500 0.0399 1.7870 0.0500 0.0474 1.6660

0.0250 0.0254 2.1830 0.0250 0.0239 1.8120 0.0250 0.0259 2.1300 0.0250 0.0244 2.0150

9 0.0100 0.0144 2.2470 0.0100 0.0056 2.3570 0.0100 0.0129 2.1680 0.0100 0.0069 2.1490

0.0050 0.0028 2.8430 0.0050 0.0053 2.5230 0.0050 0.0038 2.6790 0.0050 0.0050 2.5470

0.0025 0.0025 3.0480 0.0025 0.0033 2.6300 0.0025 0.0027 2.9820 0.0025 0.0024 2.6920

0.0010 0.0013 3.1460 0.0010 0.0011 3.0670 0.0010 0.0012 3.0350 0.0010 0.0010 2.9720

0.1000 0.1096 1.3020 0.1000 0.0988 1.3740 0.1000 0.1146 1.2540 0.1000 0.0999 1.5250

0.0500 0.0476 1.7360 0.0500 0.0424 1.7120 0.0500 0.0502 1.6720 0.0500 0.0411 1.6560

0.0250 0.0230 1.8970 0.0250 0.0158 2.2350 0.0250 0.0253 1.9870 0.0250 0.0178 2.0380

10 0.0100 0.0077 2.3060 0.0100 0.0109 2.5210 0.0100 0.0099 2.2440 0.0100 0.0115 2.4400

0.0050 0.0056 2.6050 0.0050 0.0059 2.5690 0.0050 0.0062 2.5080 0.0050 0.0056 2.4840

0.0025 0.0017 2.8970 0.0025 0.0010 3.1970 0.0025 0.0022 2.6190 0.0025 0.0014 2.9170

0.0010 0.0008 3.0400 0.0010 0.0010 3.1970 0.0010 0.0013 2.9270 0.0010 0.0010 3.2530

0.1000 0.0920 1.2790 0.1000 0.1163 1.2440 0.1000 0.0977 1.2290 0.1000 0.1165 1.2030

0.0500 0.0415 1.8280 0.0500 0.0551 1.6590 0.0500 0.0497 1.6400 0.0500 0.0480 1.6050

0.0250 0.0176 2.1320 0.0250 0.0264 1.9830 0.0250 0.0204 2.0480 0.0250 0.0228 2.0060

11 0.0100 0.0043 2.7710 0.0100 0.0096 2.1770 0.0100 0.0065 2.4920 0.0100 0.0101 2.3380

0.0050 0.0043 2.7710 0.0050 0.0027 2.5680 0.0050 0.0053 2.8100 0.0050 0.0039 2.4320

0.0025 0.0017 2.9840 0.0025 0.0025 2.7760 0.0025 0.0024 2.8670 0.0025 0.0026 2.8080

0.0010 0.0017 2.9840 0.0010 0.0014 2.9040 0.0010 0.0003 3.4390 0.0010 0.0009 2.9630

0.1000 0.0925 1.6010 0.1000 0.0810 1.2550 0.1000 0.0964 1.5420

0.0500 0.0489 1.6320 0.0500 0.0604 1.5940 0.0500 0.0524 1.5730

0.0250 0.0196 2.1000 0.0250 0.0260 1.9930 0.0250 0.0239 1.8870

12 0.0100 0.0080 2.4490 0.0100 0.0095 2.3920 0.0100 0.0095 2.3600

0.0050 0.0080 2.4490 0.0050 0.0038 2.5430 0.0050 0.0025 2.7320

0.0025 0.0017 3.0320 0.0025 0.0028 2.7900 0.0025 0.0025 2.7320

0.0010 0.0008 3.2650 0.0010 0.0010 3.0870 0.0010 0.0009 3.1470

0.1000 0.1079 1.1760 0.1000 0.0873 1.1770

0.0500 0.0483 1.9230 0.0500 0.0413 1.6350

0.0250 0.0249 1.9610 0.0250 0.0303 1.9170

13 0.0100 0.0088 2.3540 0.0100 0.0121 2.3010

0.0050 0.0035 2.7450 0.0050 0.0050 2.6030

0.0025 0.0035 2.7450 0.0025 0.0015 2.7970

0.0010 0.0005 3.2770 0.0010 0.0011 3.0680

0.1000 0.1056 1.4820

0.0500 0.0595 1.5110

0.0250 0.0233 2.2230

14 0.0100 0.0114 2.2670

0.0050 0.0037 2.5920

0.0025 0.0031 2.9640

0.0010 0.0014 3.0230

Table C.3: Critical points, T̂�f3 : : :14; 11 : : :14g, for the T̂ distribution.
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m, n 15 16 17 18

0.1000 0.1024 1.7320 0.1000 0.0925 1.2340 0.1000 0.1058 1.7320 0.1000 0.0936 1.2250

0.0500 0.0410 1.8270 0.0500 0.0353 1.8110 0.0500 0.0350 1.8160 0.0500 0.0289 1.8020

0.0250 0.0410 1.8270 0.0250 0.0353 1.8110 0.0250 0.0350 1.8160 0.0250 0.0289 1.8020

3 0.0100 0.0048 1.8730 0.0100 0.0040 1.8510 0.0100 0.0033 1.8570 0.0100 0.0029 1.8380

0.0050 0.0048 1.8730 0.0050 0.0040 1.8510 0.0050 0.0033 1.8570 0.0050 0.0029 1.8380

0.0025 0.0048 1.8730 0.0025 0.0040 1.8510 0.0025 0.0033 1.8570 0.0025 0.0029 1.8380

0.0010 0.0048 1.8730 0.0010 0.0040 1.8510 0.0010 0.0033 1.8570 0.0010 0.0029 1.8380

0.1000 0.0946 1.0970 0.1000 0.0810 1.1010 0.1000 0.0868 1.0860 0.1000 0.1015 1.0730

0.0500 0.0511 1.5960 0.0500 0.0462 1.1180 0.0500 0.0525 1.5850 0.0500 0.0519 1.0950

0.0250 0.0207 2.1290 0.0250 0.0231 2.1370 0.0250 0.0199 2.1140 0.0250 0.0299 2.0960

4 0.0100 0.0053 2.1940 0.0100 0.0051 2.2030 0.0100 0.0042 2.1720 0.0100 0.0086 2.1470

0.0050 0.0053 2.1940 0.0050 0.0051 2.2030 0.0050 0.0042 2.1720 0.0050 0.0086 2.1470

0.0025 0.0003 2.2420 0.0025 0.0002 2.2360 0.0025 0.0042 2.1720 0.0025 0.0007 2.1900

0.0010 0.0003 2.2420 0.0010 0.0002 2.2360 0.0010 0.0001 2.2150 0.0010 0.0007 2.1900

0.1000 0.1117 1.4630 0.1000 0.0945 1.4430 0.1000 0.0741 1.4710 0.1000 0.0897 1.4310

0.0500 0.0559 1.5210 0.0500 0.0525 1.4940 0.0500 0.0317 1.5090 0.0500 0.0481 1.4770

0.0250 0.0229 1.5490 0.0250 0.0232 1.8540 0.0250 0.0189 1.5260 0.0250 0.0265 1.5100

5 0.0100 0.0121 2.4390 0.0100 0.0093 2.4050 0.0100 0.0072 2.4520 0.0100 0.0089 2.3860

0.0050 0.0043 2.5350 0.0050 0.0034 2.4900 0.0050 0.0072 2.4520 0.0050 0.0028 2.4620

0.0025 0.0043 2.5350 0.0025 0.0034 2.4900 0.0025 0.0013 2.5150 0.0025 0.0028 2.4620

0.0010 0.0004 2.5810 0.0010 0.0003 2.5510 0.0010 0.0013 2.5150 0.0010 0.0003 2.5180

0.1000 0.0925 1.2810 0.1000 0.0842 0.9570 0.1000 0.0953 1.2750 0.1000 0.0833 0.9420

0.0500 0.0465 1.7900 0.0500 0.0464 1.8330 0.0500 0.0474 1.7720 0.0500 0.0408 1.8110

0.0250 0.0288 1.8680 0.0250 0.0210 1.8790 0.0250 0.0277 1.8410 0.0250 0.0171 1.8510

6 0.0100 0.0086 2.1360 0.0100 0.0080 1.9140 0.0100 0.0090 2.1250 0.0100 0.0078 1.8850

0.0050 0.0051 2.4040 0.0050 0.0055 2.6480 0.0050 0.0048 2.4490 0.0050 0.0057 2.6260

0.0025 0.0018 2.8020 0.0025 0.0036 2.7500 0.0025 0.0015 2.7620 0.0025 0.0034 2.7170

0.0010 0.0003 2.8850 0.0010 0.0010 2.8340 0.0010 0.0015 2.7620 0.0010 0.0007 2.7940

0.1000 0.0872 1.3460 0.1000 0.0968 1.2820 0.1000 0.0791 1.3210 0.1000 0.1155 1.2650

0.0500 0.0453 1.3730 0.0500 0.0448 1.5890 0.0500 0.0444 1.3470 0.0500 0.0531 1.3320

0.0250 0.0242 2.1760 0.0250 0.0236 1.8890 0.0250 0.0232 2.1430 0.0250 0.0246 2.0330

7 0.0100 0.0128 2.2540 0.0100 0.0132 2.1860 0.0100 0.0110 2.2140 0.0100 0.0099 2.1750

0.0050 0.0045 2.2880 0.0050 0.0056 2.2550 0.0050 0.0040 2.2450 0.0050 0.0045 2.2190

0.0025 0.0020 2.7740 0.0025 0.0026 2.6240 0.0025 0.0022 2.7590 0.0025 0.0025 2.6100

0.0010 0.0006 3.1560 0.0010 0.0011 2.9240 0.0010 0.0005 3.1000 0.0010 0.0011 2.9510

0.1000 0.0975 1.3050 0.1000 0.0959 1.4140 0.1000 0.1070 1.2530 0.1000 0.1007 1.4790

0.0500 0.0528 1.6820 0.0500 0.0494 1.6970 0.0500 0.0443 1.6500 0.0500 0.0456 1.6660

0.0250 0.0191 1.8770 0.0250 0.0232 1.7320 0.0250 0.0264 1.7090 0.0250 0.0227 1.6990

8 0.0100 0.0086 2.2530 0.0100 0.0109 2.4650 0.0100 0.0099 2.2150 0.0100 0.0109 2.4280

0.0050 0.0058 2.5240 0.0050 0.0062 2.5580 0.0050 0.0049 2.5060 0.0050 0.0054 2.5120

0.0025 0.0028 2.6130 0.0025 0.0020 2.5980 0.0025 0.0022 2.5620 0.0025 0.0019 2.5490

0.0010 0.0011 2.9440 0.0010 0.0006 2.9760 0.0010 0.0010 2.9230 0.0010 0.0008 2.9590

0.1000 0.0751 1.2640 0.1000 0.0853 1.2450 0.1000 0.1188 1.2170 0.1000 0.1151 1.1920

0.0500 0.0456 1.7710 0.0500 0.0544 1.6190 0.0500 0.0491 1.6660 0.0500 0.0466 1.6260

0.0250 0.0263 2.0730 0.0250 0.0226 2.0040 0.0250 0.0254 2.0280 0.0250 0.0220 1.9640

9 0.0100 0.0121 2.1080 0.0100 0.0077 2.2190 0.0100 0.0117 2.0610 0.0100 0.0082 2.0940

0.0050 0.0044 2.4790 0.0050 0.0053 2.4900 0.0050 0.0053 2.5990 0.0050 0.0052 2.4390

0.0025 0.0025 2.9020 0.0025 0.0024 2.7190 0.0025 0.0027 2.8400 0.0025 0.0019 2.7810

0.0010 0.0009 2.9510 0.0010 0.0007 2.9050 0.0010 0.0010 2.8850 0.0010 0.0009 2.8460

0.1000 0.1047 1.2200 0.1000 0.0999 1.5180 0.1000 0.1062 1.1910 0.1000 0.1008 1.4910

0.0500 0.0493 1.6260 0.0500 0.0393 1.6120 0.0500 0.0469 1.5870 0.0500 0.0382 1.5770

0.0250 0.0270 1.9780 0.0250 0.0207 2.0210 0.0250 0.0226 1.9840 0.0250 0.0232 1.8970

10 0.0100 0.0102 2.3740 0.0100 0.0123 2.3770 0.0100 0.0105 2.3210 0.0100 0.0121 2.3280

0.0050 0.0056 2.4400 0.0050 0.0060 2.4180 0.0050 0.0057 2.3820 0.0050 0.0056 2.3660

0.0025 0.0026 2.7700 0.0025 0.0018 2.8690 0.0025 0.0027 2.7080 0.0025 0.0022 2.6760

0.0010 0.0010 3.0230 0.0010 0.0010 3.1700 0.0010 0.0010 2.9670 0.0010 0.0012 3.1040

0.1000 0.0983 1.1900 0.1000 0.1145 1.1700 0.1000 0.0957 1.1600 0.1000 0.1116 1.1430

0.0500 0.0517 1.8600 0.0500 0.0414 1.6050 0.0500 0.0539 1.8200 0.0500 0.0453 1.5940

0.0250 0.0208 1.9840 0.0250 0.0233 1.9500 0.0250 0.0201 1.9340 0.0250 0.0237 1.9050

11 0.0100 0.0078 2.2720 0.0100 0.0092 2.3400 0.0100 0.0090 2.2530 0.0100 0.0104 2.2860

0.0050 0.0053 2.7290 0.0050 0.0048 2.3920 0.0050 0.0053 2.6620 0.0050 0.0047 2.5770

0.0025 0.0027 2.7780 0.0025 0.0026 2.7300 0.0025 0.0025 2.7080 0.0025 0.0024 2.6690

0.0010 0.0004 3.1390 0.0010 0.0010 3.0360 0.0010 0.0007 3.0900 0.0010 0.0011 2.9710

0.1000 0.0910 1.2420 0.1000 0.0957 1.4960 0.1000 0.0990 1.1540 0.1000 0.0941 1.4600

0.0500 0.0538 1.5430 0.0500 0.0536 1.5270 0.0500 0.0568 1.5020 0.0500 0.0533 1.4900

0.0250 0.0300 1.9280 0.0250 0.0252 2.1450 0.0250 0.0196 1.9690 0.0250 0.0270 2.1010

12 0.0100 0.0112 2.3140 0.0100 0.0100 2.2910 0.0100 0.0097 2.2530 0.0100 0.0100 2.2360

0.0050 0.0049 2.4480 0.0050 0.0031 2.6800 0.0050 0.0051 2.5560 0.0050 0.0038 2.4700

0.0025 0.0029 2.7000 0.0025 0.0024 2.9930 0.0025 0.0021 2.7850 0.0025 0.0025 2.9290

0.0010 0.0009 3.0860 0.0010 0.0010 3.0550 0.0010 0.0009 3.0040 0.0010 0.0012 2.9810

0.1000 0.1124 1.1360 0.1000 0.0926 1.1940 0.1000 0.1125 1.1050 0.1000 0.0954 1.1850

0.0500 0.0511 1.8570 0.0500 0.0475 1.4930 0.0500 0.0464 1.8080 0.0500 0.0513 1.6790

0.0250 0.0263 1.8940 0.0250 0.0321 1.8590 0.0250 0.0283 1.8420 0.0250 0.0202 1.8970

13 0.0100 0.0099 2.4530 0.0100 0.0073 2.2470 0.0100 0.0098 2.5270 0.0100 0.0092 2.2130

0.0050 0.0037 2.6520 0.0050 0.0047 2.5680 0.0050 0.0049 2.5790 0.0050 0.0051 2.5370

0.0025 0.0037 2.6520 0.0025 0.0019 2.6980 0.0025 0.0013 2.6950 0.0025 0.0025 2.6200

0.0010 0.0008 3.1540 0.0010 0.0010 2.9750 0.0010 0.0010 3.2490 0.0010 0.0009 3.0220

0.1000 0.0968 1.1630 0.1000 0.0908 1.4360 0.1000 0.1025 1.3240 0.1000 0.1056 1.4050

0.0500 0.0452 1.5570 0.0500 0.0634 1.4630 0.0500 0.0494 1.4400 0.0500 0.0622 1.4250

0.0250 0.0194 1.8690 0.0250 0.0271 2.1520 0.0250 0.0236 1.8590 0.0250 0.0269 2.1080

14 0.0100 0.0064 2.3610 0.0100 0.0135 2.1950 0.0100 0.0080 2.1690 0.0100 0.0137 2.1380

0.0050 0.0049 2.5240 0.0050 0.0045 2.3330 0.0050 0.0046 2.5160 0.0050 0.0053 2.7170

0.0025 0.0020 2.7130 0.0025 0.0029 2.8720 0.0025 0.0024 2.7910 0.0025 0.0017 2.8500

0.0010 0.0014 2.9600 0.0010 0.0004 3.3860 0.0010 0.0008 2.9350 0.0010 0.0005 3.3960

Table C.4: Critical points, T̂�f3 : : :14; 15 : : :18g, for the T̂ distribution.
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m, n 15 16 17 18

0.1000 0.1200 1.0950 0.1000 0.1011 1.3050 0.1000 0.0787 1.3310 0.1000 0.1027 1.3470

0.0500 0.0590 1.7900 0.0500 0.0504 1.6400 0.0500 0.0508 1.7470 0.0500 0.0515 1.6890

0.0250 0.0318 1.8250 0.0250 0.0224 1.8080 0.0250 0.0165 2.0890 0.0250 0.0252 1.9230

15 0.0100 0.0111 2.5060 0.0100 0.0089 2.2840 0.0100 0.0106 2.4460 0.0100 0.0098 2.3570

0.0050 0.0053 2.5560 0.0050 0.0067 2.5050 0.0050 0.0066 2.4790 0.0050 0.0035 2.5290

0.0025 0.0013 2.8180 0.0025 0.0024 2.7750 0.0025 0.0024 2.8690 0.0025 0.0025 2.7850

0.0010 0.0011 3.2220 0.0010 0.0008 2.9520 0.0010 0.0008 3.1880 0.0010 0.0010 2.8850

0.1000 0.1167 1.3940 0.1000 0.0987 1.3440 0.1000 0.1014 1.3560

0.0500 0.0381 1.7650 0.0500 0.0479 1.6810 0.0500 0.0429 1.6150

0.0250 0.0301 2.0920 0.0250 0.0255 2.0150 0.0250 0.0268 2.0340

16 0.0100 0.0060 2.5290 0.0100 0.0105 2.3510 0.0100 0.0078 2.3140

0.0050 0.0047 2.7890 0.0050 0.0043 2.5300 0.0050 0.0049 2.7120

0.0025 0.0023 2.8280 0.0025 0.0030 2.7750 0.0025 0.0029 2.7480

0.0010 0.0004 3.1620 0.0010 0.0009 3.0260 0.0010 0.0008 3.0910

0.1000 0.0853 1.3170 0.1000 0.1002 1.3050

0.0500 0.0380 1.7140 0.0500 0.0488 1.6840

0.0250 0.0183 1.9970 0.0250 0.0244 1.9580

17 0.0100 0.0072 2.4000 0.0100 0.0093 2.2940

0.0050 0.0072 2.4000 0.0050 0.0046 2.3770

0.0025 0.0026 2.9280 0.0025 0.0034 2.6940

0.0010 0.0010 3.0860 0.0010 0.0011 3.0310

0.1000 0.0784 1.3330

0.0500 0.0474 1.5360

0.0250 0.0201 1.9990

18 0.0100 0.0088 2.2180

0.0050 0.0032 2.6660

0.0025 0.0032 2.6660

0.0010 0.0011 3.1620

Table C.5: Critical points, T̂�f15 : : :18; 15 : : :18g, for the T̂ distribution.
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m, n 19 20 21 22

0.1000 0.0954 1.7600 0.1000 0.0964 1.2180 0.1000 0.0938 1.7570 0.1000 0.0997 1.2020

0.0500 0.0467 1.7910 0.0500 0.0729 1.7620 0.0500 0.0406 1.7850 0.0500 0.0345 1.7780

0.0250 0.0063 1.8230 0.0250 0.0258 1.7950 0.0250 0.0406 1.7850 0.0250 0.0345 1.7780

3 0.0100 0.0063 1.8230 0.0100 0.0022 1.8270 0.0100 0.0054 1.8140 0.0100 0.0044 1.8030

0.0050 0.0063 1.8230 0.0050 0.0022 1.8270 0.0050 0.0054 1.8140 0.0050 0.0044 1.8030

0.0025 0.0063 1.8230 0.0025 0.0022 1.8270 0.0025 0.0054 1.8140 0.0025 0.0044 1.8030

0.0010 0.0063 1.8230 0.0010 0.0022 1.8270 0.0010 0.0054 1.8140 0.0010 0.0044 1.8030

0.1000 0.0803 1.0770 0.1000 0.0902 1.0660 0.1000 0.0945 1.0570 0.1000 0.0840 1.0600

0.0500 0.0526 1.5760 0.0500 0.0511 1.0860 0.0500 0.0465 1.5860 0.0500 0.0516 1.0780

0.0250 0.0186 2.1020 0.0250 0.0271 2.0860 0.0250 0.0228 2.0740 0.0250 0.0243 2.0790

4 0.0100 0.0033 2.1540 0.0100 0.0074 2.1320 0.0100 0.0058 2.1140 0.0100 0.0055 2.1200

0.0050 0.0033 2.1540 0.0050 0.0074 2.1320 0.0050 0.0058 2.1140 0.0050 0.0055 2.1200

0.0025 0.0033 2.1540 0.0025 0.0006 2.1720 0.0025 0.0004 2.1510 0.0025 0.0003 2.1560

0.0010 0.0001 2.1930 0.0010 0.0006 2.1720 0.0010 0.0004 2.1510 0.0010 0.0003 2.1560

0.1000 0.1205 1.4180 0.1000 0.1037 1.4070 0.1000 0.1118 1.4110 0.1000 0.0994 1.4010

0.0500 0.0652 1.4580 0.0500 0.0606 1.4420 0.0500 0.0572 1.4470 0.0500 0.0555 1.4330

0.0250 0.0289 1.4920 0.0250 0.0240 1.4960 0.0250 0.0268 1.4780 0.0250 0.0254 1.8270

5 0.0100 0.0058 2.4300 0.0100 0.0111 2.3450 0.0100 0.0135 2.3510 0.0100 0.0110 2.3350

0.0050 0.0058 2.4300 0.0050 0.0045 2.4030 0.0050 0.0048 2.4120 0.0050 0.0042 2.3880

0.0025 0.0009 2.4860 0.0025 0.0006 2.4570 0.0025 0.0006 2.4630 0.0025 0.0042 2.3880

0.0010 0.0009 2.4860 0.0010 0.0006 2.4570 0.0010 0.0006 2.4630 0.0010 0.0006 2.4370

0.1000 0.0992 0.9330 0.1000 0.1122 0.9200 0.1000 0.0988 1.2570 0.1000 0.1067 0.9110

0.0500 0.0538 1.7340 0.0500 0.0383 1.7940 0.0500 0.0547 1.7240 0.0500 0.0628 1.7290

0.0250 0.0179 1.8350 0.0250 0.0160 1.8290 0.0250 0.0171 1.8160 0.0250 0.0344 1.7790

6 0.0100 0.0099 2.1020 0.0100 0.0083 1.8610 0.0100 0.0101 2.0960 0.0100 0.0083 1.8420

0.0050 0.0050 2.5220 0.0050 0.0061 2.6080 0.0050 0.0048 2.5860 0.0050 0.0058 2.5940

0.0025 0.0026 2.6800 0.0025 0.0028 2.6910 0.0025 0.0025 2.6590 0.0025 0.0025 2.6690

0.0010 0.0007 2.7530 0.0010 0.0006 2.7610 0.0010 0.0005 2.7250 0.0010 0.0004 2.7330

0.1000 0.1211 1.2700 0.1000 0.1108 1.2520 0.1000 0.1143 1.2570 0.1000 0.1070 1.2410

0.0500 0.0427 1.3260 0.0500 0.0524 1.3130 0.0500 0.0438 1.3090 0.0500 0.0500 1.5570

0.0250 0.0220 2.1170 0.0250 0.0259 2.0190 0.0250 0.0204 2.0960 0.0250 0.0273 2.0070

7 0.0100 0.0100 2.1820 0.0100 0.0089 2.1480 0.0100 0.0087 2.1420 0.0100 0.0092 2.1250

0.0050 0.0042 2.2100 0.0050 0.0044 2.1880 0.0050 0.0038 2.1820 0.0050 0.0050 2.1630

0.0025 0.0027 2.8560 0.0025 0.0026 2.5780 0.0025 0.0028 2.8360 0.0025 0.0024 2.5950

0.0010 0.0007 3.0540 0.0010 0.0011 2.9210 0.0010 0.0016 2.9350 0.0010 0.0013 2.8970

0.1000 0.1049 1.2330 0.1000 0.1028 1.4730 0.1000 0.1058 1.2180 0.1000 0.1053 1.4680

0.0500 0.0405 1.6230 0.0500 0.0402 1.6410 0.0500 0.0402 1.6010 0.0500 0.0371 1.6200

0.0250 0.0251 1.6800 0.0250 0.0216 1.6730 0.0250 0.0264 1.6560 0.0250 0.0220 1.6510

8 0.0100 0.0105 2.2960 0.0100 0.0103 2.3980 0.0100 0.0088 2.3610 0.0100 0.0106 2.3730

0.0050 0.0046 2.4670 0.0050 0.0046 2.4620 0.0050 0.0047 2.4360 0.0050 0.0048 2.4310

0.0025 0.0021 2.5190 0.0025 0.0018 2.5090 0.0025 0.0022 2.4830 0.0025 0.0016 2.4770

0.0010 0.0010 2.8780 0.0010 0.0009 2.9460 0.0010 0.0011 2.8420 0.0010 0.0009 2.9360

0.1000 0.1109 1.1950 0.1000 0.1110 1.1730 0.1000 0.1053 1.1780 0.1000 0.1064 1.1580

0.0500 0.0505 1.7490 0.0500 0.0480 1.5990 0.0500 0.0506 1.8210 0.0500 0.0501 1.5760

0.0250 0.0236 1.9830 0.0250 0.0214 1.9310 0.0250 0.0223 1.9530 0.0250 0.0208 1.9050

9 0.0100 0.0112 2.0230 0.0100 0.0090 2.0850 0.0100 0.0108 1.9920 0.0100 0.0102 2.1600

0.0050 0.0049 2.6920 0.0050 0.0054 2.4000 0.0050 0.0051 2.6590 0.0050 0.0051 2.5200

0.0025 0.0024 2.7760 0.0025 0.0019 2.7380 0.0025 0.0026 2.7490 0.0025 0.0022 2.7030

0.0010 0.0009 2.8320 0.0010 0.0008 2.7800 0.0010 0.0009 2.7880 0.0010 0.0009 2.7590

0.1000 0.0924 1.2640 0.1000 0.0979 1.4200 0.1000 0.1014 1.3220 0.1000 0.1098 1.4210

0.0500 0.0447 1.5560 0.0500 0.0385 1.5490 0.0500 0.0458 1.5300 0.0500 0.0517 1.5090

0.0250 0.0273 1.8990 0.0250 0.0246 2.1010 0.0250 0.0249 1.8970 0.0250 0.0261 2.0510

10 0.0100 0.0104 2.2790 0.0100 0.0115 2.2880 0.0100 0.0108 2.2450 0.0100 0.0092 2.2570

0.0050 0.0055 2.3350 0.0050 0.0054 2.3230 0.0050 0.0058 2.2970 0.0050 0.0043 2.2880

0.0025 0.0022 2.7240 0.0025 0.0027 2.8020 0.0025 0.0024 2.6440 0.0025 0.0025 2.8420

0.0010 0.0010 3.0390 0.0010 0.0013 3.0510 0.0010 0.0008 2.9930 0.0010 0.0008 3.0100

0.1000 0.0928 1.1360 0.1000 0.1009 1.1220 0.1000 0.0848 1.1160 0.1000 0.1021 1.1040

0.0500 0.0548 1.7880 0.0500 0.0496 1.5070 0.0500 0.0504 1.7880 0.0500 0.0518 1.6540

0.0250 0.0204 1.8940 0.0250 0.0232 1.8690 0.0250 0.0312 1.8400 0.0250 0.0229 1.8390

11 0.0100 0.0095 2.4350 0.0100 0.0099 2.2440 0.0100 0.0108 2.4090 0.0100 0.0102 2.2080

0.0050 0.0063 2.6080 0.0050 0.0050 2.5540 0.0050 0.0050 2.5690 0.0050 0.0048 2.4870

0.0025 0.0028 2.6520 0.0025 0.0025 2.6180 0.0025 0.0021 2.6050 0.0025 0.0025 2.5760

0.0010 0.0009 2.8770 0.0010 0.0009 2.9910 0.0010 0.0011 3.0980 0.0010 0.0011 2.8750

0.1000 0.0984 1.3220 0.1000 0.1123 1.3990 0.1000 0.1013 1.3480 0.1000 0.1103 1.3780

0.0500 0.0429 1.5290 0.0500 0.0496 1.4600 0.0500 0.0459 1.4530 0.0500 0.0487 1.4350

0.0250 0.0226 1.9450 0.0250 0.0273 2.0990 0.0250 0.0251 1.8250 0.0250 0.0272 2.0670

12 0.0100 0.0107 2.2040 0.0100 0.0091 2.1900 0.0100 0.0101 2.1630 0.0100 0.0090 2.1530

0.0050 0.0050 2.5700 0.0050 0.0047 2.4290 0.0050 0.0047 2.5220 0.0050 0.0048 2.6500

0.0025 0.0027 2.7370 0.0025 0.0026 2.8800 0.0025 0.0027 2.6970 0.0025 0.0021 2.8310

0.0010 0.0010 2.9380 0.0010 0.0010 2.9210 0.0010 0.0011 2.8840 0.0010 0.0009 2.8700

0.1000 0.1072 1.0790 0.1000 0.0985 1.1570 0.1000 0.1070 1.0580 0.1000 0.0994 1.2520

0.0500 0.0497 1.7740 0.0500 0.0536 1.6500 0.0500 0.0488 1.7390 0.0500 0.0472 1.6820

0.0250 0.0272 1.7990 0.0250 0.0219 1.8740 0.0250 0.0271 1.7640 0.0250 0.0232 1.7570

13 0.0100 0.0097 2.4840 0.0100 0.0100 2.1870 0.0100 0.0091 2.4350 0.0100 0.0104 2.2780

0.0050 0.0044 2.5190 0.0050 0.0053 2.4830 0.0050 0.0042 2.4700 0.0050 0.0052 2.4380

0.0025 0.0016 2.7990 0.0025 0.0026 2.7630 0.0025 0.0019 2.6290 0.0025 0.0026 2.7170

0.0010 0.0010 3.1940 0.0010 0.0010 2.9710 0.0010 0.0010 3.1380 0.0010 0.0009 3.0290

0.1000 0.0987 1.3560 0.1000 0.0951 1.3760 0.1000 0.0980 1.3280 0.1000 0.1008 1.3480

0.0500 0.0495 1.6950 0.0500 0.0401 1.7000 0.0500 0.0507 1.6600 0.0500 0.0427 1.6910

0.0250 0.0262 1.9480 0.0250 0.0238 2.0640 0.0250 0.0237 1.9880 0.0250 0.0259 2.0220

14 0.0100 0.0095 2.1380 0.0100 0.0064 2.4030 0.0100 0.0100 2.2360 0.0100 0.0074 2.2550

0.0050 0.0039 2.5370 0.0050 0.0054 2.6620 0.0050 0.0045 2.4150 0.0050 0.0046 2.6960

0.0025 0.0025 2.8060 0.0025 0.0019 2.7870 0.0025 0.0025 2.7480 0.0025 0.0021 2.7350

0.0010 0.0010 2.9220 0.0010 0.0006 3.1750 0.0010 0.0011 3.0100 0.0010 0.0008 2.9750

Table C.6: Critical points, T̂�f3 : : :14; 19 : : :22g, for the T̂ distribution.
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m, n 19 20 21 22

0.1000 0.0824 1.3790 0.1000 0.1008 1.3220 0.1000 0.0873 1.3700 0.1000 0.1018 1.3080

0.0500 0.0531 1.7040 0.0500 0.0543 1.6520 0.0500 0.0537 1.6690 0.0500 0.0537 1.6360

0.0250 0.0190 1.9300 0.0250 0.0255 1.9730 0.0250 0.0202 1.9190 0.0250 0.0261 1.9630

15 0.0100 0.0116 2.3860 0.0100 0.0110 2.3140 0.0100 0.0122 2.3360 0.0100 0.0112 2.2900

0.0050 0.0067 2.4170 0.0050 0.0042 2.4620 0.0050 0.0069 2.3660 0.0050 0.0047 2.4150

0.0025 0.0025 2.7490 0.0025 0.0031 2.7210 0.0025 0.0025 2.9040 0.0025 0.0029 2.6710

0.0010 0.0008 3.1080 0.0010 0.0010 3.0610 0.0010 0.0007 3.0420 0.0010 0.0009 3.0050

0.1000 0.1032 1.3110 0.1000 0.1024 1.3240 0.1000 0.1066 1.2950 0.1000 0.1065 1.2970

0.0500 0.0516 1.6390 0.0500 0.0456 1.6030 0.0500 0.0494 1.6540 0.0500 0.0502 1.6930

0.0250 0.0258 1.9670 0.0250 0.0282 1.9860 0.0250 0.0231 1.9850 0.0250 0.0307 1.9460

16 0.0100 0.0102 2.2950 0.0100 0.0085 2.2830 0.0100 0.0108 2.3160 0.0100 0.0101 2.3900

0.0050 0.0047 2.4550 0.0050 0.0049 2.6480 0.0050 0.0055 2.5910 0.0050 0.0061 2.5950

0.0025 0.0031 2.7030 0.0025 0.0028 2.6830 0.0025 0.0020 2.6740 0.0025 0.0034 2.6280

0.0010 0.0010 3.0410 0.0010 0.0009 2.8540 0.0010 0.0010 2.9780 0.0010 0.0009 3.2390

0.1000 0.0908 1.2570 0.1000 0.0964 1.3150 0.1000 0.0965 1.2120 0.1000 0.0998 1.2870

0.0500 0.0586 1.6470 0.0500 0.0505 1.6440 0.0500 0.0428 1.6310 0.0500 0.0505 1.6090

0.0250 0.0224 1.8290 0.0250 0.0257 1.9730 0.0250 0.0250 1.9410 0.0250 0.0259 1.9310

17 0.0100 0.0091 2.3360 0.0100 0.0115 2.3020 0.0100 0.0094 2.2830 0.0100 0.0095 2.2540

0.0050 0.0037 2.5280 0.0050 0.0049 2.6310 0.0050 0.0041 2.4960 0.0050 0.0048 2.5750

0.0025 0.0028 2.9630 0.0025 0.0026 2.7820 0.0025 0.0023 2.8980 0.0025 0.0023 2.8280

0.0010 0.0012 3.0040 0.0010 0.0007 3.0670 0.0010 0.0014 2.9360 0.0010 0.0009 2.9960

0.1000 0.0962 1.3110 0.1000 0.1110 1.2820 0.1000 0.0995 1.2810 0.1000 0.1148 1.2540

0.0500 0.0525 1.6390 0.0500 0.0498 1.8460 0.0500 0.0563 1.6010 0.0500 0.0492 1.8150

0.0250 0.0254 1.9670 0.0250 0.0227 1.9490 0.0250 0.0272 1.9210 0.0250 0.0238 1.9060

18 0.0100 0.0112 2.2950 0.0100 0.0100 2.4700 0.0100 0.0076 2.2840 0.0100 0.0108 2.4200

0.0050 0.0054 2.5640 0.0050 0.0043 2.5990 0.0050 0.0050 2.5620 0.0050 0.0042 2.5420

0.0025 0.0022 2.7590 0.0025 0.0016 2.8900 0.0025 0.0025 2.8190 0.0025 0.0016 2.6980

0.0010 0.0008 3.0650 0.0010 0.0011 3.2050 0.0010 0.0009 2.9870 0.0010 0.0010 3.1360

0.1000 0.0985 1.2460 0.1000 0.1040 1.2770 0.1000 0.1009 1.4230 0.1000 0.1085 1.2490

0.0500 0.0459 1.6220 0.0500 0.0564 1.5970 0.0500 0.0484 1.5830 0.0500 0.0589 1.5610

0.0250 0.0253 2.0310 0.0250 0.0289 1.9160 0.0250 0.0250 2.1060 0.0250 0.0202 1.9130

19 0.0100 0.0102 2.2710 0.0100 0.0074 2.2490 0.0100 0.0113 2.2160 0.0100 0.0084 2.1860

0.0050 0.0043 2.4290 0.0050 0.0053 2.5550 0.0050 0.0050 2.5610 0.0050 0.0063 2.4980

0.0025 0.0033 2.8800 0.0025 0.0024 2.8100 0.0025 0.0021 2.8490 0.0025 0.0022 2.8100

0.0010 0.0005 3.1920 0.0010 0.0009 2.9860 0.0010 0.0007 3.1310 0.0010 0.0010 3.0490

0.1000 0.0876 1.2640 0.1000 0.1071 1.2460 0.1000 0.0914 1.2350

0.0500 0.0537 1.8000 0.0500 0.0418 1.6450 0.0500 0.0472 1.8280

0.0250 0.0249 1.8970 0.0250 0.0201 1.9200 0.0250 0.0271 1.8530

20 0.0100 0.0106 2.4950 0.0100 0.0091 2.1940 0.0100 0.0089 2.4380

0.0050 0.0052 2.5290 0.0050 0.0062 2.4920 0.0050 0.0058 2.4710

0.0025 0.0021 2.6310 0.0025 0.0024 2.7590 0.0025 0.0025 2.9350

0.0010 0.0007 3.1620 0.0010 0.0010 3.0450 0.0010 0.0011 3.0890

0.1000 0.1013 1.4630 0.1000 0.1132 1.2160

0.0500 0.0528 1.5430 0.0500 0.0452 1.6070

0.0250 0.0253 2.1300 0.0250 0.0234 1.8750

21 0.0100 0.0063 2.3100 0.0100 0.0103 2.2750

0.0050 0.0049 2.7390 0.0050 0.0046 2.5590

0.0025 0.0024 2.7770 0.0025 0.0031 2.7370

0.0010 0.0009 3.0360 0.0010 0.0010 3.0410

0.1000 0.0949 1.2060

0.0500 0.0498 1.7900

0.0250 0.0295 1.8090

22 0.0100 0.0132 2.3870

0.0050 0.0067 2.4120

0.0025 0.0026 2.9840

0.0010 0.0012 3.0150

Table C.7: Critical points, T̂�f15 : : :22; 19 : : :22g, for the T̂ distribution.

139



m, n 23 24 25

0.1000 0.1106 1.7320 0.1000 0.0999 1.1980 0.1000 0.1107 1.7320

0.0500 0.0344 1.7810 0.0500 0.0301 1.7740 0.0500 0.0303 1.7770

0.0250 0.0344 1.7810 0.0250 0.0301 1.7740 0.0250 0.0303 1.7770

3 0.0100 0.0039 1.8070 0.0100 0.0032 1.7970 0.0100 0.0033 1.8010

0.0050 0.0039 1.8070 0.0050 0.0032 1.7970 0.0050 0.0033 1.8010

0.0025 0.0039 1.8070 0.0025 0.0032 1.7970 0.0025 0.0033 1.8010

0.0010 0.0039 1.8070 0.0010 0.0032 1.7970 0.0010 0.0033 1.8010

0.1000 0.0861 1.0520 0.1000 0.0791 1.0550 0.1000 0.0809 1.0480

0.0500 0.0538 1.5510 0.0500 0.0499 2.0000 0.0500 0.0469 1.5720

0.0250 0.0212 2.0680 0.0250 0.0229 2.0720 0.0250 0.0194 2.0620

4 0.0100 0.0047 2.1040 0.0100 0.0047 2.1100 0.0100 0.0041 2.0960

0.0050 0.0047 2.1040 0.0050 0.0047 2.1100 0.0050 0.0041 2.0960

0.0025 0.0003 2.1380 0.0025 0.0003 2.1440 0.0025 0.0041 2.0960

0.0010 0.0003 2.1380 0.0010 0.0003 2.1440 0.0010 0.0003 2.1270

0.1000 0.1064 1.4050 0.1000 0.0958 1.3960 0.1000 0.1013 1.4000

0.0500 0.0519 1.4380 0.0500 0.0512 1.4250 0.0500 0.0489 1.4300

0.0250 0.0261 1.4660 0.0250 0.0249 1.4710 0.0250 0.0253 1.4570

5 0.0100 0.0132 2.3410 0.0100 0.0101 2.3270 0.0100 0.0122 2.3330

0.0050 0.0044 2.3970 0.0050 0.0033 2.3760 0.0050 0.0033 2.3840

0.0025 0.0044 2.3970 0.0025 0.0033 2.3760 0.0025 0.0033 2.3840

0.0010 0.0005 2.4440 0.0010 0.0004 2.4210 0.0010 0.0004 2.4280

0.1000 0.1001 0.9140 0.1000 0.1036 0.9030 0.1000 0.1005 1.2520

0.0500 0.0538 1.7160 0.0500 0.0609 1.7210 0.0500 0.0526 1.7090

0.0250 0.0313 1.7600 0.0250 0.0318 1.7670 0.0250 0.0289 1.7500

6 0.0100 0.0104 2.1450 0.0100 0.0088 1.8250 0.0100 0.0101 2.1370

0.0050 0.0048 2.5740 0.0050 0.0058 2.5820 0.0050 0.0045 2.5640

0.0025 0.0022 2.6410 0.0025 0.0024 2.6510 0.0025 0.0020 2.6250

0.0010 0.0004 2.7010 0.0010 0.0004 2.7110 0.0010 0.0003 2.6820

0.1000 0.1075 1.2470 0.1000 0.1014 1.2320 0.1000 0.1233 1.2200

0.0500 0.0439 1.2940 0.0500 0.0497 1.5530 0.0500 0.0487 1.2680

0.0250 0.0193 2.0790 0.0250 0.0273 1.9970 0.0250 0.0237 2.0340

7 0.0100 0.0079 2.1200 0.0100 0.0081 2.1060 0.0100 0.0109 2.0820

0.0050 0.0040 2.1580 0.0050 0.0050 2.1420 0.0050 0.0047 2.1210

0.0025 0.0028 2.8200 0.0025 0.0024 2.5700 0.0025 0.0028 2.7780

0.0010 0.0015 2.9100 0.0010 0.0010 2.8760 0.0010 0.0015 2.8480

0.1000 0.0966 1.2270 0.1000 0.0990 1.4980 0.1000 0.0980 1.2140

0.0500 0.0602 1.5600 0.0500 0.0468 1.5850 0.0500 0.0587 1.5490

0.0250 0.0260 1.6370 0.0250 0.0260 1.6180 0.0250 0.0251 1.8210

8 0.0100 0.0084 2.3410 0.0100 0.0122 2.3140 0.0100 0.0086 2.3240

0.0050 0.0042 2.4090 0.0050 0.0064 2.3770 0.0050 0.0043 2.3870

0.0025 0.0022 2.4540 0.0025 0.0026 2.4280 0.0025 0.0022 2.4290

0.0010 0.0009 2.8280 0.0010 0.0011 2.9970 0.0010 0.0010 2.8280

0.1000 0.0846 1.1640 0.1000 0.1038 1.1460 0.1000 0.0809 1.1510

0.0500 0.0532 1.7830 0.0500 0.0503 1.5580 0.0500 0.0554 1.7730

0.0250 0.0294 1.9010 0.0250 0.0199 1.8830 0.0250 0.0275 1.8830

9 0.0100 0.0090 1.9650 0.0100 0.0100 2.2230 0.0100 0.0094 1.9430

0.0050 0.0061 2.5820 0.0050 0.0053 2.5040 0.0050 0.0061 2.5620

0.0025 0.0014 2.7160 0.0025 0.0019 2.6740 0.0025 0.0033 2.6370

0.0010 0.0014 2.7250 0.0010 0.0009 2.7260 0.0010 0.0013 2.6960

0.1000 0.0989 1.3500 0.1000 0.1084 1.4080 0.1000 0.1010 1.3630

0.0500 0.0439 1.5090 0.0500 0.0504 1.4850 0.0500 0.0438 1.4910

0.0250 0.0246 1.8860 0.0250 0.0269 2.0380 0.0250 0.0253 1.8650

10 0.0100 0.0102 2.2160 0.0100 0.0085 2.2280 0.0100 0.0104 2.1920

0.0050 0.0043 2.3040 0.0050 0.0044 2.2580 0.0050 0.0049 2.2970

0.0025 0.0025 2.6420 0.0025 0.0030 2.8160 0.0025 0.0025 2.6250

0.0010 0.0009 2.9550 0.0010 0.0007 2.9810 0.0010 0.0009 2.9230

0.1000 0.0839 1.0990 0.1000 0.1051 1.0880 0.1000 0.1117 1.0740

0.0500 0.0480 1.7280 0.0500 0.0540 1.6420 0.0500 0.0455 1.7050

0.0250 0.0289 1.8130 0.0250 0.0223 1.8130 0.0250 0.0272 1.7900

11 0.0100 0.0110 2.3840 0.0100 0.0097 2.2020 0.0100 0.0114 2.3630

0.0050 0.0046 2.5310 0.0050 0.0050 2.4830 0.0050 0.0043 2.4990

0.0025 0.0021 2.5660 0.0025 0.0027 2.5400 0.0025 0.0021 2.5320

0.0010 0.0010 3.0650 0.0010 0.0010 2.9030 0.0010 0.0011 3.0380

0.1000 0.1022 1.3320 0.1000 0.1053 1.3600 0.1000 0.0955 1.3380

0.0500 0.0471 1.4200 0.0500 0.0478 1.4140 0.0500 0.0490 1.4980

0.0250 0.0262 1.9080 0.0250 0.0262 2.0410 0.0250 0.0275 1.9400

12 0.0100 0.0106 2.1290 0.0100 0.0087 2.1210 0.0100 0.0104 2.1010

0.0050 0.0051 2.4820 0.0050 0.0052 2.6220 0.0050 0.0049 2.4520

0.0025 0.0022 2.7410 0.0025 0.0021 2.7900 0.0025 0.0029 2.6770

0.0010 0.0012 2.8380 0.0010 0.0009 2.8280 0.0010 0.0010 2.8020

0.1000 0.1035 1.0400 0.1000 0.0999 1.2720 0.1000 0.1041 1.0250

0.0500 0.0454 1.7110 0.0500 0.0559 1.6350 0.0500 0.0441 1.6860

0.0250 0.0266 1.7340 0.0250 0.0248 1.7350 0.0250 0.0268 1.7090

13 0.0100 0.0089 2.3950 0.0100 0.0109 2.2890 0.0100 0.0089 2.3600

0.0050 0.0041 2.4280 0.0050 0.0050 2.4040 0.0050 0.0046 2.3930

0.0025 0.0018 2.6180 0.0025 0.0027 2.6980 0.0025 0.0026 2.8470

0.0010 0.0009 3.0790 0.0010 0.0009 3.0350 0.0010 0.0010 3.0430

0.1000 0.0946 1.3190 0.1000 0.0960 1.3260 0.1000 0.0934 1.2990

0.0500 0.0503 1.6580 0.0500 0.0451 1.6030 0.0500 0.0517 1.6340

0.0250 0.0236 1.9780 0.0250 0.0255 1.9890 0.0250 0.0238 1.9480

14 0.0100 0.0097 2.3080 0.0100 0.0081 2.2460 0.0100 0.0101 2.2870

0.0050 0.0053 2.4610 0.0050 0.0042 2.6530 0.0050 0.0053 2.5330

0.0025 0.0022 2.7040 0.0025 0.0019 2.6900 0.0025 0.0024 2.6260

0.0010 0.0010 2.9840 0.0010 0.0008 2.8070 0.0010 0.0010 2.9950

Table C.8: Critical points, T̂�f3 : : :14; 23 : : :25g, for the T̂ distribution.

140



m, n 23 24 25

0.1000 0.0924 1.2900 0.1000 0.1032 1.2870 0.1000 0.0942 1.2900

0.0500 0.0549 1.6390 0.0500 0.0554 1.6090 0.0500 0.0542 1.6130

0.0250 0.0223 1.9090 0.0250 0.0266 1.9310 0.0250 0.0240 1.8070

15 0.0100 0.0122 2.2940 0.0100 0.0113 2.2530 0.0100 0.0124 2.2590

0.0050 0.0034 2.4540 0.0050 0.0049 2.5610 0.0050 0.0037 2.4440

0.0025 0.0029 2.8570 0.0025 0.0026 2.6850 0.0025 0.0029 2.8170

0.0010 0.0008 2.9860 0.0010 0.0010 2.9540 0.0010 0.0010 2.9390

0.1000 0.1071 1.2720 0.1000 0.1045 1.2750 0.1000 0.1071 1.2520

0.0500 0.0519 1.6220 0.0500 0.0503 1.7680 0.0500 0.0537 1.5960

0.0250 0.0232 1.9470 0.0250 0.0196 1.9360 0.0250 0.0237 1.9150

16 0.0100 0.0113 2.2720 0.0100 0.0096 2.4370 0.0100 0.0104 2.2350

0.0050 0.0042 2.5960 0.0050 0.0063 2.5500 0.0050 0.0057 2.5040

0.0025 0.0022 2.6380 0.0025 0.0035 2.5810 0.0025 0.0026 2.7230

0.0010 0.0010 2.9310 0.0010 0.0012 3.0860 0.0010 0.0011 3.0250

0.1000 0.0992 1.1640 0.1000 0.1035 1.2640 0.1000 0.1000 1.4340

0.0500 0.0419 1.5990 0.0500 0.0530 1.5800 0.0500 0.0435 1.5710

0.0250 0.0255 2.0340 0.0250 0.0288 1.8960 0.0250 0.0244 2.0770

17 0.0100 0.0098 2.2380 0.0100 0.0123 2.2120 0.0100 0.0096 2.2000

0.0050 0.0044 2.3220 0.0050 0.0055 2.5280 0.0050 0.0050 2.5810

0.0025 0.0028 2.8420 0.0025 0.0025 2.7870 0.0025 0.0030 2.7940

0.0010 0.0015 2.8780 0.0010 0.0009 2.9370 0.0010 0.0007 2.9900

0.1000 0.1023 1.2550 0.1000 0.0854 1.2470 0.1000 0.1014 1.2320

0.0500 0.0437 1.5940 0.0500 0.0516 1.7840 0.0500 0.0467 1.5800

0.0250 0.0285 1.8820 0.0250 0.0241 1.8700 0.0250 0.0204 1.8690

18 0.0100 0.0087 2.2500 0.0100 0.0095 2.4590 0.0100 0.0100 2.3280

0.0050 0.0054 2.5100 0.0050 0.0048 2.4940 0.0050 0.0052 2.4660

0.0025 0.0026 2.7640 0.0025 0.0021 2.6700 0.0025 0.0026 2.7730

0.0010 0.0010 2.9560 0.0010 0.0012 3.0780 0.0010 0.0012 3.0190

0.1000 0.0983 1.4660 0.1000 0.1113 1.2240 0.1000 0.0999 1.4590

0.0500 0.0496 1.5500 0.0500 0.0544 1.5310 0.0500 0.0500 1.5210

0.0250 0.0261 2.0650 0.0250 0.0230 1.8670 0.0250 0.0222 2.1080

19 0.0100 0.0118 2.1700 0.0100 0.0093 2.1940 0.0100 0.0126 2.1300

0.0050 0.0050 2.6390 0.0050 0.0044 2.4680 0.0050 0.0046 2.7110

0.0025 0.0020 2.7900 0.0025 0.0025 2.7550 0.0025 0.0022 2.7390

0.0010 0.0008 3.0220 0.0010 0.0011 3.0610 0.0010 0.0010 2.8130

0.1000 0.1115 1.2190 0.1000 0.0946 1.2110 0.1000 0.0870 1.2020

0.0500 0.0467 1.5310 0.0500 0.0479 1.7980 0.0500 0.0492 1.6710

0.0250 0.0217 1.8680 0.0250 0.0280 1.8160 0.0250 0.0243 1.8250

20 0.0100 0.0100 2.2750 0.0100 0.0098 2.3980 0.0100 0.0100 2.3360

0.0050 0.0038 2.4430 0.0050 0.0062 2.4220 0.0050 0.0044 2.4100

0.0025 0.0028 2.7430 0.0025 0.0026 2.9170 0.0025 0.0020 2.7860

0.0010 0.0012 3.0480 0.0010 0.0011 3.0270 0.0010 0.0012 2.9910

0.1000 0.0972 1.4520 0.1000 0.0892 1.2460 0.1000 0.1039 1.4260

0.0500 0.0539 1.5090 0.0500 0.0469 1.4960 0.0500 0.0565 1.4800

0.0250 0.0250 2.0910 0.0250 0.0252 1.8560 0.0250 0.0231 2.0510

21 0.0100 0.0073 2.2340 0.0100 0.0103 2.3270 0.0100 0.0085 2.2130

0.0050 0.0054 2.6880 0.0050 0.0049 2.3870 0.0050 0.0050 2.6380

0.0025 0.0027 2.7160 0.0025 0.0032 2.6810 0.0025 0.0030 2.6640

0.0010 0.0009 2.9010 0.0010 0.0011 2.9790 0.0010 0.0010 3.1370

0.1000 0.0874 1.2190 0.1000 0.1004 1.1800 0.1000 0.0920 1.1840

0.0500 0.0494 1.5710 0.0500 0.0538 1.7520 0.0500 0.0518 1.6420

0.0250 0.0250 1.9460 0.0250 0.0190 1.9410 0.0250 0.0246 1.9500

22 0.0100 0.0099 2.3250 0.0100 0.0073 2.3610 0.0100 0.0093 2.2980

0.0050 0.0049 2.4640 0.0050 0.0038 2.5780 0.0050 0.0049 2.5650

0.0025 0.0020 2.7800 0.0025 0.0022 2.9220 0.0025 0.0024 2.7200

0.0010 0.0013 2.9730 0.0010 0.0006 3.2460 0.0010 0.0009 2.9250

0.1000 0.0921 1.4590 0.1000 0.0945 1.1930 0.1000 0.1054 1.3900

0.0500 0.0590 1.4740 0.0500 0.0501 1.6350 0.0500 0.0411 1.5580

0.0250 0.0282 2.0430 0.0250 0.0255 1.9890 0.0250 0.0254 2.0020

23 0.0100 0.0085 2.1590 0.0100 0.0098 2.3060 0.0100 0.0100 2.3830

0.0050 0.0063 2.6270 0.0050 0.0054 2.5590 0.0050 0.0059 2.5740

0.0025 0.0034 2.6530 0.0025 0.0024 2.7200 0.0025 0.0018 2.7750

0.0010 0.0010 3.2110 0.0010 0.0009 2.9920 0.0010 0.0010 3.1460

0.1000 0.1044 1.1540 0.1000 0.0980 1.1460

0.0500 0.0570 1.7140 0.0500 0.0515 1.6810

0.0250 0.0214 1.8790 0.0250 0.0227 1.9660

24 0.0100 0.0089 2.3090 0.0100 0.0106 2.2810

0.0050 0.0046 2.5060 0.0050 0.0048 2.5660

0.0025 0.0018 2.8860 0.0025 0.0025 2.8020

0.0010 0.0006 3.0070 0.0010 0.0011 3.0820

0.1000 0.1002 1.3990

0.0500 0.0451 1.5030

0.0250 0.0269 1.9600

25 0.0100 0.0107 2.4470

0.0050 0.0048 2.5450

0.0025 0.0022 2.7010

0.0010 0.0008 3.1110

Table C.9: Critical points, T̂�f15 : : :25; 23 : : :25g, for the T̂ distribution.
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