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Fig. 2. Anytime RRT Planning. Given a partial RRT (shown in (a)) being grown from an initial configuration (the bottom filled circle) to a goal configuration
(the top filled circle), this illustration shows how the Anytime RRT approach samples, selects, and extends the tree. To begin with, we assume some previous
solution has already been generated. (b) When using the Anytime RRT approach to sample the configuration space, only areas that could potentially lead to
an improved solution are considered (indicated by the shaded oval). Thus, the black nodes are rejected while the white node is accepted. (c) When selecting
the next node in the tree to extend, the k nodes closest to the sample point are found and ordered according to both their distance from the sample point
and the cost of their path from the start node. Here, k = 3 and the white node and two black nodes are the closest; the white node is selected first since
its path is less expensive than those of the two black nodes. (d) The tree node from (c) is then extended by generating a set of possible extensions and then
probabilistically choosing the one that is least expensive. The cost of the extension to the white node is cheaper than the extensions to the black nodes, so
the white node is chosen as the next element to be added to the tree. (e) After checking that the sum of the cost of the path from the start node through the
tree to the new element and the heuristic cost of a path from the new element to the goal is less than the solution bound, the element is added to the tree.

low-cost solution. We rely upon novel node sampling, node
selection, and node extension operations that incorporate cost
considerations and variable bias factors to efficiently produce
solutions satisfying a specified cost bound. We discuss each
of these operations in turn.

A. Node Sampling
If we are only interested in generating a solution that is

cheaper than some upper bound value Cs, then we can use
this upper bound to influence the sampling process used by
the RRT algorithm. Rather than randomly sampling the entire
configuration space, we restrict our sampling to just those
areas of the configuration space that could possible provide
a solution satisfying the upper bound. Given a node qtarget in
the configuration space, we can check whether qtarget could
be part of such a solution by calculating a heuristic cost
from the initial node qstart to qtarget, h(qstart, qtarget), as
well as a heuristic cost from qtarget to the goal node qgoal,
h(qtarget, qgoal). If these heuristic values do not overestimate
the costs of optimal paths between these nodes then the
combination of these heuristic values gives us a lower bound
on the cost of any path from qstart through qtarget to qgoal. If
this lower bound cost is greater than our upper bound Cs, then
there is no way qtarget could be part of a solution satisfying
our upper bound and so qtarget can be ignored.

However, depending on the complexity of the configuration
space and what heuristics are used, this approach could make
it very difficult for the RRT to find a solution. For example, if
there are narrow passages in the configuration space between
large obstacles, then it may be very difficult to sample nodes
inside the passages. This is a well-known problem with
the original RRT algorithm, but it could be exacerbated by
disregarding any samples that fall inside configuration space
obstacles. Depending on how the heuristic deals with such

samples, the above approach could make it even more difficult
for the tree to grow down any narrow passages. Further, by
reducing our consideration of sample points to only those
whose heuristic values are promising, we are in effect cutting
off large chunks of the configuration space. This is entirely
the point of restricting our sampling, but it can also introduce
new narrow passages. For example, imagine an obstacle that
resides near the edge of the promising configurations, as
determined by our heuristic values. It may be possible to plan
a path around this obstacle, but finding such a path may be
difficult using our restricted sampling approach, as very few
samples exist that will pull the tree towards this edge. Thus,
it is important to use conservative heuristic estimates and not
disregard points that reside in configuration space obstacles.

One way of implementing this restricted sampling idea is to
continue generating random samples qtarget from the configu-
ration space until we find one whose combined heuristic cost is
less than our upper bound. This approach is illustrated in Fig.
2(b). Another method is to use the heuristic functions to do
the sampling itself, so that every node sampled will satisfy the
upper bound. On the whole, this restricted sampling technique
saves us a lot of unnecessary computation spent on irrelevant
areas of the configuration space.

B. Node Selection
Once a sample node qtarget has been generated using the

above technique, we then select a node from the tree qtree

to extend out towards the sample node. In the original RRT
algorithm, the closest node in the tree to qtarget is selected to
be qtree. However, as Urmson and Simmons show [6], much
cheaper solutions can be obtained if we modify this selection
process to incorporate cost considerations.

Our selection approach is based on their ideas but uses
bias factors to vary over time the influence of cost, so that
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