
ReinitializeRRT(rrt T )

1 T .cleartree();

2 T .add(qstart);

GrowRRT(rrt T )

3 qnew = qstart; time = 0;

4 while (Distance(qnew , qgoal) > distance-threshold)

5 qtarget = ChooseTarget(T);

6 if (qtarget != null)

7 qnew = ExtendToTarget(qtarget, T );

8 if (qnew != null)

9 T .add(qnew);

10 UpdateTime(time);

11 if (time > max-time-per-rrt)

12 return null;

13 return T.c(qstart, qnew);

ChooseTarget(rrt T )

14 p = RandomReal([0.0, 1.0]);

15 if (p < goal-sampling-prob)

16 return qgoal;

17 else

18 qnew = RandomConfiguration();

19 attempts = 0;

20 while (h(qstart, qnew) + h(qnew, qgoal) > T.Cs)

21 qnew = RandomConfiguration();

22 attempts = attempts + 1;

23 if (attempts > max-sample-attempts)

24 return null;

25 return qnew ;

Fig. 3. The Anytime RRT Algorithm: GrowRRT and ChooseTarget Func-
tions.

initially nodes are selected based purely on their distance from
qtarget, and in subsequent searches this gradually changes so
that some combination of distance from qtarget and the cost
of the node is considered, eventually leading to purely cost-
based selection. We accomplish this by using a distance bias
parameter db and a cost bias parameter cb. First, the k nearest
neighbor nodes in the tree to qtarget are computed. Next, these
nodes are ordered in increasing node selection cost:

SelCost(q) = db · Distance(q, qtarget) + cb · c(qstart, q),

where c(qstart, q) is the cost of the current path from qstart to
q in the tree. We then process these nodes in order until one is
found from which a valid extension can be made (the extension
process is described below). Fig. 2(c) shows an illustration of
the node selection process.

Initially, db = 1 and cb = 0 and so our node selection
operates exactly as a nearest neighbor lookup. Between each
successful search, db is reduced by some value δd and cb is
increased by some value δc, so that the cost of the tree nodes
becomes increasingly important as time progresses. This has
the effect of producing more costly solutions early on, when
we are most concerned with ensuring that valid solutions are
available, and then providing cheaper solutions if there is extra
time available for planning.

SelCost(rrt T, configuration q, configuration qtarget)

1 return T.db · Distance(q, qtarget) + T.cb · T.c(qstart, q);

ExtendToTarget(rrt T, configuration qtarget)

2 Qnear = kNearestNeighbors(qtarget, k, T );

3 while Qnear is not empty

4 remove qtree with minimum SelCost(T, qtree, qtarget) from Qnear ;

5 Qext = GenerateExtensions(qtree, qtarget);

6 qnew = argminq∈Qext
c(qtree, q);

7 T.c(qstart, qnew) = T.c(qstart, qtree) + c(qtree, qnew);

8 if (T.c(qstart, qnew) + h(qnew, qgoal) ≤ T.Cs)

9 return qnew ;

10 return null;

Main()
11 T.db = 1; T.cb = 0; T.Cs = ∞;

12 forever

13 ReinitializeRRT(T );

14 T.Cn = GrowRRT(T );

15 if (T.Cn != null)

16 PostCurrentSolution(T );

17 T.Cs = (1 − εf ) · T.Cn;

18 T.db = T.db − δd;

19 if (T.db < 0)

20 T.db = 0;

21 T.cb = T.cb + δc;

22 if (T.cb > 1)

23 T.cb = 1;

Fig. 4. The Anytime RRT Algorithm: ExtendToTarget and Main Functions.

C. Node Extension

When a node in the tree is selected for extension, we take
into account the nature of the configuration space in its vicinity
to produce a new, low-cost branch of the tree. There are two
different approaches we use to do this. The first approach is
to generate a set of possible extensions that lead from the tree
node qtree in the general direction of the sample node qtarget

and then take the cheapest of these extensions. This results
in a new node qnew which is added to the tree if it could
potentially contribute to a solution satisfying our upper bound
Cs, i.e., if

c(qstart, qtree) + c(qtree, qnew) + h(qnew, qgoal) ≤ Cs,

where c(qstart, qtree) is the cost of the current path from
qstart to qtree in the tree (as before), and c(qtree, qnew) is
the cost of the extension just constructed from qtree to qnew.
If qnew does not satisfy our solution bound then a new set
of extensions that do not lead as directly to the sample node
is considered. This process continues, with each subsequent
set of extensions ‘fanning out’ further from the sample node,
until either a qnew is generated that satisfies our bound or
some maximum number of attempts have been made.

The second approach is to use a large initial set of possible
extensions and take the cheapest of these extensions. Again,
we check that the corresponding new node qnew satisfies our
solution bound before adding it to the tree. This approach is
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